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SUMMARY This paper deals with constraint analy-
sis and plan generation of a consirainl compiler for design
problems. ' Knowledge compilation is & technique by which
knowledge about a domain [facts and theories) is stored in
declarative form and 15 applied using problem solving mech-
anisms. We introduce constraint compilation 2s a knowledge
compilation technigue that focuses on the concept of con-
straint. ar constraint compilation for design problems is
:iﬂiign ed Lo Ltransform the input design specifications into the
design plan, assuming that the structure of the design object
has been determined. First, we describe the basic concepts
of knowledge compilation, knowledge compilation for design
problems, and design plan generation through this method,
assuming the target architectore of the design expert system,
Next, we describe an actual constraint compiler that applies
the concept of constraint compilation to mechanical design,
MECHANICOT. In particular, we describe an overall flow of
the constraint compiler, concentrating on algerithms that an-
alyze constraints and generate a design plan, and describe the
process of design plan gencration through constraint compila-
tion, Finaily, we give details of design plan generation using
this compiler, giving as an example the problem of gear unt
design.

1 Introduction

A large quantity of knowledge that depends on specific
design objects is required to develop knowledge-based
systems for design problems. Therefore, knowledge rep-
resentation specific to the design problem and efficient
problem solving method that uses this knowledge are key
points for research on a tool for building design expert
systems (141

In this case, we want to avoid describing design knowl-
edge as existing procedural programs and avoid forcing
system huilders to describe design knowledge in a form
which is dependent on the specific problem solver. In
most design knowledge, relations between objects may
be represented using symbaolic descriptions such as math-

{This paper describes research done mainly at the Filth Fe-
aearch Laboratory (Intermediate stage fram 1985 to 1989) of the
Inatitute for Mew Seperation LTnmput.r.r Tl'.-r‘hhr‘ﬂng"" -I:IGDT].

ematical formulas. When we compare declarative and
procedural representation of design knowledge, the for-
mer provides a higher-level and more natural deseription
than the latter. In short, prnceduml prrﬂﬁPnLaLiml must
be given explicitly, and declarative deseriptions need not
be.

Here, relations between objects are represented as
consbrainks Lo cnnw:uin:ut.]}' hiandle df.‘ﬁllg_ll klmwln.-dgt: LT
& declarative representation. Accordingly, declarative
knowledge representation is a more sophisticated repre-
sentation than existing procedural knowledge represen-
tations and is effcetive for building knowledge-based sys-
tems for design problems.

Therefore we can expect to reduce the time spent
in unnecessary searching and to improve the efficiency
of cur problem solver because the solution space to be
searched can be resiricled by means of the effective uti-
lization of constraints.

We will focus on this advanlage of constraints and con-
sider the realization of constraint-based problem solving
for design problems, while regarding knowledge compi-
lation as the most important technical issoe,

We shall realize knowledge compilation by focusing
on the concept of constraint; we define this technique as
constraint compilation. In design problems, constraint
conpilation can generate an efficient design plan auto-
matically, using design knowledge represented declara
tively. Before discussing knowledge compilation in de
tail, we describe a formalization of knowledge-based sys-
tems [or design problems and the architecture of design
expert systems in Section 2.

Section 3 gives an overview of knowledge compilation
and the knowledge compiler, with emphasis on design
problems.

Seetion 4 deseribes constraint analysis and design plan
generation of a constraint compiler. We deseribe the
characteristics of the mechanical design problems which
have guided us in analyzing the problem. Then we define



in detail the process of design plan generation through
constraint compilation and describe the constraint com-
piler. Next we describe an actual constraint compiler
that applies the concept of knowledge compilation to
mechanical design, MECHANICOT. We give the details
of constraint analysis and design plan generation using
MECHANICOT, giving as an example the problem of
gear unit design.

Finally, related works are provided in Section 3 and
current research and future regearch are deseribed in See-
tion B,

2 Target Architecture of Design Expert System

2.1 Formalization of Knowledge-Based Systems
for Design Problems

Tong {%%) presents a process for developing knowledge-
based systems that can be reconstructed. This is based
on factoring the space of detailed problem solving sys-
tem specifications into three levels of specification: the
knowledge level, the function level, and the program
level. Newell ('8 describes and distinguishes the knowl-
edge level and the syinbol or program level. He views
these as levels for deseribing computer systems.

According to their formalization, we will divide a for-
malization of knowledge-based system for design prob
lemns into three levels: the knowledge level, the problem
solving level, and the implementation level, as shown in
Fig. 1. Our problem solving level corresponds te Tong's
function level.

AL the knowledge level, after the type of design prob-
lem is determined., the corresponding solution space, de-
sign theory, and design specification are formalized. At
the problem solving level, the constraint-based problem
solving mechanism is determined according to the de-
sign process. This problem solving mechanism can be
realized by applying various solution methods such as
problem decomposition, constraint propagation, failure
recovery, (hicrarchical) generate & test, least commit-
ment, and (linear) approximation method (11, At the
implementation level, knowledge-based systems are re-
alized using expert shells composed of knowledge rep-
resentations, such as rule and frame descriptions, and
programming languages, such as logic programming and
constramt logic programming languages, according to
the fixed architecture of these systems.

Furthermore, consideration of a modeling of the design
process is required to realize a problem solving mecha-
nism for design problems using a constraint satisfaction
process 130 (141 Fig 2 shows a model of the design
process for routine mechanical design. This routine me-
chanical design problem consists of editing pre-existing
designs, and is based on this design process model 151,
The structure of the design object is determined by com-
bining the components or is according to predefined de-

sign styles of the design object. In this case, the struc-
tures are determined by retrieving the appropriate de-
sign style from the knowledge base. The components
are implemented using standard parts found in catalogs
or non-standard parts from the design.

2.2 Architecture of a Design Expert System

Research has been conducted on architectures consist-
ing of primitive tasks for routine design, called generic
tasks for design 4 . 07} These architectures provide
the ability to structure knowledge for the varicus design
descriptions and provide problem solving for the design
to reduce the gaps hetween the functions for the design
process at the knowledge level and the functions sup-
ported by expert system building tools at the program
level. Howewver, it seems that they are insufficient to han-
dle the constraint representation (300 for this generic
task. Therefore, we investigate the architecture of an
expert system for routine design using the constraint-
based problem solving mechanism (19, The architecture
of design expert systerns which use the constraint-based
problem solving mechanism is composed of the following
primitives: the generator, the propagator, the tester, and
the failure recovery module, as shown in Fig. 3. This
problem solving mechanism is extended based an a gen-
erate & test method.

3 Knowledge Compilation
3.1 Knowledge Compilation

Knowledge compilation is a commeon term in artificial in-
telligence research on problem solving, model-based rea-
soning (MBR), machine learning, software engineering,
and automatie programming (2 - (9 . (11 In Ref.
{9). “knowledge compilation™ takes on a broader mean-
ing and can be classified into al least four alternatives:

* The process of shifting from a declarative to a pro-
cedural form of knowledge representation.

# The process of automatically transforming explicit
but inefficient knowledge representations into itn-
plicit but mare efficient form.

» The process of producing knowledge based systems
from higher level specifications.

¢ The process of automatically restructuring existing
software systems to produce new systerns thal ex-
hubit an increase in efficiency or usability, a change
in representation level, and a reduction of reasoning,

4.2 Kopowledge Compilation for Design Frob-
lems

In this section we define knowledge compilation for de-
sign problems (14) . (15



In mechanical engineering there are many cases when
design systems or tools arg provided for each design ob-
ject. In fact, the mdividuality of the design object makes
it difficult to abstract, arrange, and utilize the design
systems or tools because the corresponding model and
analysis method for the object often change when the
structure of the design object changes.

At present the individualized design systems or tools
for mechanical design implemented using a typical pro-
cedural language such as Fortran are inconvenient to use
and inefficient for designers.

To reduce the inconvenience and inefficiency of exist-
ing design environments, we need to provide an envi-
ronment in which the designer can apply the approach
used in the existing compiler (1) Lo perform mechanical
design and Lo construct design systems or tools easily.

By dividing design knowledge into knowledge about
the design object and knowledge about problem solving
we may handle both types of knowledge effectively and
improve the efficiency of the problem solving mechanism
of the whole system, Viewing knowledge and require-
ments as constratnts, we can regard design problems as
constraint satisfaction problem 5, Knowledge transfor-
mation 15 a very important technique for handling thess
independent kinds of knowledge uniformly, to generate
design plans according Lo primitives of constraint-based
problem solving, and to improve the efficiency of prob-
lem solving.

We will consider two methods for transformations.
The first method is knewledge compilation, which gen-
erates design plans by analyzing and compiling knowl-
edge about design objects and about problem solving
and which builds design systems. It is suitable for para-
imetric design where the structure of the design object
is fixed, and an efficient problem solving mechanism can
be pealized (111, (15) . (235

The second method is to translate knowledge about
object models and knowledge about problem solving into
intermediate descriptions and to interpret these interme-
diate descriptions. This is an interpretation approach.
which corresponds to the interpretation of a design plan.
Furthermore, 1t is possible to interprel a design plan
generated during problem solving efficiently. This is
done by reusing knowledge derived beforehand through
knowledge Lransformation techniques {including the de-
sign plan and its intermediate description).

At fiest, we focus a design problem where the struc-
Lure of the design object and knowledge about problem
solving are fixed. Therefore, we adopt knowledge com-
pilation as a knowledge transformation technique. In
our research, knowledge compilation means to transform
knowledge representation {problem specifications) at an
abstract level to representation at a more concrete jevel;
from knowledge level to problem solving level and from
knowledge level to implementation level (1. (151 The

purpose of this method is to improve the efficiency of the
utilization of various kinds of knowledge and the problem
solving mechanism.

We consider knowledge compilation a technique by
which knowledge in declarative form, such as facts and
theories, about the domain is stored and by which knowl-
edge linked to an efficient problem solving task is gen-
erated. This stored or generated knowledge is applied
and utilized by interpretive procedures for performing
a task in that domain. Therefore, more efficient proce-
dures specific to the task domain can be generated using
the knowledge compilation technique. Furthermore, in
our opinion, knowledge compilation can help knowledge
acquisition to the extent that it helps users to construet
new knowledge-based systems easily ("9 and can facili-
tate knowledge reuse,

4 Constraint Compiler for Design Problems

We define knowledge compilation techniques that focus
on the concept of constraint as constraint compilation
and describie an actual constraint compiler that applies
this concept., In this case. we represent a set of con-
straints in terms of a constraint network. Constraint
networks involve a set of n variables or parameters and
their domains of finite or infinite values (.

4.1 Overview of Constraint Compiler

In Ref. (8]}, a constraint compiler is intended to op-
tinuze constraint propagation and to improve the ef-
ficiency of constraint propagation for large constraint
neiworks by performing a dependency analysis of con-
straints. In other words, it makes existing paths of con-
straint processing (constraint propagation ) more efficient
rather than r.':uilhling new pnths_

Our constraint compiler transforms the input design
specifications into the design plan by compiling de-
sign knowledge and problemesolving heuristics, assuming
that the structure of the design cbject has been deter-
mined 18,

Since the constraint compiler can generate a design
plan by analyzing dependencies among constraints, de-
sign knowledge can also be represented declaratively,
The general low of the constraint compiler is shown in
Fig. 4. The compiler contains four main procedures:
lezical and synlar analysis, mheritance relations analy-
sts {by gencralion of class definition lables), constraini
analysis (by both genernlion and wpdaic of tables and
delermunalion of a constrami analysis sequence), and de-
sign plan generation.

Inputs to this constraint comnpiler are the design re-
quirements, object models, and knowledge about prob-
lem solving. ‘The output is a design plan. Reference to
the results of previous designs and the designers' heuris-
tics about searching for alternatives are also represented



as knowledge about problem solving,

In comstraint analysis sequence determinatlion, rela-
tions between components are analyzed and a directed-
acyclic graph { DAG) that represents part-whole relations
and abstract-concrete relations is generated using the
results of analysis, The constrain! analysis sequence is
determined according to this graph. In consiraint anal-
yais, dependencies among constraints inside components
and functional blocks are analyzed according to this de-
termined sequence. Inheritance relations between funec-
tional blocks and between components are analyzed in
inheritance analysis.

In design plan gemnernfion, a design plan that enables
efficient problem solving mechanisms is generated ac-
cording to the dependencies between constraints assum-
ing the architecture of the destgn expert svstem men-
tioned in Section 2.

4.2 Constraint Analysis and Design Plan Gen-
eration

{a) Constraint Analysis

Handling the constraint network in constraint analy-
sis is difficult, because the structure of the network is
quite complicated for complex systems. Therefore it is
necessary to structure Lhe network with this hierarchi-
cal level of abstraction and to combine subnetworks, in-
stead of handling the whale network as a flat structure.
Thus, an effective utilization of this structural informa-
tiom of the problem space extracted using the constraint
analysis will lead to improvements in constraint-based
problem solving. In the process of constraint propaga-
tion, local and non-local (global) propagations must be
taken care of 1% In local propagation, known values
are propagated along the ares of the constraint network
by using local information te nodes (209 Op the other
hand, when there is a cyclic dependency in the constraint
network using a local propagation, the problem can not
solved by local constraint propagation only. In this non-
local {global} propagation, global information such as an
equation solving techmicue, s required to deduce values
of variables.

Therefore, to improve the constraint-based problem
solving mechanism, especially constraint propagation, it
15 necessary to separate the constraint network descrip-
tion of the design plan into parts that can be processed
by local propagation (tree description) and parts that re-
quire non-local propagation {cyclic description), in con-
straint analysis. Consequently, each description should
be dealt with using the appropriate solver for consiraint
handling by splitting up the constraint network. In order
to deal with constraint analysis for structured networks
with hierarchical levels, the analysis phase is divided into
two phases. Fig. 5 shows the whole algorithm of con-

straint analysis. In this algorithm, only analysis for the
constraint-based problem solving mechanism based on
lucal propagation is realized. The analysis is executed
according io the tree description composed of part-whole
relations and is-a relations of the system. This constraint
analysis executes the same procedure as the dataflow
analysis in optimization phase of the compiler (1. In
other words, phase one eorresponds to the local opti-
mization, i.e. optimization of a basic block and phase
two corresponds to the global optimization, i.e. global
rearrangement of the dataflow graph generated during
phase cne.

Phase one proceeds from the bottom up; it performs
dataflow analysis (1 - 18 and reduction (merging) for
cach component (line 3-5) and functional block (line 6-
7).

Phase two instead starts from the root and proceeds
from the top down towards the leaves: the dependencies
of the constraint network (7' are determined by reana-
lyzing constraint dependencies among functional blocks,
and between functional blocks and components. Finally
the dependencies among the constraints of the whole ¥
tem are determined (line 8-9).

Concretely, constraint analysis begins at the lowest
level of the class hierarchy and proceeds towards the
highest level class. If there are inheritance relations.
lhe constraints are not processed along the class hier-
archy between parent classes and children classes, but
are treated as a flat set of constraints included in both
parent classes and their children classes,

(b} Dezign Plan Generation

After dependencies among constraints inside compo-
nents and functional blocks are obtained by constraint
analysis, design plan generation proceeds towards the
higher levels of the hierarchy of the design object s
ing the results of the analysis. Thus, a design plan is
generated by grouping the blocks analyzed above and
reanalyzing them.

4.3 MECHANICOT

As stated above, we divide design knowledge into ob-
Ject models and knowledge about problem solving. This
enables us Lo maintain knowledge and to modify knowl-
edge flexibly. By regarding kuowledge and design re-
quirements as constraints, we employ constraint-hased
problem solving. To help designers build an expert sys-
tem suitable for & design problem, we propose a building
ool that regards design knowledge as constraints, £en-
crates design plans by analyzing their dependencies, and
provides an interface between the design knowledge and
the constraint solver. We used a constrainl compiler to
obtain facilities for this building tool. The expert sys-
tern, which is the output of the tool, can efficiently obtain
solutions that satisfy the design requirements, arcording



to the design plan generated by the tool. Fig. § shows
the architecture of the building tool. An expert system
building tool, MECHANICOT, is being developed ‘141
(15, MECHANICOT is a tool for mechanical parametric
design. It analyzes dependencies between structures of
a design object and parameters, produces a design plan,
and builds a specialized design expert system. In this
ease, the main spindle head of a lathe is selected as the

design object,

4.4 Example of Constraint Analysis and Design
Plan Generation Using MECHANICOT

First, we will explain the design object of MECHANI-
COT, the main spindle head of a lathe. Next, we will
deseribe in detail the constraint analysis and design plan
generation process, using a gear unit as an example.

4.4.1 Design Problem of Main Spindle Head

The design object of MECHANICOT is the main spin-
dle head of a lathe, shown in Fig. 7. It consists of a
matn spindle to grip and rotate a workpiece, a motor as
a power source, V-helts and a pair of pulleys to trans-
mit power from the motor to a pulley-shaft, bearings to
support both the main spindle and the pulley-shaft, and
two pairs of gears to change the main spindle speed.

This design is a typical example of parametric design.
It can be considered as the problem of determining the
output {design) parameters so that the design require
ment and input parameters are satisfied when the stroe-
ture of the design ohject is assumed to be fixed (100

In Table 1, there are two types of input parameters
{design requirements): eutling eapacity requirements
and evaluation eriterion. Their default values are shown
at the right side of Table 1. Table 2 shows examples of
outpul {design} parameters.

4.4.2 Example of MECHANICOT

in this case, we give an example of constraint analy-
sis and design plan generation using a gear unit as an
explanation of MECHANICOT. Fig. & is a schematic
description of a gear unit used in the reduction system
of a main spindle unit. Fig % shows an example of
MECHANICOT system appearing in PSI windows; (a)
shows a compilation process of a gear unit design prob-
lem, (b) shows a hierarchy of design knowledge {design
object), and (c) shows a class definition of design knowl-
edge.

Fig. 10 shows a constraint network for this design
problem formalized [rom the viewpeint of the concept of
a ronstraint, especially an algebraic constraint. Forms
of many constraints consist of equalities and inequalities.
There are some alternatives when generating the values
for the variables. Since there are several possible solution
methods (strategies), solving the problem can be efficient

or inefficient according to the solution method used for
a problem. Although the problem can be formalized as
a constraint network, the available strategies may not
lead to an efficient solution. Types of problem-solving
primitives to insure efficient problem solving must be
provided to deal with practical problems.

Therefore, each constraint is assigned a type such as
genemator, lester, design_method, filler, and constrainl.
For example, design_method shows the functions and
search methods from catalogs and tables which have no
alternatives, and generalor expresses the functions and
seareh methods from catalogs or tables which have al-
ternatives. Tester represents equalities and imequalities
used for testing solutions from generator or for evaluat-
ing solutions. Filter is used for adjusting solutions to
standard values. For example, a generator m.gen gener-
ates m from the standard values set, a generator Pd_gen
generates Pd from the minimum and maximum values,
and fester tests the gear ratio R,. In the middle we show
the dataflow description of the design method for caleu-
lating an input shaft diameter. In this design methad,
a twisting moment T, .a shearing strength Oy, , and a
torsion angle f;, are input. Input shaft diameter D, is
the cutput.

In MECHANICOT, constraint analysis consists of two
phases. In phase one, dataflow analysis (11 is executed
for the inpui shafl, output shafi, and pair of gears that
corteapond to leal parts of the tree description {Fig. 8).
In this dataflow analysis, each constraint is interpreted
as a function or relation according to ass'tgned types.
Next, traversing toward the root of the tree, dataflow
analysis proceeds in the functional block (gear unit) in
the upper part of the tree description. After that, we
perform dataflow analysis for the gear wnil and its com-
ponents, including the mpui shafl, oulput shaft, and pair
of gears. The constraint analysis terminates when the
root of the tree is reached,

In phase two, the analysis is executed from the root
of the tree to the leaves, In this phase, dependencies be-
tween the functional block (shaft) and the components
{input shaft, oulpul shafi, and pair of gears), and depen-
dencies between the components themselves, are reana-
Iyzed; finally the dependencies of the whole system are
analyzed.

In design plan generation, subgoals are assigned to
constramnt, gemeralor, lester, filter, and design_method,
50 that the name of each subgoal is unique. Subgoals
are integrated into goals based on the inpul-output de-
pendencies of parameters generated by dataflow analy-
sis. Names are assigned Lo goals in exactly the same way
as they are assigned to subgoals. Finally, an execution
sequence for goals is determined based on their input-
output dependencies. This sequence s managed in a
g{:al Lhat 15 cne level higher than the included 3'-"-'-'5‘:"“'!5-

Fig. 11 shows a design plan generaled according te



this analyzed result. This figure consists of dataflow de-
scriptions for each gear and for the pair of gears. We
assume that the relationships among the goals and sub-
goals correspond to the hierarchical relationships of the
design object shown in Fig. 9 (b); the relationships be-
tween the components and subcomponents and the de-
sign method for the components and subcomponents are
formalized and given in advance as the model descrip-
tion of the design object in the knowledge base. From
the input design specifications including the design re-
quirements, object models, and knowledge about prob-
lem solving shown in Fig. 12 (a), we generate a design
plan using constraint compilation and finally obtain a
plan written in ESP code, shown in Fig. 12 (b}, Fig. 13
shows the hierarchical relationships between goals and
subgoals of this generated design plan. Table J shows
the number of constraints used in the plan generation.

5 HRelated Works

Araya & Mittal 1 present a method by which the de-
sign plans can be automatically generated by compiling
knowledge about artifacis, problem solving heuristics,
and characteristics of specific problems. Design plans
tailored to particular problems are generated and the
potential benefits of maintaining a knowledge Lase are
provided, by reusing the same knowledge for different
purposes and by providing a framework for more sys-
tematic knowledge acquisition. They propese a methad
for design plan generation, while our approach concerns
a design plan generation environment and its implemen-
tation by focusing on a constraint compilation,

Keller (110 gshows the compiler that compiles re-
design rules from a device model thraugh several levels
of abstraction, including the structure/behaviour device
model, Lhe qualitative equation model, the causal depen-
dency structure, the redesign goal tree, and the abstraci,
redesign plan. His approach aims to improve efficiency
by moditying the general but inefficient model used on
MBR. In our approach, we focus on assisting knowledge
acquisition and knowledge reuse facilities.

Serrano & Gossard 119 present methods for maintain-
Ing consistency in systems of constraints. These provide
designers with assistance during the early stages of de-
sign and help to close the gap between novice and experi-
enced designers. Effective constraint handling is very im-
portant for the development of a knowledge-based con-
ceptual design. They have implemented a constraint-
based environient for mechanical computer aided de-
sign and their aim is similar to our aim of constraint
(knowledge) compilation. However, the problem solv-
ing mechanism is not focused on as much as in our ap-
proach, from the points of view of constraint solving and
constraint-hased problem solving.

6 Current State and Future Research

The first implementation of the design plan generation
environment, MECHANICOT, including the constraint
compiler, is being carried out using the Extended Self-
contained Prolog (ESP) language (%) op the personal
sequential inference (PS1) machine (21,

MECHANICOT is an automated system with no user
interaction. It receives design requirements and design
object representations written in an ESP-like language
as input, and generates the design plan written in ESP
as output. The execution mechanism of the generated
design plan is realized using the inference mechanisms in
the ESP language, such as unification and backtracking
mechanisms.  As a result, a design calculation is per-
formed and the figure of the main spindle head with
dimensions is shown on the graphic display.

Sao far, we only handle static and obligatory (hard)
constraints 14} For example, the interpretation of
a constraint is fixed, because the role of a constraint
such as a generator and tester on a constraint-handling
mechanism & predetermined. The handling of sugges-
tive (soft) constraints (" and of dynamic consiraints
sich as the addition, deletion and modification of con-
straints during design process has not yet been investi-
gated. Both static and dynamic analysis for constraints,
including constraint relaxation (14 are required to re-
alize dynamic constraint handling, when we consider a
current constraint compiler,

Next, we will consider the following extensions of con-
straint analysis to utilize the structure of the problem
space effectively and to improve constraint-based prob-
lem solving, We need Lo properly treat the different pri-
orities of the constraints and to interpret the direction
of an information flow of constraints dynamically. Fur-
thermore, design plan generation requires the scheduling
of goals and subgoals according to a rough prediction of
the necessary cost of problem selving gained during con-
straint analysis.

When a constraint compiler is used as a building toal,
the designer needs Lo be able to generate design plans
automatically, recognizing underconstrained and over-
canstrained states in the constraint network. However
dataflow analysis seems to be unsuitable for a constraint
analysis that checks this state. To detect overconstrained
and underconstrained states (involving cyclic deserip-
tion in a consteaint network), we must consider a strue-
tural analysis method that analyzes dependencies be-
tween variables of constraints (Lopology information of
the constraint network) by considering the constraint
network as a biparlite graph (161

7T Conclusion

This paper has considered a method of constraint analy-
sis and design plan generation of the constraint compiler



ftir dEﬁiEn thIEIIH, a fﬂrm ﬁf hl.lﬂlel,{EE' IZUIIIFII].I!I. [t
has been conducted while assuming the architecture of
expert systems based on constraint-based problem solv-
ng.

We have demonstrated the effectiveness of the con-
straint cornpilation technigue on a mechanical compo-
nent, & main spindle head of a lathe, by developing an
expert system building tool MECHANICOT. Currently,
MECHANICOT does not provide a friendly user inter-
face, te. one where the designer can give knowledge
about design requirements and the design object in the
form of a schematic description as an input, and also
interact with the system.

Our future plan 1s 1o provide such an environment in
which designers can acquire design knowledge by arrang-
ing and coordinating their knowledge and in which they
can construct design systems or tools easily by repre-
senting design knowledge in a natural form and by rec-
ognizing underconstrained and overconstrained states of
the systems.
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