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Preface

It has been eight vears since the Fifth Generation Cumnputer Svstems Project started. The
main aim of the project was to develop new computer technologies for knowledge information
processing unifving “knowledge processing” technology and "parallel processing” technology
using logic programming.

it was several years before the start of the project that researchers of UL and Japan
realized the importance of logic programming as a link between these two technologies.
Since then, researchers in both countries Lave been cxploring the new research lield of logic
programmung in co-operation with each other.

i these eight vears, a great deal of research effort has been made toward the goal
fFGCS throughout the world and produced many escelleut results. The Second Join
ICOT/DTIHSERC Worlkshop is the evidence of this progress and of international co-operation.
Throngh the presentations and discussions made in this workshop, we are sure that the re-
scarchers conld convinee themselves of the appropriateness of their research direction and
sharpen the focus for the future.

These proceedings consist of papers wud lecture notes that can be divided into four
groups. First, there are overviews of the final stages of the FGCS project. and of Parallel
Computing Research in Furope and the U.I. These overviews summarize progress in the
areas ol Architecture, Operating Svstems and application.

Second, there are papers on the topic of Benchmarking and evaluation of paralicl systems.
These papers deseribe both benclusaking strategy and specific benchmarking examples from
1COT.

Third, there are papers dealing with the problem of Decomposition and mapping of
parallel applications. These papers describe methods aud Lechniques for decomposing and
mapping applications to architectures. Thev also describe software tools.

Fourth, there are papers deseribing the demonstrations done by both Japan and U L.
sides. These papers introduce what kind of problems can actually be handled by the current
technology.

It is our sincere hope that the workshop proceedings and lecture notes will serve as a
valuable reference service for the rescarchers heing engaged in the parallel processing and
knowledge processing in Loth countries for vears to come.

Finally, we would like to thaak you the many people from UK. and 1COT whe provided

high quality input to the proceedings and the discussion sessions.

Shunichi Uehida Paul Refenes
Hesearch Department Information lechnology Directorate
ICOT DTI



Second Joint ICOT/DTI-SERC Workshop

1 Date and Place

Oct. 15 (Mon]  Shiba Park Hotel
Oct. 16 (Tue) ICOT Annex
Oct. 17 (Wed)  ICOT Annex

2 Topics of the workshop

1) Decomposition of parallel applications
2) Benchmarking and evaluation of parallel systems

3 Participants and their presentations

1) UK side
D.H.D. Warren (U. Bristol): Progress in the Development
of the Data Diffusion Machine
J. Darlington (Imperial C.}: Mapping Application onto Various Parallel
Architectures using Functional Language and
Program Transformation

F. Refenes(DT1): Overview of Parallel Computing Research

in the UK and Europe
P. Evans (METKOQ): A Programming Environment for Parallel MIMD Machines
G. Manuing (AMT): Decomposition of Parallel Applications for SIMD Machines
P. Townsend (ICL): Benchmarking and Evaluation of Software Systems

- the EDS and Flagship Projects
C. Hughes(LOGICA)
D. Watson{PARSYS)
C. Sharpington(Thorn-EMI)



2%} Japan side
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Tanaka (U.Tokvo): Welcome
Hirata (ICOT-1L): PIM Architectures and R&D Status
lnamura (ICOT-1L) and K. Nakajima (Mitsubishi}: valuation

of the L1 Implemeniation on the Multi-PSI

. Chikayama (ICOT-2L): Research on Parallel Inference Systems

in the FGCS Project
. Yashiro (ICOT-2L): KL1 Pregramming Environment = PIMOS -
Ichivashi {ICOT-TL):  Parallel Application Program Research at ICOT
Hasegawa (ICOT-3L): MGTP: A Hyper-matching Model-Generation
Theorem Prover with Ramified Stacks

Hawley and A, Aiba (ICOT-4L):

Constraint Logic Programiming

and Its Parallel Implementation:

Guarded Definite Clauses with Constraints

. Nitta (1COT-TL): Parallel Programming in Genome Analysis System
. Taki (1COT-TL: Paralle] Programming in VLST CAD Systems
. Goto (NT'T)

Uchida (ICOT): Overview of the Final Stage R&D of FGCS Project
. Furukawa {'{GGT}

. Fuchi (ICOT}

and a few more researchers from [COT and manufaciurers

4 ICOT demonstration (3rd day afternoon)

4.1 Parallel systems

(Written in KL1 and running on the Multi-PSI/PIMOS)

- 5mall benchmarking programs (Pentomino, Bestpath)
- Go-playing program: GOG

- LSI CAD programs (Logic simulation and Routing)

- Legal reasoning program

- Genome analysis programs

4.2

Sequential systems

(Written in ESP and running on the PSI/SIMPOS)

- Constraint logic programming language: CAL
- Molecular biological database in Kappa



5 Time table

second Joint ICOT/DTI-SERC Workshop

(Tokyo, Oct.15-17, 1990)

L0/15 (Monday) 10/16 (Tuesday) 10/17 (Wednesday)
@ Shiba Park Hotel @ ICOT Annex T
G40 | I
W D t 50 ‘
}Hfﬁ]g Tanaka:Welcome (101 arren (50) ariington (30) |
10:2
1039 Uchida (40) Break (10]
Evaas (40)
ﬁ'gﬁ l Mini Panel (90):
' Refenes (40) | Rrealk (20) | Dazlington,
[1:20) ' Watren,
11:30 Furukawa,
léaﬁ Break (20) ] Manning (40} " Chikayama
T Hirata (40)
12230 —
Lunch
13:30
Ichiyeshi (40)
14:00
14:10 Inamura/
Nakajima (40) Hasegawa (40)
1440} -
14:50
Townsend (50) Coffee Brealk (30)
15:20 ICOT
15:30 _ o Demonstrations
Coflce Break (30) Taki (50) (Yoshioka)
16:00 —
16:10
Chikayama (50) Nitta (40)
16:50 T
Yashiro (40) .m::ﬁ [{ }
17:30
17:50
15:30
Reception | Farewell Party
@Shiba Park Hotel @*Chugokn Hanten”

_I"H_



6 Participants

| British Participants ]

Name | Oreanization | Department i Position
Aeademin -
Dr John Dari.i;;g_lbﬁ | Imperiai College | [fnm-[r-.u-;lrti-r;:q_” Professor o
Dr David HD. Warten | Bristol University | Computing | Professor
Government
Dr Paul Relenes Department of Trade | Information | Consultant

& Industry

! Technology
I Directorate

Tndustry

Dr Geoflf Manning
Dr Patrick Evans

Dr David Watson
Dr Paul Townsend

Mr C. Sharpington
Dr Cliften Hughes

Active Memory Technology

MEIKO

PAREYS
[OL-Manchester

Thorn-EA1
LOGICA

Board

Board

Managing Dircctor
Saftware Lngineering
Manager

Managing Director
Parallel Systems
Manager

Principal Consultant

_w_



| Japanese Participants |

Nare | Organization | Department Position
Dr Hidehiko Tanaka U of Tokve [ Electrical Fng. | Professor
[ir Hanpei Koike Uat Tokyvo | Electrical Fng. | _
Dr Atsuhiro Goto nNIT | Software T.ab | Senior Kesearchor
Mr Rikio Onai NTT Software Lab | Supervisor
Mr Kenichi Yamazaki N1T Software Tab | Research Engineer
Mr Kazuhiro Kazama NTY | Soltware Lab | Research Enginecr
Mr Katsuto Nakajima Mitsubishi [ Info.5ys.Lab | Senior Researcher
Mr Iliroshi Makashima Mitsubishi | Info.Sys.Lab
Mr Toshiaki Tarui Hitachi | Central Lab
Mr Takayuki Nakagawa Hitach Central Lab
Mr Kaichi Kumon Fujista Lah
I Tsutomu Maruyama NEC C&C Sys. Lab
Mr Takashi Usuki Sony
Dr Svuicht Saka ETL
Mr Kenji Nishida TL
Mr Hiroichi Hiroshige 1COT Executive Director
Dr Kazuhiro Fuchi 1COT Res.Center Director
Dr Koichi Furukawa ICOT Res.Center | Deputy Director
Mr Takashi Kurozumi ICoOT Res.Center | Deputy Director
Mr Yoshihisa Ogawa 1COT Res.Plan.Dpt. | Manager
Dr Shunichi Uchida ICOT Research Dpt. | Manager
Dir Ryuzo Hasegawa 1COT 44&:5th Lab Deputy Manager
Mr Kenji Tkoma 1COT Research Dpt. | Deputy Manager
Mr Tsutomu Yoshioka ICOT | Research Dpt. | Managing Researcher
Dr Kazunori Ueda [COT 2nd Lab Senior Researcher
Mr Kuniaki Mukai 1CoT drd Lab Senior Hesearcher
Dir Takashi Chikayamna ICOT 2ud Lab Chief
Dr Katsumi Nitta ICOT Tth Lab Chief
Dr Kazuo Taki ICOT st (Tth) Lab | Chief (Deputy Chiel)
Mr Kazumasa Yokota ICOT drd Lab Chief
Mr Yuichi Tanaka ICOT 6th Lab Chief
Dr Akira Aiba 1COT 4th Lab Deputy Chief
Mr Nobuyuki Ichiveshi 1Cor 7th Lab Deputy Chief
Mr Masayuki Fujita 1ICOT 5th Lab Deputy Chief
Dr Keij: Hirata 1ICOT 1st Lab Researcher
Mr Yii Inamura Icor Izt Lab Researcher
Mr David J. Hawley [COT 4th Lab | Researcher
Mr Hiroshi Yashiro 1CoT 2nd Lab Researcher




Second Joint ICOT /DTI-SERC Workshop

PROGRAMME

(Tokve Oct.15~17, 1990)

10/15 (MONDAY)

At Shiba Park Hotel (Botan-no-ma)

10:00~11:30

g 10:00~10:10
10:10~10:50

10:50~-11:30

11:30~11:50

Morning Session (1)
Chairperson: K. I'urukawa
H. Tanaka: Welcome
S. Ucluda: Overview of the Final Stage R&D
of FGCS Project

P. Refenes: Overview ol Parallel Computing Rescarch

! Break {20 min.)}

in the UK and Europe |

111:50~12:30

11:50~-12:30

Morning Session (2)
Chairperson: N. Ichivoshi
K. Hirata: PIM Architectures and R&D Status

12:30~14:00

{ Lunch (90 min.}}
at vy room (Shiba Park Hotel Annex 2F)

14:00~15:30

- 14:00~14:40

| 14:40~15:30

Afternoon Session (1)
Chairperson: D.H.D. Warren

| Y. Inamura and K. Nakajima: Evaluation of the

KI.1 Implementation on the Multi-PSI
P. Townsend: Benchmarking and Evaluation of Software
Systems — the EDS and Flagship Projects

15:30~16:00

{ Coffee Break (30 min.) }

16:00~17:30

16:00~16:50

16:50~17:30

Afternoon Session (2)
Chairperson: C. Hughes
T. Chikayaina: Research on Parallel Inference Systems

in the FGCS Project

': H. Yashiro: KL1 Programming Environment -PIMOS-

18:30~

{ Reception }
at Rose room (Shiba Park Holel Annex 2F)

- 1.,!1'_



At TCOT Annex

' 9:30~11:00
9:30~10:20

o 10:20~11:00

Morning Secssion (1)
Chairperson: I. Refenes |
D.H.D. Warren: Progress in the Development .
of the Data Diffusion Machine .

P. Evans: A Programming Environment
' for Parallel MIMD Machines

| 11:00~11:20
11:20~12:00

11:20~12:00

| { Break (20 min.) }
Morning Session (2)

Chairperson: T. Chikayama
G. Manning: Decomposition of Parallel Applications
for SIMD Machines

12:00~13:30

{ Lunch (90 min.) }

13:30~14:50
13:30~14:10

14:10~14:50

Afternoon Session (1)
Chairperson: A. Goto
N. Ichiyoshi:
. Parallel Application Program Research at ICOT
R. Hasegawa: MGTF: A Hyper-Matching
Model-Generation Theorem Prover
with Ramified Stacks

14:50~15:20

{ Coffee Breal (30 min.) }

| 15:20~16:50

15:20~16:10
L 16:10~16:50

' Afternoon Session (2)

Chairperson: Y. Inamura
Iv. Taki: Parallel Programming in VLSI CAD Systems
I Nitta: Parallel Programming
in Genome Analysis System

16:50~17:30

16:50~17:30

Afternoon Session (3]
Chairperson: K. Hirata |
D. Hawley and A. Aiba: Constraint Logic Programming
and Its Parallel Implementation: |
Guarded Definite Clauses with Constraints

— ¥it



At ICOT Annex

10/17 (WEDNESDAY)

9:30~10:20

9:30~10:20

MDl‘llill-g Session (1)
Chairperson: Ik, Ueda
J.Darlington: Mapping Applications onto Various Parallel
Architectures using Functional Language

and Program Transformation

10:20~10:30 |

1{ .Breal_c_ (10 min.) }

10:30~12:00
10:30~12:00

Morning Session (2)

Mini Panel: (Title to be announced)

Coordinator: IL.Furukawa

Panelists: 1. Warren, J.Darlington, T.Chikayama, N.Ichiyoshi

-i2_:DI]~13:3EI { Lunch (90 min.} }
13:30~17:50 | Demonstrations
13:30~13:40 | Overview of the demonstrations

13:40~14:15

14:15~14:30
14:30~15:00
15:00~15:30

15:30~~15:55
15:55~16:00

16:00~16:25

16:25~16:50
16:50~17:00

17:00~17:25
17:25~17:50

1} Parallel systems
(Written in KL1 and running on the Multi- PSI/PIMOS)
Pentomino-Packing Piece Puzzle Solver
Bestpath-Shortest Path Problem Solver
Go-playing program: GOG
{ Coffee Break (30 min.) }
LSI CAD program (Routing)
LSI CAD program (Logic Simulation)
Functional Programming Environment
{ Break (5 min.) }
Legal Reasoning prograrn
Genome Analysis programs
{ Coffee Break (10 min.) }
2) Sequential systems
(Written in ESP and running on the PSI/SIMPOS)
Constraint logic programming language: CAL
Molecular Biological Database in Kappa

18:30~21:00

{ Farewell party }
at “Chugoku Hanten” (Chinese restaurant)

— il —



Overview of the Final Stage R&D of
FGCS Project

Shunichi UCHIDA
Institute for New Generation Computer Technology (ICOT)

September 30, 1990

Extended Abstract

FGCS project was substantially started from June 1982, Roughly speaking, it aimed at the
R&D of following three major technological goals;

1. Knowledge processing
2. Parallel processing
3. Combination of above two using Logic programming

Since then, the project has developed following hardware and software systems for the re-
search on parallel processing;

1. Sequential inference systems

*» 1984 PSI-I attaining 37 KLIPS (KL0) and ESP language and SIMPOS
* 1936 PSI-II attaining 330 KLIPS (KL0)

2. Parallel inference systems

« 1935 GHC

* 1986 Multi-PSI/V1 attaining 1 KLIPS x 6PE (FGHC),
and Paralle] interpreter of FGHC

¢ 1088 Multi-PSL/V2 attaining 150 KLIPS x 64PE (KL1),
and PIMOS /V1 and small benchmark programs

* 1990 VLSI chips and CPU boards for final PIM modules,
and PIMOS /V2 and many small application programs

* 1992 Final PIM modules, 256-512PE x 3 modules,
attaining 300-400 KLIPS x N (KL1) = Target/module: 200-500 MLIPS
and PIMOS + KBMS and medium scale experimental application systems

For the research on knowledge processing, a variety of experimental software systems have
been built on the sequential inference system.

* A DBMS based on the nested relational model; Kappa-IT, and an experimental system
of deductive and object-oriented DB



Extended abstract

e An experimental system for natural language understanding; DUALS, and a tool-kit

for NL research; LTB

« Constraint logic programming language; CAL
design and diagnosis of electronic systems

vstem; CAP

« Expert systems for VLSI
» Theorem prover and a computer aided proof s

e A Go-game playing system; GOG
In the final stage, we plan to reconstruct some parts or some functions of these software sys-

tems on the parallel inference systems. Furtherimore, we try to include such new application

nformation analysis and legal information retrieval.
ted in Fig-1. Our research activities in the

hardware technology which we used for our

areas as genetic i
An image of our target system is tliustra
final stage is illustrated in Fig.-2. The trend of

inference systems is illustrated in Fig-3.

— e —————————————

rueluation and Benchmark Software

oy ok o EPT I TN

| )

ot &
il Problem Salving adpe Base

F 130] B

7 Nalural Language gnd Programming Structuring  Utility !

Intarace . Module Modiuls

;ﬂ Ji‘r-ﬂ-;- L:;?:—f&m}ii S I bk, S
£ i;,_f.,._,,,_ e et el
8 = ZzEcprototupe Operating System.

I8 . 35 Infarance Contrel ""“',;_'_,;' Knowiedge Base it
e | =5 ok 3
.;.11.._‘ Moduls J%}l::‘i Managemen! Module =

P ]

T

Fig.-1 The structure of the FGCS prototype system



Extended abstract

The experimatal parallel application systems are important research topics newly added in
the final stage.

Haowledge programming

sovirnBmant

= Man-machine |« KB [
inlerfars conrlracilss | i
moduls modula

* Problem sobving & hwhd:
Programming moduls

* Laaguage tool bex (LTB)
¥| - tocls for yntactic analyds
) & senlence gencration
+ gramoeary, dictioaarics &
: their dedgn work banch

- -
Basie software

i system
Organization of iy ) meduls
F‘-&D themes * KB mansgement module
In the final stage - KBMS )

77 | st gz

Fig.-2 R&D themes in the final stage

Memaory 130KUPLPE  300.600 2 s P
(DRAM) (Pacalie)  xuipsme MUPSPE KGates/ gjsg
Bits/Chip | o 300400 (Paralled) (Parallel) ey
KUPS/PE (Saqrentish Cabinet
| (Sequential) 1Board/PE
11000,
100 | 10
B4
16M 100 | 10
11
4M
Frototype 50
41
M
91
256K l 1

1995 Year 2000 Large Detk  Detk
. P Cabinet  Side  Tep
FGCS Project

Fig.-3 Trend of the hardware technology used for inference machines
(by T. Kurozumi)



Extended abstract

The organization of ICOT has been changed and extended. Recently, we have started
international collaborative works with ANL, NIH and SICS using the sequential and parallel

inference svstems. These are summarized in Fig.-4 and Fig.-3.

Research Planning Research planning & management
Director of Department
g":"d' | 1st Research [ - Frototype hardware system
— Lahoratory
Research
Deputy Department [T 2nd Research - fHaglc software  (PIMOS)
Directors Laboratory
| 3rd Research B - Basle software (KEMS
1coT Laboratary & Constralnt model}
Research | 4th Research B -Constralnt loglc programming soft
Center Laboratory
[ sth Research B).provers & its application
" Laboratory
Reserch & — . f
|| #th Research |j-Ha:4.rraF language Interface so
Development Warki Laboratory
7th Research [} -Parallel application
1 Laboratory ‘Knowledge utllization soft.
Advice From | Development &
Universities ) | Making Work
Research Institutes

Project Promotion Committea
& Working Groups

Computer Manufacturers

1

Fig.-4 Organization of ICOT research center (by T. Kurozumi)
[ Advisory Committee |

} Advice
‘Research
R&D ™, rcoT E'I?rganl::ﬁu ns
Expenses Research Center LME
7 | ( <R&D work> ) ﬂ;’:ﬂ?
— : 5 :
MITI Negotiation Researchers: 63{1985) Research| manufacturers
of Staff  |Pujitsn Mitsublsh!,
R&D Plan k 1Uﬂ{1 935__.] | NEC, Hitachi,
_J Toshiba,OKI,
Sharp Matyushita,
General Affairs Others
Office
s | “Invited Reserchers
Dispached Reserchers
i advice [
I NTA 1 i Development &
— Project Programming
Permission Jot Promotion =
touse LP-R RESEARZH Commitee & Camputer
Companies Other Domestic Working Manufacturers
. ||#ETLEDR ete. Groups Fujitsu Mitsubishi NEC,
Or’gﬁm- Gve rseas ‘Unl\l‘!ﬂmti & Hlu:hj,Tuhiba.ﬂ'K[,
Zations |lepANLNIH,SICS | Research Institutes) Sharp, Matsushita

Fig.-5 Organization of FGCS project (by T. Kurozumi)
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Parallel Inference Systems

1985
1986

1988

1990

1992

GHC
Multi-PSI/V1 I KLIPS x 6PE (FGHCQ)

Parallel interpreter of FGHC

Multi-PSI/V2 150 KLIPS x 64PE (KL1
(2 - 5 MLIPS)

PIMOS/V1 and small benchmark programs

Final PIM Chips and CPU Boards

PIMOS/V2 and many application programs
Final PIM System 300-600 KLIPS/PE (KL]

( PIM model/p = 200 MLIPS/512PE)

o modules: model-p, m, ¢, k, i

Total 1072PE’s = 512 4 256 + 256 -- 32 4 16
PIMOS/V3 4+ KBMS(Kappa-P)
Parallel Application Systems



Experimental Parallel Inference Machine: Multi-P51/v2

= mc_l__%_a ““““ i 'N{rilt k Controll
— f— ' etwor ontrouer
P:'E i 13DKLIPS/PE ' | PE:

; pararell |
) / P ," i Processing Element
FEP(PS)) A 7
QOKLIPS - ¢ f 8PEs
?Sequential c | fi ;
LP.L-KLO) NG . ;

—_— o E— — —

el el el gpps E

064 PEs max (PSI-1l CPU each)

2 ~ SMLIPS/system (ave) eNetwork :
2-dimentional mesh,
eMachine language : KL1-b -message exchange
-routing functions
eMemory : 16 Mw/PE -5MB/s x 2directions/ch
(80MB)

R&D Steps of System Software, Kernel languages & Hardware

2 -

< Initial Stage_><1ntermed|.ate Stage_>< Final Stage >

Sequgngal M—@—@—o—@—@
) ESPV1[—ESP V2] 9—< Kappa V2 >—@/
anguages

[k_:Low KLO uzl
Hardware |P,5|'1 | 25:;1;

................. e imretmimem.=d PSI FEP ! PIMEEP !...._._,_.-.
|_Parallel ¢ oIMos Vo ) —9-<P1MDS vi Cpasic Soft. )

os Crosanr Y
ppa-P

Languages [ GHC |,._ KL‘!—cf ..................... =3— KL1-u
““kL1b v fF—{xui-bv2 |—[r:u b V3

Hard- NI C R —— — e
ware (simulator) N jl’v‘lu&]- . | PIM . FGCS
CBM Mechansm | LestVi] [LPSIV2 .| PrototypeH/W
(Simulator) oo TTmTmmmm T KBM
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1. PIM hardware modules

and KL1 language processors

e Completion of PIM H/W development

and evaluation of H/W:
Chips, CPU Boards, Clusters, Cabinets,

and Total systems
e Completion of distributed implementation of
KL1 language processors in the cluster and

total system:

Memory management, Message passing con-

trol, and etc.



(e A
Fagieice] I e p— 1336115
[4HIBHIPH P o (Aowsy pateys !
R I _ sng,

A SRR " e e I _ L
: I - ! "

SRR 1 ifad|'ad|fFad) - ad)

Lo ! ; ! "

Lo L. JL”TT i N —

( SRS I I B A 1l
) n_Tw__mlﬂna ﬁumﬁ_:u._w%: 8]90Q- MJIOM]SN
PHHEOHEPF\ L
_ I )

TN Ny B :J:Q
f_ 1 T T
N J
— S/
— |

—JUBWUOIIATUY JUsWdo[oAd(] 9IBMJOS [O[[BIR] —
uorjeInsyuoy) weisAg od4£j0301g

11



SIALE 211 10} ajoxing) ‘afendue| uoryejuasaidal

a8pamouy ¢ Jjo uonejuawa|dur pue udiso(T e
(] peiulL0-12alqO pue gq amionpa(] uo
paseq QY Jo uotrejuawaiduir pue usss(] @

WId PU® [Sd-NNp ‘siuow

-UOITAUD DPaINQIYsIp pue [a[[eted uo suolye
-1ado omeiqaB[e [euorjeal Jo uoryejusIA[dUI] e

[2poly |euCiIB|ay PRIsa UO paseq

d-eddeyy ‘S [e[rered jo yuswdopas(] e

SINE 3 01 uorsua)xa s¢1 pue QNG [2[[e1ed ¢

j043u02 Ajuoud pue uoisip qof

10} A331e5 pue 'swidipeied ‘SwYllo3)y
:g[[1ys Sunmreadord [aeIed e

‘233 pue

'siapdwon) ul sanbiuyds) uoneziwndg 'Fuld

-3ngsp souewaiopad Buipnpur sjool Sui83ngaq)
quawrnoriatua Juruurerdord [ e

juswseuew 195 pue ‘|oi}

-U0D §S300Y 90wy ‘JuswaBeurw INN0SIY

-SONId

JO 2102 BT} JO UOISUI|XA pue justwaroidu] e

justutogiaua Jururuwrerdoad [y pue

SOWId ‘wagsds SurjperadQ g



(¢I11-eddey] weyy souewriojiag JuSIDYH a10)y) .
[[-edde)] jo ucsiay [oqered .
T7I3 UL Uagjiipy
[661 ‘yorey ut pajuswaldurr aq s J-eddey]

paseay £Ppip -
(Seg ‘3s17) siojonigsuon [e213081 -
902JI99U] B[qRUYA(] I9s() -
saseqe)e(] AIOWs ureyy .
[-edde}] wey]y, 80UBUIIONO{ UG SIOT -
dSH Tl S3ur] 000'SET -

686T ‘qoreJy ul pajustusduil sem [1-eddey]

SIas() 1597,-f [e19ARg .
dSH ut saury 0poe9 -
2861 ‘1sudny ur peguaws(dunt seam [-eddey] e

weysAg eddeyy oyj jo sngelg JUR 1IN

A_,,\
\

/
Vs SOUBWIIONSJ JUSIOLYS] -
-

o

1daouony
13190

sucljeley wisy, Juipnpour
8dAT, ®1e(] ® Se wiaf, .

BYR(] PIINYINILS I0] S[OPOIA N
I9Y3Q PUE SUOHR[EY Palsay] -

saseqeje(] J
\ SuQis m“_xm_ (aooq) seseqeieq

4
= —2)
JUSWTOITAUG] PRINGIIISI(] © Ul

\ pajusuQ-108iqO pue annanpaq -
\ SasEqeIe(] 9AIONPR(] (pepualxy) .

soseq adpajmouy  J

\ (1oor, uSise(q oyewojny -twreg) .

\ seanjes] RjusIedxs gim
S0BJIDUT JUSIUIAUON)

'\ adejlalul asp

SOTOT[0 ] OISeg]



30X

‘afendue] uorpejuasaidal emﬁuﬂaozx ayy Fur

-STlL sUOI)0Bal Jljoqelswl jo uonjduosap pue
eiep yueguey) Suwsn [[-eddey] Jo uorpenyead (1)

sisf|eue woryew

-10jut o17uad I0] sasuanbos umjosd 10 YN

10 juswudije sousnbas sjdiynw oy swesdoad (1)
swesFosd Fuiuoseasr |eFs (F)

50D ‘waysks Surle(d oo Prreied (§)

NOAD ‘e8endueT Furumerdor g
o130 qurerjsuoy) Jo suoryejusmR(dur P[eIeJ (3)
S13n014 Waloay | 19||esed (p)
surayeds Surpueisiapun N
ur sisA[eme 0190euds pue [esXs] 10] Siasied (9)
swa)sds (VD
1STA ‘o] sweaFoud vonenwis a180| pue Sunnoy (q)

sweadoud of-awn| pue oulwojuad ‘yied-isag

:surerford Sunpreunpuaq [rews (e)

SINEI/SINE [ Surpnour wragsds

aoualajurl [a[eted 1o} swajsAs uorjeorddy p



\\\@g&&\\g\@\\

EV|MPOWGNE (L) DUIYoWN UIIIUL (2] uLe g

\\ o

Emﬁ_ sAs aremprey adAj0l01 g

o8e3s euy sy ut

mmeﬂu Ay
SOMI 30 uoryezIURdI(y
TMPOW |0IYI0D 2IUDIAJUT »

,__ . SWHN 4
g Hnpoul juswaivuvur gy e

€31 PUT E£(1 SOnTREOp! shanan .

UI93SAS RS &
| @temyyos oseq |

A0 Pomaiio-1le pue on)Enpeg

TOeg Haowm uE)Eep sy
I ERLINICnap ‘el e
e ﬂu ajnpow Sumruresfond | _/
s¥pa|mony 7y Suiajos walgeag »

UonuRUEd sausuE
sisdewe oyavnds 10 spooy -

{ ®oq (003 9fundue
——— r— \ELT) x0q [ooy) T
U3 NI4E003 ERTRER ]|

€ ¢ | PUnETW-Ey e

Sururmresfoad mesed of
00y eaiqdesd pue pnstp «

Tacid unicegy ppereg .

S[EATRTE D) TRERE T} [ONRDITOT .
Jommre:Foad nBoy jrensuosy «

81} puysIapon ssnoasp Jo E[IpOTY +

FUFUIUBITAUD
Supuweafoad mmﬁuﬁiu:uﬁ._ ¢
__ 7 ;
i N e ._HDHPM.UA._“Q.Q..N .
FysAs slsondeip 7 wsks Iuesioend able

' BTiACT B TIOTILI= X

- UBISIP SMOTRA W] TolEn[LAT » TIWIJ UL MRUAEy v 153 _”m
eo1gisnbag i

; / wrnsds Fmprusspan
.f..r aBunBm] angep) «
wshs Jurfed of) g .

Dol R % wisap ynode) -
wNshg QYOISIA Plrereg » [
i swesfoad voryusdde]H

//, lofeawd Tejuswre dwg

13pemony 10) sjooq 11eddng »

Fujuestal pastq-asta -
Huioosval poseq vondumsse -
stayeds jradxy 10]

wd._mpn.nnuu_._.. m.u._...__..:& Uy -

13



dol|

18l04d SOO4

ysag  wsag  obueq 0002 A ceBl 0661 G861
| ] _ | |
e diHIL/3d1 [ -15d
T II- 15d
_ 2 [Sd-13NIA
a8 aby N/
Ot - adA1030.4
001
di 0l
00t g0 et
fpieogl ",
OlF
001 009Vt ciagsnpy .
0001} jesanasg .
jpieog| 1d/PiR0gL {(lenuanbacg)
| o (lenusnbas) 3475417
auiqed mmwwvx 3d/SdITH ]
_w /534 < 00%-00€ Q0105
diyy T: (13i|e42d) (131je4ed)
9ZIS /9910 M| F=ieled) 3d/5d1TN 3d/SdITA (19]|eied)
dNE e ! 009-00E  3d/SITAOEL

SHNTHOVIN DG B SHIDOTONHOHL IST JO SUNHYL

A95¢

— AL

- WP

— W91

— WP9

diyo/sg
(INwYQ)
AJOWI N

.|ﬂ_



5,

: Study

! Stage

L19?H~1QE1
L

fPreIimfnary«p:
!
|
i
H
I
|
J

Stages of & Budget for FGCS Project

R&D (10- year plan)

Initial Stage
3 years: ‘'82~'84

T
|
|
|
|
1

(TOTAL : y8,300M) |

Intermediate Stage

4 years: '85~'gs
(TOTAL : x21,600M)

o R&D of Basic 5th G. !
Computer Technology,

8 R&D of Experimental
Small-Sczle Subsystem

|

— i - ] i
+Budget:1982 1983 1984 1985 1986 1987 1948 11989 19490
(foreach yA00M y278  y51B |y47B y5.55B y5.6B ¥578 I1v65B y7.0B
fisical $1.56M= £12.6M 323.7TM :HLQM $I4.5M-2 £35.0M S35.6M T 40BN S437M
year) E1.300 s £B.EOM £16.6M E E15.3M E22.0M-2 £22.4M F272.8BM | £26,0M £27.4M
» : e

Final Stage
3 years: 'g9-"91

e R&D of Total
{Prototype) System

i
]
L]
1
I
I
I
I
I
I
|
!
!
I
|
I
|
I
I
I
I
|

"R&D  are carried out under the auspices of MITL
(All budget are covered by MITY.)

1 51=%215, E1= ¥ 307 (1982~1985)

*Z $1= ¥ 160, £1= %250 (1986—1989)

ICOT Organization

President Executive General Administration
Director fManager Department
o General | — _
Managing Affairs International Relations
Director Office Department
Research Pld.;m'lng
Department
W — 15t Research
IFeciar d Laborater
Research —y
Center | 2nd Research
- ) Labaoratory
Board of Steering -
rDEre{mr; Committee Eﬁz‘;:g“ Research l 3rd Research
Depart- 4 Laboratory
! Auditor ment  [ath Research
Managemesnt Research Ll,_E_lb:}ra_lL‘lr{.' )
Committes C ISth  Resea th.l
anter
B Laboratory
Technala
Commftlfz | |B6th Research
— Laboratory
|| 7th Research
Laboratory

Preject Promotion Committee
E Waorking Groups

_1?‘--



ICOT Research Center Organization

Research  Planning

Director of Department

2::'::::'1 | 1sit Research

Laboratory

. Research

Deputy Department [ 2nd Research

Directors Laboratory
Ll 3rd Research

ICOT Laboratory
Research | 4th Research

Center Labaratory

i Fesearch & i
EDeve}opmenr Wor'l.'é M

!_EE.I: "_Resanr:h
! lLa borztury

6th Research
Laboratory

L 7th Research
Labaoratory

) - Basic software

f:l fResearch planning & management

:) s Prototype hardware system

(PIMOS)

j « Basgic software (KBMS

& constraint model)
0y Constraint fogic programming soft.
O -Provers & its application

= - Natural language interface soft.

Ty -Parallel application
Knowledge utilization soft.

ﬂ.ﬂ.d'w'ce

From
Universities }
Research fnstitutes

| |Project Promotion Committee
& Working Groups

nevéi"u";':}"ﬁ}-}'i &
: i Making Woerk :

"IvI'

Computer Manufacturers

Organization of Fifth Generation Computer Project

| Advisory Committee

l, Advice

R&D \
Expenses
|

Negct:a tion }
!

MITI
R&D P.ran

I.P.R of

ICOT

( Research Center \I
<RE&D work>
Researchers: 5‘31985}

General Affairs

R&D Office
Results
¥ T Publicati e ——
' of TR/T Advice
JITA Lend "‘l : r
i Project
i, JoI Promotion
| RESEARCH Commitee &
Companies Domestic Working
—! ;the{ ®ETLEDR etc. Groups
Zargaﬂ?]; Overseas {Universities &

oML NIH,SICS | Research Institutes)

/Research
N Staff  |Fujitsu Mitsubishi,

‘Research
Organizations
ET L MEL,
NTT, EDD
-Computer
Manufacturers

Toshiba,OKI,
Sharp Matsushita,
Others

‘Anvited Reserchers
‘Dispached Reserchers

Development &
Programming

Computer
Manutacturers
Fujitsu Mitsubishi NEC,
Hitachi Toshiba, OFI,
Sharp, Matsushita
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OVERVIEW OF PARALLEL COMPUTING RESEARCH IN THE UK AND EUROPE
PAUL REFENES
INFORMATION TECHNOLOGCY DIVISION

DEPARTMENT OF TRADE AND INDUSTRY

ABSTRACT

parallel and novel architecture research is a research area which
is becoming increasingly important for the IT Industry as a whole.
The majority of the novel programming styles and computational
models which are expected teo enhance programmer productivity (e.qg.
Functional, Logic, Object-Oriented, etc) have a strong reguirement
for powerful compute engines which is beyond the capabilities of
traditional seguential processors. In addition an increasing
number of new applications are emerging which are only possible to
tackle due to the availability of powerful parallel computers.

The research area of parallel and novel architecture encompasses
four key technologies:

_ hardware architecture: this technology includes both the design
of microprocessors/microcomputers and the architecture of
networks of such processors.

. basic system software: including operating system kernels,
memory management, message through-routing, etc.

. parallel application development tools: such as decomposition
tools, mapping tools, load balancing, etc.

. neural computing: soft information processing systems and
massively parallel and distributed architectures.

This paper reviews the state of the art in UK and European research
in these four areas.
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2nd Joint ICOT/DTI-SERC Workshop Tokyo Oct. 1980

NUMERIC PROCESSING SYSTEMS

CHARACTERISTICS

* Highly regular data structures -> geometric parallelism
* Highly regular operations -> algorithmic paralielism

* Static de-composition
==
static processes
static control structures
static languages (Fortran, Occam, Parle, etc)
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2nd Joint ICOT/DTI-SERC Workshop Tokyo Oct. 1990

SYMBOLIC PROCESSING SYSTEMS

CHARACTERISTICS

LANGUAGES
* are VHL mostly with IMPLICIT Parallelism
* notable tends towards explicit Parallelism to restrict |[ism
to manageble levels.

ARCHITECTURES

* higly (micro) programmed control flow devices
* need to support dynamic control structures (stacks, etc)

PARALLELISM

* mainly farming de-composition (reduction systems)
* also some geometric paralielism in logic (unification)



ESPRIT SYMBEOLIC PROCESSING ARCHITECTURES I ITAE
MECU | UK qil.n.qt UK EM
EDS Superssar te Flagship, and 28.5| 3.36[11.7 Parallel processing within IDnd.ur'.-_' a.5
(2025) FAVLADA But turning into & PPEIKL IKBS ive
database project ICL (L1547} System
MEIKD T5E
TROFPICS Parallel object-orlented 10, 68 2.9] ©.0 ) Enploltation of parallel IC5TH 0.3
[2427) multiprocesgor System 5 EXHFL hardware using functienal |
PHILIPS [1674U) |lamguages program transformation
PEPHA Parallel Prolocg on multi- 2.19| l.1452.1 Functional Programeling for ICSTH (0.2
[24T1) processor systems BIM (B} FAST Transputes Arrays
f {1702u)
1
!
TOTAL 1-1.3'? 4.5 :D.i TOTAL 1.0
TABLE IV: Symbolic Processing Architecture
03
ESPRIT ADVANCED ARCHITECTURE ITAE PARALLEL: I'ﬂ]‘.-'l'.l_.- ARCEITECTURE
Bagic Systom  Tools MECU| UK |%UK| Dasic System Tools UK £H
SAFHIRE FCTE portablility 9.9 2.6 |§.7| FImMs Fault Stolersant multi=- RERE 1.3
(1277) CAP {1:01) ProCESSOr Systams
Maiko Flessey Perihellion
PAVE PCTE and VMS envicenment 1.0 Q.55|535
{1z62) GEC SAFEMOL |Totally verifisd systess IMMOS (1.5
(10386} ERI
HERMAID HMatrification and rescurce J.44| L.Z23[(A5.7% o
{2044) modelling aid SIMD/C |SIMD extensions to the 0.2
VOLMAC (ML) programaing language C©
SUPEANODE |Operating systems and 11.9] 1.77f14.89
I1 programming envircnments f£or
{2528) parallel computers,.Thorn EML
COMPARE Compliler Ceneratisn far 6.41) 1.17|18.3
(5399) Farmllel Machines
TOTAL 52,65 T.32{13.% TOTAL 3.0
| 1
TABLE V: Bagslic Systems Tools
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PARALLEL APPLICATION DEVELDPMENT TOOLS |HECW | UK YU | APPLICATION DEVELOPHMEMT TOOLE UE 3]
IESE Integrated Modelling Support 3.0 1.07(35.57 object Orientated Languages |RSRE [1.1
(2143) Environment STC COOTS on Parallel Transputer - INMOS
(105%) |Arrays THORN
EMI
REX Reconfligurable and Extensiblae (§.99 1L.7|17.02 Frogramsming Work Banch for a |AMT 0.5
{2080) parallel and distribuated DR Massively Parallel Computer |QOMW
gyatems. STOLLMAN [L438) [(DaAP) Inter-
S e e e —— o ERRE
FALST Fault-Tolerant Architecture 6.56| 0.22[3.3|FSFF Fareran for Scalably parsllal |MEIKO (0.6
(5212} Hiwdorff [1452) FroCEsSors
FLARE Furctional Lenguages Applied |BT 0.&
(2117} to Realistic Examples Loglca
GRAS- Graphical Environmantal for NAG 0.9
PARC Supporting Parallal Computing|Quin=
(2173} til
- o |
TOTAL 1'§I.5-'I Z.99115.3 TOTAL a.0
L S—
TABLE VI Parallal Application Develsphent Tools
ESPRIT ADVANCED ARCHITECTURES ITAB PARALLEL MOVEL ARCHITECTURE
HEURAL COMPUTING HECL ) UK WK HEURAL COMPUTING UE LM
PYGMALLION | Hauzocomputing: ..ccoaveean 2.5] 0.45%|16.0 Heural MNatwark LOGICA 0.2
(2059 Dagic tools, Application tools GANHET |generation sdoptation HEIKD
and Applicetions THOMSON CSF [1B86) |using evolutlonary technigues
ANNIE Industrial applicetion of 2.5 L.L16|4%, 4 Heural Metwsck Awareness Club|Locica
{2092) Artificial Heural Natworks LINHET =0
UK AEA { H
HLT Machine Lesrning Toalkit. 6.99) 1.68|24.03 Sprach recognition technigues [SIwtex|i.1
{2154) and Industrial Applications SRT using Harket Chains Meura CAL
HIXDORF {1057} |Hetworks : PARSYS
I -
GALATHEA |Continatieon of PYGMALION B.5) 0.84( 9.9 Logice Beuraml Nets BRUMEL|0.2
(5293) OH. Architecturas, tools and LHHCI Chnarasteristics and
ppplications THOMSON CSF {10050) | implesentation
HHF Haursl network systems for L.% 0.@| 0.0 Heural Mgtworks for cantrol DOWTY (0.5
[B433) forcasting end diagnosis (B) CONNET |of real-time systems LOGICA
{2163)
EX-STATIC Simulaticn of dynamic CAM a,2
{21670) | ezchitecture for neural BRIDGE
networks
TOTAL 22.3*:r 4.13 I.E.T- TOTAL 1.2
TABLE WVII: NEURDCOMPUTING
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PARALLEL APPLICATION CENTRES PROGRAMME

AllM:

To establish 4-5 centres to support the tools and methods for
the development of parallel applications.

ACTORS:
Universities ;- hosts for the centres

Parallel systems (software & hardware) vendors:- joint projects for
further systems development

End Users :- collaborative projects for technology transfer and
demonstrators

TOTAL COST:

up to 40m PS.



PIM Architectures and R & D Status

Keji Hirata
Institute for New Generation Computer Technology
hirata@icot.or.jp

1 Introduction

We have been developing parallel inference machines (PTMs) and its firmware in the Japanese
FGCS project [Gotoe 89a), [Goto 89a]. Our research goal is to prove that a logic programming
framework is most effective for knowledge processing. In the first step, we would show that
application programs and the operating system (PIMOS), that are all written in KL1, can
work efficiently on 2 KL1 engine. The PIM hardware, the firmware, and KL1 language pro-
cessor make the KIL1 engine. My presentation reports the current status of the development
of the L1 engine.

When starting the PIM development, we did not have enongh experience to select one of
several alternative PIM architectures which can give the best performance for executing K11
programs. Thus, the purpose of the development of more than one PIM was to examine and
compare the technical issues for different architectures. First, the machine architectures and
the features of each PIM are presented. Then, the implementation of the (L1 enginc on the
PIMs is reviewed. Next, the current status of the development of the hardware is reported.
Last, how each module of the firmware works to execute KL1 programs is deseribed. Then,
the progress report on the firmware is made.

2 Comparison of Five PIMs

Five PIMs are now being manufactured; PIM/p, PIM/e, PIM/m, PIM/i, and PIM/k. We
will compare the specifications of these PIMs to each other with respect to the [aclors listed
below. The following four tables show the comparison (lables 1, 2, 3 and 4). The technical
factors which are concerned with the PIM architectures are:

¢ intra-cluster configuration
We classify the PIMs with respect to the configuration within 2 cluster (Tab. 1). Here,
a cluster is part of the machine structure, and consists of 10 or so processing elements
and a shared memory connected by a bus. In PIM/p, every four NIs are connecied Lo
a router, which works as a node in a global network.

¢ inter-cluster configu ration
There are many possible methods and topologies of the networks which connect the
clusters to cach other: bus, hypercube, crossbar, mesh, omega, tree, and so on (Tab.

2.

. YKL1 is a concorrent logic programming language and was developed in ICOT.
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Table 1: Intra-cluster Configuration

Number of PEs | Number of NIs | Comment
PIM/p 8 8 each PE has NI
PIM/e 8 1 NI is connected fo a bus
PIM/m ] 1
PIM/i |l 8 1 N1 is connected Lo a bus
PIM/k 16 1 | one of 16 PEs has NI
(PE = processing element, NI = network interface)
Table 2 Inter-cluster Configuration
Topology | Number of Clusters | Total number of PEs

PIM/p | hypercube fi4 512

PIM/c crosshar 32 256

PIM/m | mesh : 750

PIM/i 2 16

PIM/k ? 32

Notice that the PIM/m architecture does not include 2 part named “cluster” in fact.
In the table 1, one PE with a NI is regarded as a cluster for comparison. Actually,
each PE of PIM/m has its own private memory and there is no shared memory over
the entire machine.

« KLIl-oricnted instruction set and processor confi guration (Tab. 3)
Whether a processor is a RISC or a CISC is one of major concerns. If a processor is
a RISC, its compiler must generale efficient machine codes in particular. In case of a
CISC, we have to support micro programming, With respect to its architecture, a tag
architecturc may make a symbolic manipulation efficient.

¢ coherent cache
An architecture which can exploit the data locality is possibly effective to the KL1

Table 3: Specification on Processing Elemnent

Instruction set Cycle time | LSI fabrication | Line interval
PIM/p RISC + macro mstruction 60 ns stancard-cell 0.96 yem
PIM/c || CISC (micro programmable) 50 ns gatearrays 0.8 pm
PIM/m || CISC (micro programmable) 60 ns standard-cell 0.8 pm
PIM/i RISC 100 ns standard-cell 1.2 pm
PIM/lk RISC 100 ns custom 1.2 ym




Table 4: Specification on Coherent Cache

[ Protocol Number of states
PIM/p || invalidation {Ilinois) 4
PIM/e | invalidation {modified Illinois) a5 J
PIM/m | ) ' B ) o .
PIM/i || broadcasting 0
PIM/E | invalidation (modified Berkeley) i
hierarchical

execution. So, we suppose an architecture which can keep the locality high; there are
ten processing elements, which are connected to a shared memory through coherent
caches and a bus. The coherent caches i1z necessary to decrease the bus traffic. All of
the PIMs adopt the write-back coherent cache method (Tab. 4]

Motice that P'IM /K has the hierarchical cache: a PE of PIM /k has its first cache, the
four ’Es share a second cache, and the four second caches share a global memory.

« I/0O channe!

Input and ontput to storage devices make the PTMs maore practical. We have the two
extremes; each processor has its own I/0 channel, and an entire system has one 1/0
channel. The former configuration can obtain more disk throughput but the amount
of the hardware increases and the control 1s more difficult.

A plan of how much disk capacity the PIM experimental versions provide is as follows.
A cluster of PIM/p (8 PEs) has twe SCSI channels and 2.32GB disks totally. In
PIM/m, everv § PEs have a SCSI channel and a 600ME disk.

3 Current Status on IHardware Development

We report the current status concerned with the PIM/p hardware. Currently we are assem-
bling the experimental version and are checking the operations on the hardware level. The
next refined version of this experimental one which consists of 1 clusters (8 PLEs) will first
start working at ICOT in March of 1991. We hope that PIMOS on PIM/p (128 PLs) will
start running in the latter half of that vear.

As for the production model of PIM/m, two sets of 16PE system will arrive at ICOT in
April of 1901, We hope that PIMOS on PIM /i (256 PEs) will be able to run before the
end of that year.

The experimental systems of PIM/c, PIM/i and PIM/k are now being fabricated by each
manufacturer.

4 How to Implement KL1 Engine on PIMs

In this section, we describe how to compile KL1 programs into the PIM machine codes.
First, a KL1 program is compiled into an intermediate code, NLI-B, which corresponds to
the WAM instruction of Prolog. Here, we have three execution methods (Fig. 1). The first
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KL1

compilation

T

KL1-13 (intermediate code)

(1) (2) (3)]
' LIACTO- HACTO-
eXpansion expansion
Interpreter
Interpreter

micro program  native code  micro program

Figure 1: Three Methods for Executing KLI-B Instructions

method {Fig. 1 (1]} is to interpret the KI.1-B codes directly as a high-level machine language
by using a micro programming technique. Methad (2) is to macro-expand (or compile) the
KLI1-B instructions inte native codes 2. After that, the native codes are linked with run-time
libraries and, then, can be executed. Method (1] is suitable for PIM/m and PIM/c, and {2)
for PIM/1 and PIM/k. Method {4} is located in the middle position; a KL1-D instruction is
further macro-expanded (or compiled) to yet another intermediate codes lower than KL1-B.
PIM/p adopts a mixed way of these three methods (1}, (!} and {3).

Next we show the organization of software modules of the KLl engine (Iig. 2). To
write the firmware for the five PIMs efficiently and commonly as possible, we introduce a
virtual PIM hardware which is an abstraction of the five PIMs, and design a language for
describing the firmware on the virtual hardware. We call the firmware VPIM (Virtual PIM)
and the language FSL (PIM System Descriptive Language). VPIM is an abstract machine
for KL1-B. P5L is an extension of the C language. Statements of PSL can be source codes
to be compiled and, i the same [orm, macro-definitions as well. Thus, the KL1-B expander
does macro-expansion of KL1-B instructions with regarding VPIM (firmware in P5SL) as
the macro-definitions (Yig. 2 (a)). Actually, some KL1-B instructions are fully macro-
expanded or compiled, and others are macro-expanded down to another intermediate level
lower than KL1-B (Fig. 2 (c¢)). Depending on each PIM archilecture, we have to [ind out
the appropriate intermediate level and to use the KL1-B expander and the PSL compiler
properly. On the other hand, the PSL compiler compiles the VPIM source codes (not macro-
cxpanded) to the real-machine codes for the KL1-B interpreler (Fig. 2 (b)), In detail, a

?Indeed, the language KL1-B is designed so that the macro-expansion of KL1-B codes generates a sequence

of machine codes,
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Figure 2: KL1 Language Processors

segment of VPIM codes corresponding to the intermediate-level instructions (¢} is compiled
to the native codes for the virtual PIM hardware once. The native codes of the virtual
hardware can be translated to real-machine codes with little effort (Fig. 2 (d)).

Furthermore, VPIM has a useful feature; VPIM itself can be compiled as a C program
with slight modification. Thus, we can easily prove the correctness of VPIM on conventional
computers (the SUN workstation, Sequent Symmetry, and so on).

Actually, in order to implement the KL1-B expander easily, the part of VPIM which
corresponds to macro-definition for the KL1-B expander is written in KLI1, not in PSL.
Thus, the KL1-B expander can be used as a self-expander also.

5 Current Status on Software Development

We show the current status on the PIM software development as follows.

» VPIM: Now we have just released version 0.5, which does not only implements almest
all the basic intra-cluster functions (goal reduction, goal management, garbage collec-
tion, and so on) but also includes the fallowing new features: paclketized inter-cluster
communication, and distributed resource management. Version 1.0 will be released in
Dec. of thie year which will include the SCSI device driver.

¢ KIL1 compiler, PSL compiler and KL1-B expander: Prototyping of these com-
pilers and expander is almost finished. These compilers can be used as self-compilers
on the real PIM hardware as well. Their performance will be improved.



« Miscellaneous: Bootstrap routines and software for service processors are being de-
veloped. The bootstrap routines include the systern initializer, IPL, and so on. The
software for service processors includes debuggers, tracers, and statislic measurers.

The compiled code of the append program can run on a PIM/p hardware simulater,
actually. Thus, our linker and loader work well, too.

6 Concluding Remarks

Our future plan is as follows: assembling and testing the machine hardware, and improving,
performance of the KL1 engines. We also would like to explore the possibility of aother
methods for efficient 1.1 parallel implementation.

Acknowledgement:
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PIM/p Global Specification

Processing Elements

Execution

One cycle pipeline by 4 stages.

General Registers

40 bit x 32 W

Internal Instruction
Memory

50 bit x 8 K W

Cache Capacity
(each for code
and data)

64 KB | |
256 column, 4 set, 32 B/block,

2 block/sector

Cache Protocol

Write back, Invalidation,
Special commands for KL1

Cluster
Number of PE 8
Shared Memory 256 MB

Network

Topology

Doubled Hyper-cube
(Max 6 dimension)

Throughput

Max 20 MB/sec in each link
( 40 MB/sec for cluster)

.46_




Inter-cluster Configuration

Topology | Number of Clusters Total number of PEs
PIM/p | hypercube 64 512
| PIM/c [ crossbar 32 256
PIM/m mesh - i 256
PIM/i . 2 16
PIM /K - : 2 32

Intra-cluster Configuration

Number of PEs | Number of NIz | Comment
| PIM/p 8 B each PE has NI
| PIM/c ] 1 NI is connected to the bus
PIM/m 1 1
| PIM /i 8 1 NI is connected to the bus
PIM K 16 1 one of 16 PEs has N[

(PE = processing element, NI = network interface)



Specification on Processing Element

Instruction set

| Cvele time

L5I fabrication device

Line interval

|

FIM/p RISC 4+ macro instruckion 60 ns standard cells 0.96 pm
PIM /e || CISC (micro programmable) 50 ne pate arrays 0.8 um
PIM/m || CISC {micro p-mgranu‘na_,ble] B0ns | cell base | 08 pm
FIM /i RISC 100 ns standard cells 1.2 pm
FPIM/k RISC 100 ns custom cells 1.2 pm
Specification on Coherent Cache
Frotocol Mumber of states
FIM/p | invalidation (Illineis) 4
FIM/e invalidation [modified I']'linai.x-:l 5
PO/ | ' 3
PIM/i | broadcasting &
PIM/k Lin\ra]idat‘inn {modified Berkeley), hierarchical 4 ]




—

Specification on Disk Channel

Number of PEs J Channel

GB / Channe] |

FIM/p

4

1.1E0

PIM /e

FIM/m

0.6

PIM/i

Ll R vl RS

PIM [k

PIM  Arcival Schedule

FG(S92
90 91 92
7 . J n !
t ARNAAA b N Alrrtr St
We'te heve P[M/F SPE P[H/F H12PE
PIMj 16PE PIM/un 2567
PIM /,: 256PE

- ,15_

(as of O 'f0)
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Miscellaneous

e KL1 compiler, PSL compiler, KL1-B expander

e self-linker, self-loader

e bootstrap routines

Service processor software

e debuggers, tracers (firmware level)
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Evaluation of the KL1 Implementation on the Multi-PSI
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Abstract ) i
The Multi-P51, a loosely-coupled multiprocessor running the concurrent logic programming language

KL {kernel language version 1), has been developed for conducting parallel nen-numeric soft ware research
and for testing various new implementation techniques for coneurront logic languages.

This paper reports some measurement results in terms of mntra- and inter-processor operations of the
Multi-PSI systerm, and they show the basic performance of the distributed implementation of KL1

We also measured performance and eommunication overbemls in benchimark programs, and it was
ascertained that the overall communication averheads were acceplably snall.

1 Introduction

The Multi-F5] has been developed in the Japanese FGCS project as a testbed for the implementation of
the concurrent logic language KL1 [2]. Up to 64 processing elements {PEs), eacl of whicl is ideatical to the
CEU of the personal sequential inference {PSI) machine [8], are connected by an & x 8 mesh network having
automatic routing capability.

A distributed KL1 system [6] on the Multi-PSI is not only the language system bul also an operaling
system kernel. The design goal was to obtain averall high performance mncluding Earhagu collection overhead.,
The task and resource managements are both decenlralized.

This paper gives the measurement results of the costs of intra- and inler-processor primitive operations
in the system. It is rare to implement concurrent languages on the actual parallel machines, so we think
these measurement results are useful as the basic data for designing parallel wechine hardware and the
implementation of concurrent languages.

In terms of intra-processor operations, we measured some primitive operation costs such ns goal fork,
untficaiion, and suspension. We also measured the effectiveness of sume optimigation technigues, which were
devised to get rid of some disadvantages of logic programming languages as compared with conventional
procedural languages.

In terms of inter-processor operations, actnal commupication overheads in two benchmark programs are
also measured, in addition to the analysis of the inter-processor message handling costs[7).

2 Intra-processor Operation Costs

2.1 Append Speed

An append (list concalenation) program is often used as a benchmark program for logic programming
languages. Append program writden in KL1 [ollows:

append( [XiX1],Y,Z) :- true | Z=[X1Z1], append(X1,Y,Z1).
append ([1,Y,2) :- true | ZsY.



goal stack
(e-1) M 0.7 enqueue and dequeue

guard unification
(g-1) | o.05 SUCCESS 0N atomic
(2) | 03 success on list

suspension  (hook + re-enqueue + degueue)
=) 1 single
=2) T 2-way multiple wait
(s-3) I ¢ c 4-way multiple wait
(s-4) I built-in

body unification
(b-1} B o2 V-B bind value to var
{b-2) 03 V- make ref to var

(b-3) 0.1 atomic-atomic pattern match
o-4) N 25 list-list pattern match
0 1 2 3 4 5 G 7 B 9 10

(Append-LI}

Figure 1: Cost of Typical Intra-processor Operations

The cost of one reduction (iteration) of the first clause is 39 steps of the micro instructions in the best
case {no suspension, etc), and the speed turns out 128 KRPS (Kilo Reduction Per Second) assuming ne
cache miss.

In this paper, we define the cost above {about Bpsec) as one append-LI{ Logical Inference) ar ane LI to
normalize our measurement results in the following sections for comnparing each items.

2.2 Basic Operation Costs

Figure | shows the costs of typical primilive operations in KL1 programs.

The cost of enqueuing a goal to the goal stack and dequening it is about 0.7 append-LI. As the append
loop is performed in tail recursion optimization (TRO), the gain of TRO in append is (0.7/1.7) »x 100 = 40
%.

There are four typical cases in a guard enification: success to tesl an atemic data (g-1) or an structure
data such as a list (g-2), and non-success because the caller variable is not instantiated (g-3) or the valueis
mismatched {g-4). (g-3) causes suspension of the goal if there is no alternative clause for the call. We can
avoid most of (g-4) by clause indexing compilation,

Non-busy wait mechanism is used for goal suspension. The goal is connected to the causal variable and
waits for its instantiation. We call this operation goal hooking. Suspensien in Figure 1 includes the sum

of the costs for hooking, resuming {re-enquening) and dequening the goal (s-1). If there are two unbound
variables each of which may allow to commit a clause, the goal is hooked to both variables to construct an



Table 1: Performance improvement with structure reuse

Mo reuse (KRP'S) | Frame reuse (KRPS} | Element reuse (RKRFPS)
Append 114 128 146
Qo 958 ERLE 113
Primes 55.9 508 61.2

RFPS: reductions per second

O R-wait suspension (5-2). (5-3) is the case of an OR-wait suspension of four variables. KL1 body built-in
predicates also suspend if one of their input arguments is uninstantiated {s-4).

Most body unifications in K11 are; (b-1) binding a value to an unbound variable or (b-2} making a
reference pointer from an wunbound variable to another. Note that (b-1} does not include the cost for
re-epnguening goals hooked to the instantiated variahle.

t is rare to perform a patlern matching between atoms (b-3) or structures (b-1), and the latter is not

optimized in the current implementation,

2.2  Effcctivenecss of Optimization Techniques

In this section, we give measurement results in terms of some optimization techniques, intending to get rid
of the disadvantages of lagic programming languapes, as compared with conventional procedural languages.

The techniques are (1) destructive update of struciure data, and (2} built-in stream merger, each of
whirh is based on the multiple reference bit (MEB) management scheme(1]. The reader is referred to [3] for
details of thess technigues,

2.3.1 Destructive Update of Structure

The effect of the structure reuse was measured with several small benchmark programs, such as Append,
Guick-sort, and Prime numeber generator. Each program was compiled in three ways and the execution
speed of each Is weasured. The three ways are:

1. Without anv structure rewse;
2. With structure frame rense;

30 With structure element ranse.

Table 1 shows the measurement results.

The performance improves by 10% to 30% with structure element reuse in these small benchmarks. This
improverment is mainly brought about by the decrease of the number of jnstruction steps when running these
small bench-marks. However, structure rewse can also reduce the frequency of memory access, and this can
increase the performance particularly on shared memory machines such as the parallel inference machines
(PInde)[4].

2.3.2 Built-in Stream Merger

The cost of the huilt-in merge procedure is compared with the merger defined with KL1, to find out how
the built-ln merger improves the performance.

Figure 2 shows the cost of merging one element, with the input list’s MED both on and off.

The difference between the KL1 merger and the built-in merger with MEB on can be regarded as the
effect of the built-in merger representation, which can be realized even in the implementation without the
MEB mechanism. The four times performance was attained by the introduection of the built-in merger.

The difference between the built-in merger with the MRB off and on is the effect of the MRB. Execution
with the MEB off is twice as fast as that with it on. i



LB : KL1 merger with MHEE on
KW KL merger with MRB off
EB : Built-in merger with MRE on
BW : Built-in merger with MER ol

=F=Tty T F. L - Fo ]
—
=
;

e =1

(LI}

o N I i

[N E] RW Bo Bw
Figure 2: Performance of the merge operation

Although the performance improvemment with the built-in merger without MREB scheme seems to be
sufficient, we are conviuced that MRB mechanism is necessary, since merge operation is used guite frequently
in KL1 programs, and inftuences the overall system performance.

3 Inter-processor Operation Costs

3.1 Message Handling Costs

Figure 3 shows the costs for handling typical messages.

A Ythrow message is used for load distribution, and a goal (process) is transferred to another processor
by this messaze,

A Yread message s sent to refer the data object existing in another processor. The value of the data
object is transferred by an Yanswer_value message as the response Lo Lthe fread message. More details

Shihirow 10.7
al EII'II.EKREF. EXAE ‘_-r_'v-v -rv‘v*v‘r'v‘r+r'v’r‘v‘v'v’f R o o o o ] 16.3

Gl Fl e e NN N N N 0

65 bytes
%read [] sendingcast

EXREF

14 byles m Receiving cos!

Yeanswer_value - Metwork cost
[atam | EXREF)
24 bylas
14 186 18
(Append-LI}

Figure 3: Cost of Typical Inter-processor Operations
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Table 2: Message Frequercy and Reductions

Pentomino (393 KREPS on 1 FE)
[ Num of PEs | 4 PEs [ 16 PEs | 64 I'Es |
excculion time (msec) | 54,60 14,62 4,33
total reductions {x1000) | 8317 | &332 §.340
reductions/ser (RRPS) | 152.2 | 570.1 | 1,010.4
reductions/msg 221 108 58
msg, bytes [see (% 1000} 4.5 § 108.1 4105

Bestpath (23.4 KRPS on | PE)
[ Num of PEs | 4 PEs | 16 PEs | 61 PEs |
execution time [msec) 10,655 4,062 1,691
total reductions (= 1000) | 987.7 { 12136 | 1,505.2
reductions/sec {KRPS) 027 | 2988 B9, 1
reductions/msg 21.49 1.7 6.2
| msg bytes/sec (x1000) 114.0 | 6325 3.854.3 |

about inter-processor eperations are found in [6].
The measurement condition follows:

s The costs of sending and receiving a 65-hyte Ythrow message whose theee arguments are an atonn and
two external poiniers, which point to the data ehjects existing in other processors, as in a typical

sitoalion.

* The costs of sending and receiving a 14-byte Yread message requesting the contents of an external
pointer and a 24-byte Jansver value message answering the request. The returned data is a list
whose CAll is an atomic data and the CDR is an external pointer.

The rouling hardware have 5M bytes /sec of the bandwidth for transmitting messages. Compared with
the network costs (hardware capability: 1.67/0.36/0.62 append-LI for 65/14/24-byte), the sending and
receiving costs of the microprogram execution are guite large. They include the costs of address translation.
encoding and decoding messages, and distributed goal management and other resource management.

3.2 Measurements with Benchmark Programs

We took measurements for two different types of benchmark programs.

* Pentomino: A program to find out all solutions of a packing piece puzzle (Pentomine) by exploring the
whole OR-tree. Two-level dynamic load balancing is employed [3].

+ Bestpath: A 160 x 160 grid grapl is given together with won-negative edge costs. The program deter-
mines the lowest cost paths from a given vertex to all the other vertices of the graph by performing a
distributed shortest path algorithm. The vertices are represented as KLI processes, and they commu-
nicate with each other to determine the shortest paths.

3.2.1 DMessage and Reduction Profile

Table 2 shows the execution time, the total reductions and the message frequency, ete, The message sending
rates om G4 PFs are: one message per 88 reductions in Pentoming, and one per § reductions in Bestpath,
The average network traflic can be calculated from these figures. Relative to the 5 Mbytes/sec processor-
processor channel bandwidth of the Multi-PS] network hardware, the average traffic on a processor-processor
channel is very small; 0.02% (Pentoming) and 0.3% (Bestpath} of the bandwidth, We expect that the



network hardware will not be a bottleneck in inter-processor communication even if the system scales up to
1K processors.

3.2.2 Huntime Analysis and Speed-up

Figure 4 shows the average breakdown of execution steps of all processors and speed-up ratio with both
benchmarks.

In the case of Bestpath problem, the idling ratio 1s not worse than that of Pentomino, however, the
compuling ratio is much worse becawse large inter- processor communication overheads and large cache miss
penalty exist. Thus the speed.up ratio of Bestpath problam is worse than that of Pentomine, as shown in

figure 4.

4 Conclusions

We reported some measurement results of intra- and inter-processor operation costs of the Mulii-P51 ma-
chine.

With regard to intra-processor operations, it was known that some primitive operations, such as typical
guard unification, are performed very fast, wsing tagged architecture of the hardware. [t was also known
that some measurement results prove the effectiveness of the optimization technigues we devised.

Concerning inter-processor communications, it was ascertained that the network hardware is not fully
used, and most communication overheads are brought about by the micro steps for message handling, We
now have plan to optimize these operations by re-writing the micro codes relating to message handling. and
expect thal the execution steps will be reduced much.

However, even now, Lthe dynamic characteristics ol two benchmarks show that inter-processor commu-
nication can be hmited without affecting the workrate of processors by contemplating the load balancing
strategy. We think both language implementations and application softwares cooperate together in order to
accumulate much more experiences concerning concurrent logic programming languages.
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Tree of Binary Merger Processes
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Benchmarking and Evaluation of Software Systems

the EDS and Flagship Projects
Paul Townsend, Brian Proctor and Paul Watson

ICL,
Wenlock Way, West Gorlon,
MANCHESTER, M12 5DR.

Abstract.

In this position paper we briefly review the role of the Banchmarking and Evalua-
tion of Software Systems, with particular reference to two of the parallel computer
system projecis in which ICL has recently been involved: Flagship (1985-83) and

EDS (1988- ).

Benchmarking and Evaluation has an important role to play in the design of all computer sys-
tems, but this is particularly true of parallel architectures, whose performance characteristics are
currently far less well understood than are those of conventional serial architectures. There are

two reasons for this:

« Computer designers have accumulated 40 years cf experience in the behaviour of serial
computers, whose basic design has changed little during that time. Parallel computer de-
signers have only a few years experience to draw on, and the range of architectures has
been far more diverse, making it difficult to apply the experience gained from one parallel

machine to the design of anather.

« The exploitation of parallelism adds an extra dimension of complaxity to the behaviour of a
computer system.

For these reasons great stress has been placed on benchmarking and performance evaluation
in the Flagship and EDS projects.

The Place of Benchmarking and Evaluation in the Development Process

A benchmark provides a method of exercising an interface in a computer system for one of 4
reasons [1]: )

« Performance Evaluation. Benchmarking Is one part of the wider aclivity of performance
evaluation, which also includes measurement and tuning of existing systems, and the mod-
elling, by simulation or analytical techniques, of systems yet to be implemented. Six different
types of Performance Evaluation activity have been identified [2]:

— Simple Primitive Performance Tests to measure the fastest achievable execution
rate for a particular primitive operation in order to verify that the implementation satisfies

the design requirement.

— Synthetic Primitive Performance Tests to measure the variability of primitive perfor-
mance with variation in the environment, to ensure that when system overheads are

taken into account, the imp]amentation satisfies the design requirement.



— Application Developmeant Benchmarks to compare the performance of different sys-
tems when performing a particular type of work in order to validate that the system
under development is likely to satisfy user requirements.

— Exemplar Demonstrations to demonstrate the system in the best possible light, so
that performance measures made are those on which the project wishes the system
to be judged externally. An example of this is the use of nfib to measure function calls

per second in a functional programming systam.

- Synthetic Workload Benchmarks to compare the performance of different systems
when performing work which simulates a real customer workload.

— Real Workload Benchmarks to compare the performance of different systems when
performing a real customer workload.

« Verification and Validation of the system components and the integrated system at each
stage of the development.

« The Demonstration of System Capabilities at appropriate points in the project davelop-
ment.

« System Tuning to achieve optimum performance of the integrated system. In order o
assist this, both the Flagship and EDS systems include performance monitors which provide
a graphical display of user selected measures, for example the processor utilisation of each

PE in the system.

The Flagship Project

The Flagship project [3] [4], supported by the UK Alvey programme, designed and implemented
a paraliel computer system aimed mainly at the execution of declarative languages. The lack of
widespread use of these languages by application writers created benchmarking and performance
analysis problems as there were no application development or real workload benchmarks. This
made 1t difficult to judge the performance of the system relative fo both other declarative language
implementations, and to conventional serial language implementations.

The project had to creats its own application benchmarks mainly by receding a selection of the
Gabriel LISP benchmarks in HOPE+. However, these are still relatively small and do not represent

commercial applications.

The EDS Project

The ESPRIT Il European Declarative System (EDS) project has the aim of developing a parallel
system to provide an evolutionary upgrade to existing (sequential) business/ commercial IT areas.
The application to Felational Database Management Systems (RDBMS) has been chesen as
the prime focus of the project because it is a key component of the IT business of the project

participants.
In order to appear 1o customers as an evolutionary upgrade, il is a requirement that the parallel
RDBMS must run existing database applications. This has been achieved by supporting the

standard database languages, for example SQL. Therefore the most important benchmarks are
those in the RDBMS area, and these will be used to compare the performance of the EDS RDBMS

with other systems.

Because of the commercial importance of on-line transaction processing (OLTP) and database
management systems (DBMS), 34 IT organisations set up the Transaction Processing Council

— 77



with the aim of defining standard, scalable OLTP/ DBMS benchmarks. Their first output TPC “4*
was a standardized low complexity transaction processing “Debit-Credit” benchmark. They are
now in the final stages of standardizing TPC "B", a batch version of TPC "A". Work Is currently
proceeding on two new benchmarks, one 1o measure commercial On-Line Transaction Processing
performanca, the other for high complexity management information systems.

The selection of application and workload benchmarks for the EDS RDBMS is therefore made
straightforward by the presence of these TPC benchmarks, which will be used to measure the
system. One early experiment which gave confidence in the EDS design was to measure the
performance of a version of Debit-Credit on a prototype RDBMS implementation on the Flagship
system. Its performance could then be compared with that of several conventional serial systems,
and this showed that a parallel system like Flagship or EDS could perform RDBMS computations
with a better performance to cost ratio. This experiment is reported in reference [5)].

Synthetic workload benchmarks, however carefully designed cannot completely characterize all
applications, and so within EDS thereis a !arge activity in porting commercially important database

applications onto the EDS system.

One example of an EDS application is the Planes Geographic Information System. This was orig-
inally written in Cobol with embedded calls to ICL IDMSX and TPMS to provide the user interface
and database handling. The system is currently being medified to utilise the EDS RDBMS. It is

considered to be a good example application because:

» The user dalabases are large, typically several Gigabytes.
« |t is an existing, wldely used commercial application.

« It needs more processing power, paricularly to cope with a range of interactions from simple
data retrieval to complex queries.
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Performance Aspects of the EDS
Parallel Processing Machine

S.J. Cockroft, M. Ward
5G Systems, ICL
Wenlock Way, Manchester. M12 5RA

3rd January 1990

Abstract

Conventional computer systems® architectures and programming
technigues place inherent limitations on performance. Such systems
cannot process ever-increasing amounts of data and information with.
out reaching a 'saturation point’, when demand exceeds system capa-
bility. This paper outlines the ED'S (European Declarative System)
parallel machine architecture that has been designed to support the
needs of the database-related business application areas of the 1990s.
Results are given for a database benchinark executed on a 15 node par-
allel machine (Flagship), and a method of abtaining and presenting
performance data from the machine is shown.
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1 INTRODUCTION

1.1 BACKGROUND

The Flagship! parallel processing machine has been built by ICL in con-
junction with UK universities under an Alvey contract and has been used
extensively to obtain performance information. This information has been
used to design its successor, the EDS machine, which is being developed to
respond to the needs of leading commercial users of Information Technolagy.
ICL is the lead contractor in the EDS project (ESPRIT II EP2025), and
is supported by partners in France (Bull), Germany (Siemens and ECRC),
Italy, Spain, Portugal, Greece and the UK.

1.2 OBJECTIVES

The current growth in advanced database-related business applications is
approximately 30% per annum. If this trend continues then it is anticipated
that in the mid 1990s, conventional (sequential) computer systems will have
insufficient capability to process the vast amounts of data and information
that this will involve.

The project is concerned with developing a form of parallel computing
which will be appropriate to the information system needs of the partners’
business customers through the 1990s. In order to meet this requirement the
technology must be competitive with alternative approaches, must conform
to prevailing standards and must be capable of being an integral part of
contemporary systems. Parallel techniques are therefore being developed
and applied within the fields of advanced database management systems and
application systems for business professionals.

By the end. of 1990, the first protoype EDS machine comprising ¢ Pro-
cessing Elements (PEs) will be available for experimental work, During 1991,
an EDS machine containing 64 PEs will become available. The EDS project
comes ends in 1992, at which time system integration will have been com-
pleted with applications demonstrated on the machine.

The EDS project is influenced by experience gained from the Flagship
project. A prototype Flagship machine has been used to exccute a transac-
tion processing benchmark (the results of which are presented in appendix

1An Alvey project resulting in a 15 element parallel machine [6] to suppart Hope* [7).
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A.5) at a rate of 43 tps (at 30% PE utilisation). The performance target for
a 256 PE EDS machine is 12,000 tps (at 30% PE utilisation).

1.3 MACHINE ARCHITECTURE: AN OVERVIEW

The very nature of conventional systems prevents the exploitation of par-
allelism; they are not efficiently extensible, and the complexities and costs
involved usually restrict such configurations to duals or quads.

There are several factors to be considered in parallel systems development:
portability, extensibility, security, performance, cost/performance, availabil-
ity and integrity. Of these, performance is the most important parameter
and is usually the focus of interest.

The trend in microprocessor development is towards very high perfor-
mance rates (33 - 50 MIPS). The trend in semiconductor store is towards
increased volume with little improvement in access time. Store bandwidih is
therefore rapidly becoming a system bottleneck, even with wide data buses,
especially when multiple users share access to common data areas. We have
therefore chosen to have distributed store architecture. This architecture
is defined by the Process Control Language (PCL) [5], which is the com-
mon interface through which all subsystems utilise the parallel features of
the machine. It also provides a multi-level context model with light-weight
threads, efficient and reliable message passing, and mechanisms for exception
handling, scheduling and load-balancing in a highly parallel system.

PCL is the main interface to the EDS Machine Executive (EMEX). By
having a common PCL and EMEX which controls parallelism for the exe-
cution models of the various subsystems, some major benefits are achieved.
Firstly, it simplifies communication and synchronisation between multiple
language subsystems (i.e. subsystems implemented in different program-
ming languages) within a single application. Secondly, it dictates overall
machine contrel (scheduling resources as necessary between the separate sub-
systems, and in a multi-user environment, between individual instances of a
subsystem), and thirdly, a single set of mechanisms allows opportunities for
optimisation between the EMEX and the supporting hardware.

The EDS database subsystem, EDS language subsystems and a UNIX
subsystem run on top of the PCL interface. The language subsystems being
developed are parallel versions of Common Lisp, Prolog and C/C++. Lisp
and Prolog have some implicit parallelism and, by building on the features
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of PCL, further parallelism may be explicitly defined (in a declarative style),
within the language subsystems. These two languages are used to build the
advanced applications with C/C++ being used as the system implementation
languages.

Within the chosen market-place, the relational database management sys-
temn is a major consumer of processing power. SQL is the interface to the
relational database management system (rdbms). The parallelismn in the im-
plementation of the rdbrns is transparent to the application using SQL. Also,
the size of the work involved in satisfying the SQL query is sufliciently large
to make an SQL server architecture viable. The EDS machine is therefore
a server for SQL which receives requests from the host system. Initially,
the focus of the applications will be towards medium concurrency, medium

complexity transactions.



2 APPLICATIONS AND PERFORMANCE

A set of industrial and exemplar applications have been chosen to provide
a realistic test-bed to assess the implications of porting applications, appli-
cation development and operational performance. The work is centred on
database application areas and includes a Geographic Information System, a
public network management system, a language translator and a behavioural
logic simulator,

The typical unit of performance used in conventional systems is MIPS
(Millions of Instructions Per Second), which is related to the speed of exe-
cution of the system instruction set. However, it is only partly related to
performance, since a raw MIPS figure does not take into account the capa-
bility of the instruction set nor the system hardware. Benchmarks are more
realistic performance indicators, but these can lead to yet more problems.
For example, the resources required to execute the benchmark in full may
not be available due to the prototype nature of the system under test. Also,
if the benchmark is scaled down to fit prototype resources, the potential
to exploit parallelism may be severly restricted. The benchmark used on
Flagship is an adaptation of TPC BENCHMARK'" A [2] (derived from [1])
called TPC-A [3] which involves debiting and crediting bank accounts in a
transaction processing environment. A more detailed description of TPC
BENCHMARK'™ A and TPC-A is presented in section 4.
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3 EDS ARCHITECTURE
3.1 TARGET SYSTEM

The EDS machine is a multiprocessor with an initial design target of up to
256 Processing Elements (PEs) as shown in figure 1 (appendix A.1). Each PE
uses an advanced commercially available RISC chip-set (Fujitsu H40) driving
a local store (from 64 Mbytes to 2 Gbytes) using Mbus at 142 Mbytes/sec.
The PEs communicate over a custom designed delta-network.

In the prototype machine there will be up to 64 PEs each having 64
Mbytes of storage representing 4096 Mbytes in total. Some of these elements
are used to support diagnostic, host system and 1/O connections. An entire
data-base may be store resident (volatile) and distributed across the available
local stores. The route to disc store is via the I/O element (which is also
used to establish the data-base, perform updates, etc.).

3.2 PARALLELISM

Data and processing activities are distributed across the PEs which can co-
operate with cach other by sending messages across the delta network [8].
Whilst this may appear to be a ‘bottleneck’, the message protocols are very
simple, requiring only a destination PE number to establish a route. Full
availability (i.e. the abilty for PE(x) to connect to an available PE(y) regard-
less of any other established connection) across the network would present
an horrific interconnect problem for 256 PEs. A delta-network configuration
is therefore used, which affords a practical compromise, enabling concurrent
message passing when routes are not blocked.

Flagship was based on the ‘fine to medium grain’ approach to processing
units of work. This resulted in significant overheads when scheduling such
umts, thus restricting performance, Although Flagship has disc store access,
there is no backing store implementation which is a further restriction in
the execution of benchmarks. The EDS machine architecture is based on a
‘coarse grain’ approach to processing, which embodies the performance and
efficiency of conventional processing but retains the ability to distribute work
dependent on the prevailing conditions.
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There are still issues to be resolved concerning work distribution which
require further development. On Flagship, work can be exported from busy
PEs (when a certain activity level is reached) to the least busy PE (each PE
propogating its activity level back through the network). This algorithm can
be modified using a ‘strength of feeling’ (sof) parameter. Exporting work
toward specific data held on a remote PE (static routing) requires maxi-
mum sof. A minimum sof results in work being exported to the least busy
PE (dynamic routing). Intermediate values specify an activity threshold,
below which static routing occurrs and when reached, dynamic routing is
employed [9].

With data-base applications, simple searches/queries can probably be
directed toward specific PEs (static routing), however, more complex queries
present other difficulties. These queries may include searches, inferences,
further searches, etc., resulting in highly dynamic forms of parallelism. This
will inevitably result in computatjons being physically separated from the
required data structures. Some work In this area is being carried out at
Manchester University [4].

3.3 DIAGNOSTICS

The DE (Diagnostic Element, Figure 1, appendix A.1) provides facilities for
a variety of activities, from commissioning hardware and kernel, to machine
support. In the early versions of the EDS machine, all input/output will be
via the DE. The facilities provided will include bootstrap, error reporting and
handling, basic engineers’ facilities and simple input/output. Each PE has
local diagnostic facilities to support the element. Comununication between
the DE and PEs is via the Network and an R5232 Diagnostic and Control
Interface (DCI). The Network is the main communications path, with the
DCI being used for the low level functions such as reset and bootstrap.

The single engineer’s console provides access to all the diagnostic facilities
of the machine. Access for multiple users is provided via the host connection,
which has only a subset of the diagnostic facilities for security reasons.

The diagnostics also support machine simulation. The user interface to
the real machine or a machine simulator is very similar and is depicted for
Flagship in Figure 2 (appendix A.2). Input is a combination of keystrokes
(bottom window) and function-select ‘push-button’ icons. Responses are
displayed in the middle window and system status information in the top



window.
The more difficult aspects of diagnostics are in the application domain

at the execution model level. The longer an application executes before
errors are manifested, the more complex the diagnostics becomes due to
the dynamic nature of the processing. In this situation, the expertise of
the application writer is required. Diagnostic facilities require ‘break-point’
setting to enable the user to specify conditions to stop the processing and
halt the machine. The strategy used on Flagship is to stop at a point prior
to an error condition, then single step through function execution with the
machine displaying monitored informnation. At each step the user is able to
access machine stale information. This approach will, however, require some
refinement for EDS, due to the coarser function granularity.

BT



4 DEBIT-CREDIT BENCHMARK

TPC BENCHMARK"'" A is a benchmark agreed by major concerns in the
computing industry (i.e. ICL, Bull, IBM, DEC, RTI, Oracle etc.). At the
time experiments were being carried out on Flagship the benchmark was
essentially as follows, but has since been superceeded.

41 REQUIREMENTS

These are essentially as follows.
A single transaction is as follows :-

¢ Begin transaction

— Read 100 bytes from the terminal
— Update account X:
* set new balance = balance + delta
* test new balance is greater or equal to zero
* write new balance to account X
- Write to history file
* account id, teller id, branch id, delta, time stamp
— Update teller T
* set new balance = balance + delta
— Update branch B
* set new balance = balance + delta
— Write 200 bytes to the terminal

» Commit transaction
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The Database requirements are as follows.

s Account records : 10,000,000

¢ Teller records : 10,000

¢ Branch records : 1,000

o History records : 2,590,000 of transactions

Response time requirements are that 95% of transactions completed must

have a response time of less than one second.
At least 15% of transactions should be carried out at a different branch

from where the account resides.

4.2 FLAGSHIP IMPLEMENTATION

There are essentially two problems concerning the implementation of TPC
BENCHMARK" A. The first is the protoype nature of the Flagship ma-
chine and the storage size for the above database. If account records are
typically 100 bytes, then this alone represents 1000 Mbytes of storage. We
can scale down the store size and maintain the same Account/Teller/Branch
ratios correspondingly. The second problem is that to achieve a high level
of concurrency and parallelism, we need a large number of branch records to
avoid contention and deadlock situations, i.e. access contention for the same
branch record.

The EDS architecture does not place any restrictions on applications but
in this instance, greater concurrency for experimentation purposes can be
achieved by increasing the proportion of teller and branch records by at least

an order. :
The implementation for Flagship (called DebitCredit) is as follows :-

o Account records : 200,000
s Teller records : 3,000

» Branch records : 3,000



The history records are ommitted because of store limitations and the ab-
sense of a backing store implementation. However, the process of creating
such a record would be relatively trivial requiring the creation of a local
pointer reference to the transaction data which is appended to a list of such
references.

Most of the transactions are remote from the data, the requirement be-
ing at least 15% of such transactions. Flagship performance can thus be
improved since directing more transactions toward the data would reduce
the ammount of network traffic per transaction. Also, Flagship store man-
agement and packet formats have restricted the maximum width of B-trees
to 80 entries whereas extra width would reduce the depth of the tree data

and the corresponding access time.



5 PERFORMANCE MEASUREMENT

Performance measurement is a function of the Diagnostic Element (DE) using
information periodically received from each PE. The following tools exist to
extract the performance dynamics of applications.

5.1 ON-LINE MEASUREMENT

Figure 3 (Appendix A.3) depicts the Flagship DebitCredit tool. This 1s
invoked prior to execution of DebitCredit. It shows total number of trans-
actions so far and the current average transactions per second. The various
icons are displayed dynamically for demonstration purposes to give the ob-
server an impression of the DebitCredit transaction activity.

Figure 4 (Appendix A.4) depicts the Flagship meters tool. This is in-
voked via the DE and is configurable to include monitoring of the various
units within each Processing Element. These include store usage, work load
(units of work still to do), work done so far (number of rewrites), network
traffic, function call trace (user defined), PE idle time (no work to do) and
locality (the proportion of store accesses local to the PE). Part of the activity
within each PE is to maintain statistical information which is periodically
transmitted to the DE (the period is user defined). Expertise in the applica-
tion domain is required to interpret the graphs against application activity.
The user will analyse work distribution, network utilisation, store utilisation
etc, with a view to improving overall application performance when behaviour
is not as anticipated.

Execution can be suspended at any point to enable monotoring as de-

scribed in the following section.

5.2 POST-RUN MEASUREMENT

The DE can extract information from each PE whilst an application is ex-
ecuting. The information can then be displayed when convenient using the
meters tool, as if the application were currently executing.

There are also statistical display facilities used for the analysis of perfor-

mance attributes.
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6 PERFORMANCE METRICS

DebitCredit metrics extracted from the 15 Processing Element Flagship ma-
chine are presented in Appendix A.5. They show response times and trans-
actions per second obtained with varying degrees of concurrency (number of
concurrent transactions) up to the maximum obtained with 15 Processing
Elements.

Any work exported by a Processing Element is sent to the least busy
Processing Element. In this example, this is not the best strategy, hence

some optimisation is required.



7 CONCLUSIONS

The DebitCredit results obtained with the Flagship machine of 43 tps (at
30% PE utilisation), have encouraging implications for the EDS project.
The inclusion of history records will obviously degrade this performance,
however, the results were obtained under ‘worst-case’ conditions and the

following optimisations are possible.

¢ Most transactions were carried out remotely from where the data was
actually held resulting in large amounts of network traffic to both read

and then update data.

e The distribution of global access data can be improved to restrict data
scarches, although this would involve some duplication of information.

¢ ‘Intelligent’ search algorithms can be used, since these are currently

sequential.

* The granularity is too fine, resulting in the unecessary exporting of
small units of work away from the associated data, again increasing
network traffic.

Customised hardware to assist with PE communication will give further

performance benefits over the firmware based model of Flagship.

The performance target for a 256 PE EDS machine of 12,000 tps (at 30%
PE utilisation) is a consequence of the high performance of each individual
PE. The architecture does not place any restrictions on applications but some
will derive more benefit than others when executed on an EDS machine.
For example, an application such as TPC BENCHMARK'™ A will derive
less benefit than the class of applications used to process vast ammounts of
data and information which bave far more potential to exploit the parallel
resources of the machine.
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A.2 DIAGNOSTICS INTERFACE DISPLAY
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Figure 2: Diagnostics Interface Display



A.3 DEBITCREDIT RUNTIME DISPLAY
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Figure 3: DebitCredit Runtime Display
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A.4 METERS RUNTIME DISPLAY
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A.5 ‘DEBITCREDIT’ PERFORMANCE METRICS

Steady state is achieved after 1 minute approx.

Average run time is 3 minutes approx.
The last table has accounts set to 3000 to compare with results obtained

using Flagship processing elements having minimum store configuration.
Changing the number of tellers and branches does not affect performance
as much as increasing the number of accounts. The latter increases the depth

of the B-trees accessed during each transaction.
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Accounts | Tellers | Branches | Transactions | Concurrency
200,000 | 3,000 | 3,000 19,030 31
_ Average t.p.s. = 855 L ]
Transaction Response Times T
[ Time range Transactions Perceutage
0 - 199ms 4593 24.14
200 - 359ms 9653 50.73
400 - 5399ms 2762 14.51
600 - 799ms 264 4.54
800 - 899ms 388 2.04
1000 - 1199%ms 152 0.80
1200 - 1399ms 146 077
1400 - 1599ms 106 0.56
1600 - 17%9ms 101 0.53
1800 - 1999ms B4 0.44
2000 and more 181 0.95

Average = 85.5 ms | Maximum = 4400 ms

Percent < 1 sec = 95.95

Accounts | Tellers | Branches | Transactions | Concurrency
200,000 | 3,000 | 3,000 19,679 50
| Average t.p.5s. = 96

Transaction Response Times

Time range Transactions | Percentage
0 - 199ms 3857 19.60

200 - 399ms B6TT 44.08

400 - 599ms 3116 15.83

600 - T99ms 1108 5.63

BOD - 999ms 501 2.58

1000 - 1199ms 292 1.48

1200 - 1399ms 306 1.55

1400 - 1598ms 238 1.21

1600 - 1799ms 237 1.20

1800 - 1999ms 89 0.45

2000 and more 1258 6.39

ﬁv&ra.ge = 527 ms [ Maximum = 4580 ms

Percent < 1 sec = 87.70
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Accounts | Tellers | Branches | Transactions | Concurrency
200,000 | 3,000 3,000 19,478 101
Average t.p.s. = 113.0
Transaction Response Times
Time range Transactions Percentage
0 - 19%ms 2576 13.23
200 - 399ms 6739 34.60
400 - 599ms 2630 13.50
600 - 799ms 1111 5.70
800 - 95%ms 454 2.33
1000 - 1199ms 260 1.33
1200 - 1399ms 221 1.13
1400 - 1599ms 417 2.14
1600 - 1799ms 623 3.20
1800 - 1999ms 799 4.10
2000 and more 3648 18.73
Average = 904 ms | Maximum = 6300 ms | Percent < 1 sec = 69.36

Accounts | Tellers | Branches | Transactions | Concurrency
200,000 3,000 3,000 19,870 150
Average t.p.s. = 130.5
Transaction Response Times =
Time range Transactions | Percentage
0 - 199ms 1335 6.72
200 - 399ms 5062 25.48
400 - 599ms 2458 12.37
600 - T99ms 1201 6.04
ROO - 959ms 891 4.48
1000 - 1199ms 706 3.55
1200 - 1399ms 708 3.56
1400 - 1598ms 745 3.75
1600 - 1799ms 941 4.74
1800 - 1999ms 971 4.89
2000 and more 4852 24.42

Average = 1161 ms | Maximum = 5900 ms

Percent < 1 sec = 55.09
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Accounts | Tellers | Branches | Transactions | Conecurrency
200,000 | 3,000 | 3,000 29,191 251
Average {.p.s. = 1380
Transaction Response limes T _ T
Time range Transactions | Percentage
0 - 199ms 212 0.73
200 - 399ms 3391 11.62
400 - 599ms 3145 10,77
600 - 799ms 2037 6.98 T
800 - 999ms 1340 4.59
1000 - 119%ms 1169 4.00
1200 - 1399ms 1141 391
1400 - 1599ms 1251 4.29
1600 - 179%9ms 1354 4.64
1800 - 1999ms 1342 4.60
2000 and more 12809 43.88

Average = 1836 ms | Maximum = 9480 ms

Percent < I sec = 34.69

Accounts | Tellers | Branches | Transactions | Concurrency
* 3,000 3,000 3,000 21,564 150
Average t.p.s. = 144.5

Transaction Response Times
[ Time range Transactions | Percentage
0 - 199ms 2801 12,98

200 - 399ms 5206 24.14

400 - 599ms 2141 9.93

600 - 799ms 1098 5.09

BOO - 999ms 939 4.35

1000 - 1199ms 2805 3.73

1200 - 1399ms 837 3.88

1400 - 1599%ms 920 4.27

1600 - 1799ms 1163 5.39

1800 - 1999ms 1193 3.53

2000 and more 4461 20.69

Average = 1069 ms | Maximum = 5560 ms

Percent < 1 sec = 56.51
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Software Benchmarking for the Flagship
and EDS projects

FLAGSHIP

Initially simple performance test, exemplar
demonstrations

e.g. Nfib, Nqueens, Triangle, Boyer

L/
Benchmarking and Evaluation ‘Clr

TOTOSSE ; aeblae | T80 | Page ; 1
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Debit-Credit Run-time Display

(@) Gop) (5p) (i) (paran) (o) (hsh)

status: Halted Outstanding 8 Total trans 1596
average (tps) 44.5 waighted (ips) 41 long (tps) 35
HHHMHE

Hlﬁlii['n’i‘ti%‘_'Ij

BRHK |
L%
|

Al

Benchmarking and Evaluation
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Research on Parallel Inference Systems
in the Fifth Generation Computer Systems Project

Takashi Chikayama
Institute for New Generation Computer Technology

Abstract

This paper descrilves the outline and the current stalus of the paralle]l inference
system research and development in the fifth generation computer systems (FGCS)
project of Japan, mainly focusing on ils basic soflware part.

The fifth gencration computer systems praject is aiming at establishing the ba-
sic technology required for knowledge information processing systems. The parallel
inference systern 13 & part of the project to cstablish parallel processing hardware
technology for providing massive processing power and basic soltware Lechnology for
effectively utilizing such hardware for knowledge information processing systems.

The nature of software cannot but change drastically when the underlying com-
putation mechanism changes from sequential (o parallel. From this viewpoint, the
approach conventionally taken to establish parallel software techinology has problems
in trying to continucusly enhance the technology for sequential processing. Although
such continuity has its own merits, a completely different approach should be taken
for m,a.ssi\re!:,' pnra.]]e.] compuiter sysheins available in near future.

We analyze the problems of the conventional approach and present how such prob-
lemns has been (and are planned to be) solved in the parallel inference systems of the
FGCS project. The corrent status of the research and development is also reported.

1 Introduction

The fifth generation computer systems project is a national project of Japan, aiming
gl establishing lhe basic lechnology required for realization of knowledge information
processing systems. The following two are most important to achieve the final objective

of the project.
# Problem salving methods for intelligent processing
s Processing power for implementation of the above methods

The parallel inference system, as a part of the project, is aiming at establishing both
hardware and software tachnologies for the latter.

Recent evolution of the hardware technology shows around 4 times increase in imple-
mentation density every J years. Extrapolating the recent density increase, moderately
estimating it as 10 times in 6 years, 100 processors can co-reside in one chip in 2008. As
the design cost is getting more and more crucial in total cost, the repeatability in such
one-chip multi-processor will have great cost advantage to a complicated processor system
occupying one whole chip or more, even if the both systems Liad the same performance.
Thus, in early 21st century, multi-processor systems will be advantageouns, not only in
absolule processing power, but also in cost effecliveness even in small systems such as
palm-top computers.
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Figure 1: Expected Evolution of Parallel Processing Hardware Technology

The software technology for parallel processing, however, still remains premature. Es-
pecially, technology for building parallel software to solve complicated problems in the
area of knowledge processing is far from satisfactory. This, we think, is at least partly due
to the problems in the approach to parallel processing software technology conventionally
taken, that is, trying to augmeat already available sequential processing technology. We
thus propose an approach to establish soflware technology totally redesigned for parallel
processing, including algorithms, programming langnages and operating systems.

2 Problems of Conventional Approach

With the conventional approach, already available sequential technology is expected to he
more smoothly converted to parallel technology. This approach might really be appropri-
ate for small scale parallel processing systems, but it is not adequate for highly paralle]
systems.

Problems in trying to naively convert sequential technology for highly parallel process-
ing are described below.

2.1 Algorithm

Most of the sequential algorithms depend too much on globally accessible memory with
constant time access overhead. In the highly parallel environment, it is impossible to pro-
vide memory globally accessible in constant-time with reasonably small constant. Such
algorithms cannot be easily tailored to a parallel version. The best algorithms for sequen-
tial systems are often not even decent algorithms for parallel systems, especially, for highly

Table 1: Two Approaches to Parallel Software Technology

Approach Conventional Required
b i nove !

Technology ann_:l::tt.rieartstj.ggllgilcgf ten;n[:::;a:irﬂ
Execution

concurrent when specified default

sequential default when specified
Resultant system artificial & awkward natural
Technological continuity better worse
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parallel systems.
The algorithms for parallel systems should be designed from scratch. The design must

always take parallelism and, often more importantly, communication locality inte account.

2.2 Language

In the conventional approach, programming languages originally designed for sequential
processing are angmented with several additional features for use in parallel systems. Con-
current execution is explicitly specified by certain additional language constructs or, often,
such features arc not a part of the language but are merely provided as library routines,
Such explicit specification often makes programs awkward and, more importantly, makes it
more difficult for later reorganization for hetter load distribution and lower communication
overhead.

Another problem in using such languages is in frequent bugs in synchronization as it
is also explicitly specified. It is error-prone human beings who are responsible for proper
use of such features.

Programming languages for parallel systems should be designed from scratch so that
it suits best for concurrent execution. The language constructs should imply concurrent
execution in principle and sequentiality should be specified only when needed. Synchro-
nization should also be implicitly embedded in the language construct.

2.3 Operating System

In the conventional approach, the operating systems designed for sequential systems are
augmented with certain primitives for parallel execution, leaving its basic design left un-
changed. This was possible because, even for sequential systems, the operating system is
designed Lo run processes concurrently.

There are two major problems, however, with this approach. Oneis that the interface of
the operating system with the user programs is still hased on sequencing, such as notifying
the completion of requested operations by the completion of an operation, typically a
supervisor call. In parallel systems where application software also has internal currency,
this ofien canses synchronization problems. Another problem is that the management
policy of the sequential operating systems is highly optimized for sequential processing,
such as centralizing all the required management information, which is far from optimal
for highly parallel systems. If the problem were confined to the internals, the user interface
could have been preserved. Unfortunately, the interface specification is strongly influenced
by the management algorithm. Expressing processes by an integer called process number
is a typical example.

Operating systems for parallel systems should be designed for parallel systems from
scrateh. The user interface should also be designed anew o be consistent with the design
of the concurrent programming language; Sequentiality should not be a part of the design
of the interface. Distribution of management, as far as possible, is required to aveid
bottlenecks. Such consideration will also affect the design of user interface.

3 Design Issues of Parallel Inference Systems

Based on the comparison of two approaches to establish parallel software technology, an
effot to reconstruct all the required technology is taken in the design of parallel inference
systems iu the FGCS project. This section describes several characteristic design issues

of the parallel inference system project.
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3.1 Algorithm

When designing practical parallel algorithms, we shounld not forget that we have only finite
number of processors. Assume that an algorithm has sequential computational complexity
¢{n) and average parallelism p{n), where n being the size of the problem. The total
execulion time {(n) by this algorithm, excluding communication overhead and with ideal
distribution, might be roughly given as #(n) = ¢{n)/p{n). This {(n) provides a criterion
to compare various algorithms., With this criterion, an algorithm with higher complexity
but with still higher parallelismu is considered to be a better algorithm.

This, however, is only valid when p(n) is smaller than the physically available paral-
lelism p,. When p(n} becomes significantly larger than p,, the criterion becomes {(n) =
e(n)/pp. With limited physical parallelism, algorithms with more rapidly increasing e(n)
can never be a better algorithm for large n regardless of p(n).

This leads to a conclusion that a sequential algorithm can beal any paralle]l algorithms,
if the latter has slight increase in total computational complexity. Thus, when designing
a parallel algorithm, we must often consider a hvbrid strategy, nsing a parallel algorithm
in higher levels but switching to a seguential algorithm when the physically available

parallelism is nsed up.

3.2 Language: KL1

We have designed a concurrent logic programming language named KIL1 as the kernel
language of the system [2]. The KLI1 language is based on the flat version of GHC [7]
with various extensions. As the GHC language is a concurrent language in its nature with
implicit synchronization and without side-effects, it gives an ideal basis for designing a

language for the parallel processing system.
The principal extensions to Flat GHC made in KL1 are as follows,

Meta-level Control: The meta-level control features are mandatory for describing an
operating system in KL1. It is also heneficial for sophisticated program control for ap-
plication software. The features provided by KL1 include, the “shoen™ mechanism which
controls a group of processes as a whole, the priority mechanism for controlling speculative
computation.

Efficient Execution: The fundamental source of inefficiency in most “pure” languages
is that they do not allow destructive assignment, excluding the possibility of fully utilizing
the merit of random access memory. KL1 provides arrays with constant time update
without disturbing its pure semantics[1]. This means that any imperative algorithms can
be expressed in KL1 retaining the same computational complexity.

3.3 Operating System: PIMOS

A parallel inference machine operating system called PIMOS (2] is developed based on
the policy described above. PIMOS is written in KL1 language as a collection of many
dynamically created processes communicating one another via streams [5]. The interface
between PIMOS and user programs is also streams.

The unit of resource management is called task, which is implemented using the shoen
mechanism of KL1 described above. Tasks can nest arbitrarily many levels, forming a tree
structure distributed to multiple processor, avoiding the management bottleneck prohlem.
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Table 2: Available and Planned Parallel Inference Systems

System Hardware | # of proc. | Peak speed
1987 PDSS conventional 1] ~10 Krrs
1988 | PIMOS/S PSII 1| ~150 kres
1988 | PIMOS/M | Multi-PSI | 64 | ~10 MrPS
1991 | PIMOS/P | PIM ~512 | >100 MRPS

RPs: reductions per second

4 Current R&D Status and Plans

Immediately after the experimental model of the parallel inference machine Mult; P5I[6],
RL1 language implementation [4] and PIMOS running on it became available, several
experimental application software projects started, some of which will be reported in other
presentations in this workshap. Some of the programs resulted in almost linear speed-up,
and same has yot to achieve good speed-up.

Several sets of the Multi-PSI systems with the newest version of the kL1 language
implementation and PIMOS are currenily in use at ICOT and several other related researcl
mnstitutes. The KL1 implementation on Multi-PSI with its maximum configuraion of 64
processors has the peak performance of about 10 million reductions per second.

Newer versions of the parallel inference hardware PIM [3] is currently under develop-
ment. A version with maximum configuration is expected to have up to 512 processors
and more than ten times the performance of the Multi-P5] systeti.

5 Conclusion

In the research and development of the parallel inference system in the Japanese FGCS
project, we Look the approach to reconstruct the whole paralle]l processing software tech-
nology {rom scratch, rather than gradually modifying conventional sequential technology.
Experimental versions of hardware, language implementation and operatin g system have
been made available to application software research and several application projects are
nowW FOINE O,

From our rescarch and development experience, we can say that describing concurrent
software for parallel hardware is not difficult when an appropriate programming language is
used. Almost no synchronization problems are found during even during the development
of the operating system,

On the other hand, making programs run efficiently on parallel hardware is another
thing. No universally applicable efficient lnad distribution method is found so far. We
have to accumulate much more experience with various application software to'establish
the basis of practical parallel processing software technology.
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Evolution of Parallel Processing Technology

Hardware Technology: 4 times more density every 3 years

— estimating it as 10 times in 6 years. ..
1990 1996 2002 2008

1 proc./board 1 proc./chip 10 proc./chip 100 proc./chip

Im imim|alslsinlsslals
E
|

[ [ O

s

— Parallel processing will become advantageous, not only in abso-
lute processing power, but also in cost effectiveness

Software Technology: Parallel processing technology for compli-
cated software is quite premature

Two Approaches to Parallel Software Technology

Approach Conventional Required
Extension of MNovel parallel
Technology
sequential tech. technology
Algorithm Seq., modified | Newly designed
Language Seq., modified | Newly designed
Concurrency When specified Default
Sequentiality Default When specified
Resultant Artificial &
Natural
system Awkward
Technological
€c n_ D?I Better Worse
continuity




Comparing Two Approaches (1) — Language

Approach Conventional Required
Language Sequential, modified | Born concurrent
Synchronization Explicit Implicit
Program | Fkgh ]
structure <I>4
S
L__¥ |
n
] C
Sync. bug Frequent Almost Never

Concurrent Logic Language KL1: its base language, GHC

Head

Guard |

synchronization & condition

e Born to be a concurrent language
— Basic features are designed for concurrent execution

« Data flow language
Conditioning and synchronization are indivisible
— Can never make erroneous decision due to sync. failure

No side-effects

— Can never lose data by overwriting

* Processes as tail-recursive goals
External devices as processes running unknown programs
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Concurrent Logic Language KL1: Extensions to GHC

Priority: Parallel processing requires two forms of ordering
¢ Strict ordering forced by data dependency — Data-flow
» Preferred ordering for efficiency — FPriority
“In any order or in parallel, but preferably...”
Meta-level: Monitoring and c_ontrolling computation
» Mandatory for an operating system

¢ Beneficial for describing sophisticated problem solving strat-
egy

Concurrent Logic Language KL1: Efficient Implementation

Efficiency drawbacks of “pure” languages

« Cannot "update" structure elements
— Increased computational "complexity"

e Cannot use the same memory area by overwriting
— Larger working set size

Optimized implementation
to be competitive with procedural lang uages
» New memory management scheme (MRB):
— Efficient incremental garbage collection
— Arrays with constant-time element updating



Software Development Environment for KL1

Synchronization problems: — Inreprcduci'ble anomalies
- Much less frequent — Pure concurrent language

» Deadlock detection:
- Automatic detection — Data-flow language
- Detection (in part) by static analysis (under development)

Tracing parallel processes:
- Selective tracing based on control flow
- Selective tracing based on data flow (planned)

Performance debugging:
- Visualization of program behavior (under development)

Comparing Two Approaches (2) — Algorithm

Good balance of load and reduction of communication are hard to
realize at a time.

« Not enough distribution — Many idling processors

L] -
- - L] " . ] ™ - LR
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Comparing Two Approaches (2) — Algorithm (continued)

¢ For higher parallelism
— Divide the problem into small parts and distribute them

¢ FoOr lower communication rate
— Do not distribute computation requiring the same data

Approach Conventional Required

Algorithm Seq., modified | Newly designed

Trade-off between Often conflict Can be made
Paralielism & Locality each other optimal

A good sequential algorithm is often
not even a decent parallel algorithm

Algorithm: Automatic Load Distribution?

¢ Additional burden to algorithm designers
— Automation of load distribution is desirable

» Appropriate distribution principle depends heavily on problems
— General purpose automatic distribution is very difficult

= Load distribution libraries:
Collection of load distribution algorithms found to be effective
through experiences with various application software
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Comparing Two Approaches (3) — Operating System

Conventional Required
Management Centralized Distributed
Example Task table Tree of tasks
Small scale
systems

Large scale
systems

eI

5L
son o

Parallelism in
management

Communication

Small — bottleneck

Frequent

Large

Less frequent

Operating System: Problems of Conventional Schemes

Optimized for sequential processing

¢ Basic notions based on sequential processing
Large-grain processes as the unit of management
— Processes with large inertia
Controlling dependency by execution order
— Limitation on parallelism

« Operating system itself optimized for sequential processing
Centralized management
— More communication
— OS can be the bottleneck
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Operating System: Redesigning for Parallel Processing

PIMOS employs schemes optimized for parallel execution

+ Basic notions suited to parallel execution
Group of fine-grain processes as the management unit
—+ Processes can be light-weighted
Data flow dependency
— Better parallelism

« Operating system itself optimized for parallel processing
Hierarchical management
— Distributed processing avoiding bottleneck
— Reduced amount of communication

PIMOS: Hierarchical Resource Management

[t M

M
L naa
T D T
Lr\.ﬂl—«l\.ﬂ*| LM—*M'—*MJ
L4 S I
D D D D D

Task management process
Resource monitoring process
Device handler process

0=
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Parallel Inference Systems of FGCS

System Hardware # of proc. | Peak speed

1987 PDSS Conventionai 1 ~10 KRPS
1988 | PIMOS/S PSI-II 1| ~130 KRPS
1988 | PIMOS/M |  Multi-PSI 64| ~ 8 MRPS

" 1991 | PIMOS/P PIM ~512 | >100 MRPS

RPS: reductions per second

From Our R&D Experience...

« Describing concurrent systems is easy in KL1
Almost no synchronization bugs

Describing parallel systems is difficult even in KL1
No universally applicable load distribution method
— Trial and errors with various problems

“Patching” won't work with concurrent systems
If designed properly, programs can be clean
If designed poorly, programs will never work

Social systems provide good models mf parallel processing
< Natural systems are optimized for higher parallelism
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Abstract

In the Japanese fifth generation computer systems project, the parallel inference
machines 'lMs and the operating system PIMOS are being developed to provide the
computational power required for high performance kmowledge information systems.
They are designed to run a concurrent logic programming language KL1 which is

based on a fiat version of GHC.
This paper gives an overview of the KL1 programming environment provided by

PIMOS.

1 Introduction

In the Japanese fifth generation computer systems project, the parallel inference machines,
PIMs[1], are being developed to provide the computational power required for high per-
formance knowledge information systems.

Several models of PIMs are currently under development. The execution speed of the
largest systems is expected to be between 100 MRPS(reductions per second) to 1 GRPS
for practical applications.

As an cxperimental version of the parallel inference machine, Multi-PSI[2] has been
developed to promote software research and development for parallel inference systems.
One Multi-PSI system consists of up to 4 processing elements with separate local memory,
connected by a two-dimensional mesh network.

In total, one Multi-PSI system has about 5 GID of memory and up to 10 MRPS of
processing speed far simple programs. Currently, about 10 systems are being used in
development of the operating system and experimental parallel application software.

The Multi-PSI and PIMs are designed to run a concurrent logic programming lan-
guage KL1 efficiently. The KL1 language is based on a flat version of GIIC[4] and has
extensions that allow a meta-level execution control mechanism (the Shaen feature) and
a priority specification mechanism|3]. The language is planned to be used in both system
and application software of the machines.

The parallel inference machine operating system, PIMOS[3], is designed to control
highly parallel programs efficiently on PIMs and to provide a comfortable software devel-
opment environment for the KLl language. A preliminary version of PIMOS has been
developed and is currently in use on the experimental machine, Multi-P5L
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2 PIMOS and KL1

2.1 The KL1 Language

The KL1 language is a concurrent logic programming language based on a flat version of
GHC which allows only unification and built-in predicates in the guard part of a clause.
This eliminates the need for nested binding environments and management of tree struc-
tured control information, which makes efficient implementation considerably casier. How-
ever, the GHC language itself does not have enough power for efficient implementation
of operating systems or application programs that require sophisticated control mecha-
nism. Thus several extensions are made to the language, mainly for enabling meta-level
‘execution control mechanism (the Shien feature).

2.2 Communication Mechanism

In a parallel environment, it is not simple to manage various resources, such as CPU time
or inputfoutpul devices. For example, the status of particular set of data can not he
changed at a time when the operating system processes the data in parallel with user
programs. '

[n such 2 case, conventional operating systems on sequential computers simply suspend
the execution of the user program while the operating system processes the dala. However,
in a parallel computing environment where PIMOS runs, such a control of stopping all the
user programs cannot be implemented without losing the advantages of parallel computing.

To sclve this problem, we have introduced a programming style in which a process is
considered as an object[G]. The process has an internal data and variables for interprocess
communication. We call such variables strearms. When a user wants to read or write the
data internal to the operating system, that data can be accessed only through the streams.
PIMOS employs this communication style with user programs.

In the KL1 language, interprocess communication where a message is sent and received
through the streams can be implemented by means of instantiation of a shared variable.
For example, in a casc of reading a character string from keyboard, the KL1 program for
PIMOS and the user can be written as follows.

7- pimos(Req), user(Req).

user{Req) :-
true |
Req = [getb(N,String) |Reql],

-pimos([getb(N,String) |[ReqT]):~
true |
readFromibd (N,KBDString),
KEDString=String,
pimos(ReqT) .

Figure 1: Interprocess communication between user and PIMOS
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The user and PIMOS can communicate using a shared variable Req as a stream. First,
the user sends a message geth/2 that requests for reading N characters, When the FI
MOS receives the getb/2 message, it reads N characters from the keyboard to KBDString
{readFromKBD/2). Then, the user receives the String instantiated to the KBDString. In
the succeeding request, ReqT is used as shared variable for communication.

We call this programming style such as pimos/1 “process”. PIMOS allows the user
to access resources that PIMOS manages, such as keyboard, file and so on, in this way

through streams.

2.3 The Shaen

Elements of K11 programs in a system, which are called goals, form one logical conjunc-
tion. Therefore, the whole system may fail becanse of a failure in a user program. This
problem tomes from the fact that the PIMOS runs in the same level as the user programs.
We provide the meta-contrel mechanism to simplify the management of the user programs
in the KL1 language. We call this mechanism Shoen.

Shéen is a grouping construct for KL1 goals and a meta-logical unit to control and
monitor the KL1 goals in it. It has a pair of streams, named control stream and repori
stream. The control stream is used to start, stop or abort the goals from outside the
shoen. Termination of execution or events that occurred inside the shoen, such as a failure,
deadlocks, or an exception, are reported on the report stream from inside the shoen. The
shoen feature is similar to the meta-call feature of Parlog{5], and can be considered to be a
lanpuage-embedded version of the meta interpreters seen in systems based on Concurrent
Prolog[7]. (Figure 2) Shéen can be nested by arhitrary levels..

Control Repart
Stream Stream
Shien £

®

Figure 2: Shen

PIMOS supervises user programs using the shfen facility. The exception reporting
mechanism is also used for establishing the communications path from the user to PIMOS.
Monitoring the report stream, PIMOS can recognize the users’ request for a communica-
tion stream.

2.4 Hierarchy of Resource Management

KL1 provides only the control mechanism of the computational behavior. In the computer
system, we also have other kinds of resources to manage, such as inputfoutput devices.
PIMOS provides hierarchical management for such resonrces using nested shens.
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PIMOS provides the notion of fask as resource management unit. The task is a shden
with a corresponding supervisor process inside PIMOS, which controls the utilization of
resources within the programs running in the task, PIMOS currently provides functions
to access resources, such as files and display windows, provided by the operating sys-
tem (SIMPOS) on the front-end-processor (PSI-IT). A file system for disk drives directly
connected to PIM is also under development.

3 Programming Environment

In a programming system, we generally need the following.
o Language processor (e.g. compiler, interpreter)
+ Debugping system (e.z. debbuger, tracer)
& Analyzer (e.g. profiler, system monitor)

PIMOS provides all of these functions on a physically parallel computer Multi-PSL
This section describes each of these functions,

3.1 Shell

The shell is the top level interface of the KL1 program execution. The shell handles a
chunk of user programs so that they can be controlled. We call it a job. The shell provides
a communication method called pipe between tasks belonging to a job. (Figure 3)

Job

Inter-task communicalion

npul/oulpul device input/output device

Shoen Shden

language language
specified specified
behavior behavior

Figure 3: Hierarchy of Resource Management
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3.2 KL1 Compiler

PIMOS provides the resident KL1 compiler on Multi-PSI. KL1 programs are compiled
into abstract machine instructions, which are executed by the microcode. The object code

modules are registered to the program database of PIMOS.

3.3 KL1 Listener

The KLI Listener is also a top level interface of the KL1 program execution, similar to the
top level of interactive Prolog systems. The functions provided are as follows focusing on
the debugging functions.

"Goal Execution: The user can execute goals consisting of user-defined predicates and
built-in predicates from the listener top level.

Tracing Function: The KL1 stepping tracer described below can be called from the
listener.

Execution Profiler: The listener can collect profiling information as described below.

Detection of Perpetual Suspensions: The listener reports the perpetual suspen-
sions (suspensions that will be never resolved, such as deadlock) that are detected
during the garbage collection[8]. The detected goal is the goal that is the “cause” of
the causality relationship of perpetual suspension.

Inspecting and Monitoring Functions: The inspector and the variable monitor (see
below) can be called from the listener top level or from the tracer.

3.3.1 Tracing Mechanism

In ordinary execution of KL1 programs, when a goal is picked up from the goal pool and
reduced to its children, the resultant goals are put back into the goal pool. On the other
hand, when a traced goal is reduced, the resultant goals are not put back to the goal pool
immediately; instead, information of the reduction is reported to the tracer. The reported
information includes subgoals and the identifier of the traced parent roal. (Figure 4)

This identifier is unique corresponding to each traced goal. Keeping the correspondence
of the identifier aud the goal {predicate and arguments), the tracer can report which goal
is redueced. '

The tracer presents the parent goal, the subgoals and their arguments to the unser.
The user can specify for cach subgoals whether to trace or not. The goals specified to be
iraced are given a new identifier and marked for tracing, and all subgoals are put back
into the goal pool again. As the goals not specified to be traced are executed ordinarily,
the overhead of tracing iz minimized.

3.4 Inspector

The inspector is a tool to debug the KL1 program; it analyzes data structures and displays
them interactively. Any KL1 data item can be inspected. With the help of the inspector,
the user can analyze the contents of complicated data structures and analyze the state of
the arguments of the goal during tracing. (Figure 5)
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trace
{t When traced

Cf\)r-(@j@,@

When not traced

The Goal Pool

Figure 4: KL1 Goal Execution

3.5 Variable Monitor

For inspecting the future value of a currently uninstantiated variable, a data-driven moni-
toring process can be initiated from the inspector or the tracer. The value of the monitored
variable is reported on its instantiation. It is also possible to incrementally monitor the
instantiation of a list structure, which is useful for tracing communication streams.

3.6 Performance Analyzer

PIMOS has two kinds of performance analyzer. Each of these programs displays the
program behavior by means of graphic interface.

Performance Meter: The performance meter displays work rate of each processors dy-
namically. It is useful for gross performance debugging.

Shen Profiler: In the listener, more detailed information of dynamic analysis for perfor-
mance can be obtained. It provides numbers of reductions and suspensions of goals
in 2 certain shden in a certain period of time on a certain processor. In addition,
PIMOS provides the graphic interface of this information.

4 Conclusion and Future Plans

The programming environment provided by the PIMOS for KL1 language programs are
described. These facilities are currently used on the Multi-PSI systems for development
of experimental programs and PIMOS itself.
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41 = (1) filter([ & , & |E1],1,1,W)7? inspect 1 <« inspecting subgoal 1
filter([3#°[* & 17,4+ V1 |T1],1,1,W)> me +— list elements

0 : filter

1 : [3+'[" & ']",4% V1 [T1]

2:1

3 : 1

4 : W

filter([3='[* & *]7,4*% V1 ITi],1,1,W)> 1 «— go down elements 1
03[ & Q1]

1 : 4% Vi

tail : T1

Figure 5: Example of Inspector

Design and implementation of more suy-histicated software development facilities are
planned. Currently planned extensions include the following features.

Static analyze function: In KLI, the execution of a program can be suspended unex-
pectedly because of some mistakes in the programs. Currently, there is a simple
analyzer such as variable checker, which examines the number of appearances of
each variable in one clause, but it is not enough. A static analyzing method, which
examines arguments relation of input/ontput in all clauses, is proposed[9].

Processor Profiler: We are developing the performance debugging facility which ex-
amines the behavior of each processor, for example the numbers of communication
packets with other processors. It will provide another viewpoint for understanding
the behavior of program execution.
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Introduction

ﬂ——

Fifth Generation Computer Systems Project (1982-1992)

—» R&D of Parallel Computer System

Application 1

Operating System] <4— PIMOS in KL1

{Language Processor | KL1 language processor in firmware

1988:Multi-PSI (prototype of PIM)
{ Hardware } 1992:PIM
PIMOS

Parallel Inference Machine Operating System

- To control highly parallel programs efficiently.

- To provide a comfortable programming
environment for the KL1 langage.

Currently, PIMOS is running on the Multi-PSI.
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The KL1 Language

The KL1 language is based on Flat GHC.
(cf. Prolog, Dijkstra's Guarded Command)

- syncronization mechanism using logical variables.

- "pragma'’. (priority, goal distribution)

,_‘ Execution model of the KL1 program I_
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Resource Management(2)

PIMOS' approach | Distribution of Management

f User Processes 0S | { Resources
Request

(Brocess DE==
§m management
7 N processy,

Files

Windows

= F'I:-x}lq [T:I'

24

Communication Mechanism
h - - I

Stream Interface between User and PIMOS.

—» KL1 programming style

user(Req) :- pimos([getb(N,String)|ReqT]):-
Req = readFromKbd(N,KBDString),
Lg_e_tb(N,String_)l_Heq'l’],

KBDString=String,

pimos(ReqT).

@ et string) B

For succeeding request — Req |
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Shoen(1)

Meta-control mechanism

fermination - -
@ failure,
frace,

deadlock,

etfc.

Stream

Shoen(2)

Shoen can be arbitrarily nested.
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Compiler(1)
“
translating from KL1 to KL1-B*

(*Abstract Machine Code)
Registration to PIMOS Module Database (In core)

(In core)

PIMOS Module Database

KL1 | KL1 KL1-B|KL1-B

KL1-B

\U/é

Listener

. KL1 language-oriented debugger.
Functions:

Goal Execution

Interactive Tracing

Execution Profiler

Deadlock Detection

Inspecting and Monitoring Variables

151




KL1 Goal Execution

p :-pl, p2, p3.
p1:-p1i, pi2.
p2 :- p21, p22.

®/

A e

:‘l:'l: o -:. T iy :
o _, A :?:_kjf}
.__; Qb et
; | Pt J
- v
Al !

=2

Inspector

0 ————_———,—

Examiner for nested data structures.

- Examination of the arguments of the traced goals.

- The specified part of the inspected structure can
be kept in named variable.

- Data-driven monitoring process can be initiated.

—152-
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PROGRESS IN THE DEVELOPMENT OF THE DATA DIFFUSION MACHINE

David H. D, Warren
Department of Computer Science
University of Briatol

Tha Data Diffusiof Machine (DDM) i3 a novel scalable multipruni:uar
architecture. It has the coherent shared addresa space of a shared-memory
machine in combination with the distributed physical memory of a
message-passing machina, The location of a datum in the machine ia
completely decoupled from its addreas, 1In particular, thare i3 np
diatinguished home location where a datum muat normally reside. Inatead,
data migrate automatically to where they are needed, reducing access times

and traffic,

The DDM consists of a hierarchy of busea (or notworks), with a data
directory at each level in the hierarchy. At the tips of the hierarchy are
the procesaors, each having a large aat-asscciative memory storing data and

tag bits.

Thias talk will describe current progress in developing the architecture,
which ils being carried out by the Swedish Inatitute of Computer Science
{SICS) and the Univeraity of Bristol in association with Meiko Limited as

part of the Esprit project PEPMA,

A detailed simulator of the DDM data access protecel has been implemented
by $ICS in C++. This has verified the protocol on simulated traces of data
accessas., A full-scale emulation of the architecture on transputers is
Lbeing implemented by Bristol on the Meiko Computing Surface. The parallel
Prolog system Aurcra is being ported to this emulator to serve as & test
vehicle. In parallel with these activities, SICS has atarted building a
firat hardware prototype of a l-level DDM using commercial boards based on
the BB,000 processcr, A first working vecsion is acheduled for late 1990,
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A Programming Environment for Parallel MIMD Machines

Patrick Evans, MEIKO

Meiko Scientfic has besn ssllimg the Computing Surface, a distibuied memory MIMD machins, since
1986. Some 300 systems are now in use in the field, applied 1o a wide variety of problem areas. The
Computing Swiface began as 2o entirely transputer-based machine and continues (o use transpoters for
cemmunications infrastruchire, The majority of systems now sold, however, use Intel i860 or SPARC
processors as primary computational resource. An occam-based software development system served for
a number of years for parallel program development. More recently this has bean sopercesdad by CS
Tools, a crpgs development toolkdt able o targer 2 wide varlety of procassors from a number of

differen: hosting environments.

Meiko's expenience in the concepmal design and the software development process of paralel programs
excesds, parhaps, that of any other commercizl organisarion wday. CS Tools, and the ideas behind it,
represent the embodiment of much of thar experience.

CS Tools supports the parallel programming of applications in two ways: firstly by providing a high
productivirty sofiware devclopment environment, secondly by supporting the potion of well defined
abstract parallel machinas.

Abstract machines are an essenhial aspect of modern software development - operating systems and high
level languages, for example, cloak a varery of hardware with a consistent, &asy 1w use interface. Paral-
lel programming introduces new 138ues including mterprocessor communication, program configoration
and load balancing, which impose aew requirements for usable, hardware-independeat absractions.

CS Tools provides a general-purpose, low-level abstract parallel machine, This has besn designed to
support the creation of application-specific, higher level abstactions.

CS Tools also provides a high prodoctvity software development systam within 2 normal commercial
context, It supports the cross-development of parallel programs from conventional hosting systems -
Unix and VMS for example. It allows the majority of program coding to remain within widely used
sequentizl languages such as C and FORTRAN.

This presentation overviews CS Tools and the use of CS. Tools-based abstract machines in paralle]
applications.
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The Computing Surface
and C S Tools

Patrick Evans, Meiko
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The Computing Surface:  Distributed Memory
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MmeiKko

THE COMPUTING SURFACE
HOSTED STANDALONE
SN -
i
COMPUTING
SURFACE
COMPUTATION

£1990

CS Tools, communicating sequential tools, is a program
development toolset for multi-processor computer systems.

It supports the development of single and multi-processor
applications using familiar 'industry standard' development
environments and languages.

CS Tools consists of cross-development tools, such as compilers
and configuration systems, along with run-time support
facilities such as high-level communication services

and symbolic debuggers.

CS Tools is NOT a new "parallel operating system".
What it provides instead is a set of tools and services
which facilitate the cross-development of

code for parallel machines.
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MeKo

CS Tools: a cross development approach
Development in a familiar software environment - vi, emacs, sccs elc.
- team working

Exploits existing investment in hardware and software

Minimises learning curve

£ 1990

Three key aspects of the design philosophy embodied in
CS Tools are, firstly

application development in familiar environments using tools
and operating systems that developers are already skilled in
using;

secondly,the exploitation of existing hardware and software
resources generally;

and thirdly (arising naturally from the first two) a minimisation
of the learning curve that developers must follow in order
successfully to develop parallel applications.




Meiko

CS Tools: a cross-development toolset

developmeni
szal

SUN .15 I

Programming a 'cpu farm' from a 'deveclopment seat'

Tools and run time facilities specifically for parallel programming

CS Tools - Sun, C8 Tools - MeikOS, CS Tools - XXX

£ 15990

Decause it is designed as a cross-development toolset, CS Tools provides a clear
distinction between the idea of a development seat and a parallel processing resource.

The parallel processing resource, the Computing Surface, can be viewed simply as a
flexible, general computing resource, the power of which can be exploited effliciently

using the CS Tools toolset.
The development seat takes the form of a hardware and software environment
already familiar to the programmer; examples are Sun and VAX,

The development seat may also take the form of a MeikOS operating system

running on 'standalone' Meiko hardware.

All development work takes place on the development seat, and , hence, existing
sofltware and hardware resources and skills are utilised.
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Parallel programming in CS Tools is based on structuring
a single application as a set of ordinary sequential code
modules or processes.

Each of these processes will perform some of the processing
required by the application as a whole, and will communicate
with other processes to receive or provide information.

The modules will be written in standard high-level languages
such as 'C' or Fortran (or a mixture) and may by allocated
to specific processors as required.

CS Tools is designed to produce portable applications

which may run on a variety of different hardware using
exactly the same techniques and software.

meiKko

CStools: Distributed Communicating Processes

1) Message passing facilities
2) ' Q/S services '

3) Program configuration tools

4) Run time development tools - debuggers

E} 1989
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1

In order to support this 'distributed communicating process
model of parallel processing, four distinct things must

be provided:

Firstly, message passing facilities, to allow individual
processes in an application to communicate efficiently;

Secondly, operating system services, to allow processes
access both to local services such as memory allocation,
and remote services such as file servers;

Thirdly, program configuration tools, allowing applications
to be mapped onto appropriate hardware;

And, lastly, run-time development tools such as symbolic
debuggers.

NeKo
CS Tools: 1) message passing facilities
Design Aims:
Sun Network « A 'fully connected’ view of the hardware

o Identical functionality on the
development seat

i@
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The major design aim for the first of these, message passing, is to provide the

user with a "fully connected" view of the hardware so that the user does not need to
consider the physical interconnectivity capabilities of the processors being used.

-the system must provide simple logical connections between any one

process and any other process sothat the user may assume that everything is capable

of communicating with everything else.
In order that applications may be developed wholly on the development seat, even

though they may run on a separate parallel processing resource, the system also
neéds to provide identical functionality on the development seat as will be available
on the target computing resource.

Notice that the middle processor in the diagram, which is a transputer, the process
running on that processor is allowed to communicate with 5 other processors even
though the transputer has only 4 physical links.

MeiKo

CS Tools: 1) Message passing facilities

Implementation:

-'. s
.
1 . I . !
.

S 1. ol

1 T T

csn_tx ( Transport, BLK, netid, message, mess_size)

155 csn_rx ( Transport, sender_id, buffer, mess_size)
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C8S Tools communication services provide cushioning between the programmer
and the hardware, and present a clean, high-level model of the underlying
parallel architecture.

The programmer's interface to these services is via a number of library function

calls. Identical calls are provided on every processor {ype: 1860, transputer ete.
All CS Tools communications are made through the CSN, which takes the form

of a series of background processes each of which is located on a specific

processor,
These CSN processes are placed automatically by the CS Tools configuration

and lpading facilities.

Simple CSN interfaces provide general purpose communication functionality
and are designed to be implemented effliciently on a variely of hardware.
This is a key aspect of the portability of the design of CS Tools.

In this particular example, two application processes which are
"far apart" in terms of the processors which they inhabit, need
to communicate.

The sender simply needs to call a CSN function, csn_tx or
transmit, with parameters defining the communication
channel, mode of communication (here, BLOCKED), the
address of the receiver, the data and its size.

Similarly, the receiving process performs its part of the
communication by calling a function csn_rx, or receive
with parameters to define the communication channel,
the buffer for receiving data and its size.

Optionally, the receiver may accept other information
such as the identity of the sending process (sender id).
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Meiko

CS Tools: 2) Operating System Services

Design Alms:
o A unix-subset runtime environment
« Local servicing - malloe, shreak

" e« Remote servicing - file /O

Sun Network

21950

Design aims for operating system services are to provide
each application process with facilities for both local
and remote operating system calls.

These may range from allowing a process to print text
to a remote screen to providing memory allocation
ans file servicing facilities across the CSN network.




meiko

CS Tools: 2) 'Operating System Services'

Implementation:
RTE + CSN: Local ofs facilities and a transparent bridge to remote services

ﬂ

11990

In this example, then, lets say that the application process
wishes to access a file on the Sun's fileserver.

The process would make its service request to its associated
RTE - the actual request will be unmodified from the
programmer's viewpoint.

The RTE will then communicate this request to the server
via the CSN, and the service request will be satisfied
exactly as if the application process was running on the Sun
itself.
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Often services offered by traditional operating systems are required
by processes in a parallel application.

If a process requiring such a service is not located within a conventional
operating environment, CS Tools automatically assesses its requirements
and puts alongside it a tailor-made RTE or RUN TIME EXECUTIVL.
The first function of the RTE is to provide local servicing for requirements
which can be accommeodated locally, such as memory allocation.

The RTE's second function is to provide services which can not be satisfied
locally, and which require communication with a remote process or
device, such as a file server.

The overall objective is to provide a complete run-time environment
tailored to the requirements of each individual process and processor
in a parallel application.

MeKo

CS Tools: 3) Configuration and loading

Tools for:
Describing process distribution across processors

Describing communications topology
Loading and running

Sun Nelwork

ORs

11500




Configuration and loading facilities in CS Tools are used
for describing the way in which individual parts of an
application are allocated to processors along with information

describing the required communication topology.

Configuration may happen in one of two ways, using
cither the Meiko par file loader or CS Build configuration
tools - the base technology for all configuration mechanisms.

Both approaches automatically load and run an application
once it has been configured.

mei<o

CS Tools: 3) Configuration and lnéding

Simplicity: the .par file loader

p-rmmﬂ'l [p:mml.

mrun example.par

example.par

par
processor 0 freg
processor 1 albert

endpar

£11990
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The simplest of the 2 configuration mechanisms is the par file loader, MRUN.

The configuration, in this case simply two processes which need to run on 2
separate processors, is described in a par (-allel) file, here called example.par.

This file specifies that one processor, which we shall refer to as processor ),
will execute the process called fred, whilst the other processor, processor 1
will execute the process called albert.

The MRUN utility will interpret the par file, obtain resources (here processors)
from the O/S, configure the processors (ie wire them together) and then load
and run the processes,

Par files may be considerably more sophisticated, giving the user control
over, for instance, exactly which processors are chosen, how they are
connected, and various other characteristics of how the application

is to be configured.

Meiko

CS Tools: 3) Configuration and loading

Power and generality: cs_build

A library of C configuration and loading routines

User-visible and the base technology for parfile, application specific loaders
and future developments - graphical design

main ()

{
GROUF fredGRP = cs group(NULL, "fredGRP");
GRGUE_albertGRP = ¢§, group (NULL, "albertGRP");

cs_exe (fredGRP, "my_ fred", "fred"):;
cs_exe (albertGRP, "my albert", "a1be:rt“:-,

cs_lo.;d ();
} albert

1990
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MRUN is a utility written using CS Build routines.
These are available directly, callable from 'C'*,

Developers may construct tailor-made configurer/loaders

for their specific applications

The configuration routines allow the user to define "groups" of
processes which may be run on one or many processors with
identical results (except for speed!) and to control the exact
configuration to be used at run time.

This example shows the CS Build version of the previous par file example.

2 CS Build GROUPS are defined, then 2 CS Build executable processes are created,
one belonging to each group. Each group and hence cach process is, by default

loaded onto a separate processor by the call to cs_load;
The application will then bu executed automatically.

* and, eventually, Fortran.

meiko

CS Tools: 4) Debugging

T —
,
.

Pdb - parallel debugger harness
+ 'dbx-style' guest debuggers for 1860, SPARC, transputers

+ 'dbxtool’ window based source display

£ 1990
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Debugging is obviously a key part of developing parallel
applications.

CS Tools supports a full-function symbolic debugger, TDB
based on the UNIX DBX debugger.

DBXTOOL, a windowed version of TDB, is also supported,
giving full symbolic source-level debugging capabilities.

meiko

CS Tools: Abstract Parallel Machines

* Base Level: Communications Calls
Configuration
Resource Management

+ Application Specific Abstract Machines

1950
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DECOMPOSITION OF PARALLEL APPLICATIONS
FOR SIMD MACHINES

1. . ITION OF PRACTICAL SIM TE

SIMD systems obey a single instruction stream but each processor operates on its own
independent data. All processors are lock 5t§ppad, Such systems are easy to program and
easy to debug. Providing the problem tackled is appropriate they scale naturally. A
solution developed for a given number of processors will improve pro-rata in performance

as the number of processors is increased.

Processors can be very simple since they can be controlled by a single external control unit
managing all the processors in the system,

In practice SIMD systems have been built from a very large number of very simple
%ocessnrs. The systems are massively parallel 1.151.:;3.Irf;r containing at 1¢a.st?;ﬂﬂﬂ IOCEsSOrs.
ey are a very good fit to the properties of modern VLSI, which is at its best when
replicating very simple units in large numbers at low cost and high reliability. Systems are
produced using CMOS technology with processors usually provided in a customer designed
chip. Typical numbers are 16 - 64 processors in a single chip usually operating at modest
speeds 3 - 20 MHZ. The processors undertake limited precision arthimetic, 1 - 8 bit are
typical values. Systems are also provided with ¢xtremeﬂf good communication between

Processors.

2. SOME PROPERTIES QF SIMD SYSTEMS

There are a number of properties of todays SIMD systems that are not directly a
consequence of the fact that they are SIMD but are by-products of the way SIMD systems
are built in practice. These include:

*  The systems are not tied to fixed word length. The system software provides a range of
integer and floating point precisions and lower precision arithmetic is executed more

rapidly than high precision.

* Internal bandwidth between memory and processors is very high and increases as the
number of processors is increased. A by-product of this is that such systems can
provide very high I/O capability with very low demand on the processors.

* Data communication and data movement are excellent, particularly for regular
transformations.

*  Efficient use of such systems requires that applications and algorithms maintain a high
average utilization of all of the processors. Even a low percentage of the task requiring
scalar arithmetic can limit the overall system performance.
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3. COMPOSITION OF COMPUTE INTENSIVE TASKS

A problem that runs for minutes or hours on a fast modern serial computer system executes
at least some part of the application code millions or billions of times. Compute intensive
tasks are therefore always parallel. Only a minority of these tasks are inherently unsuitable

for SIMD systems.

Much of modern computing practice and design has been determined by the re wirements
of numeric, scientific and engineering problems. This has set the practice of 32 bit floating
point arithmetic or if this provides insufficient precision, 64 bit floating point.

Over the last 35 years our computer languages, libraries and tools and many of our
algorithms have also been structured to meet these requirements plus the needs of serial

architectures.

Despite the above a large fraction of todays compute intensive tasks are the processing of
massive amounts of data, much of it non-numerical, and the majority of it limited precision.
There is no general case for computer systems to be built for 32 bit or 64 bit floating point

arithmetie,

Any substantial advance in computer performance must be based upon paraliel systems
with a large number of processors working efficiently on a single problem. For appropriate
problems SIMD systems offer an casy route to massive parallelism and hence very

substantial development scope.
Examples of such appropriate problems include:
" Image Processing - a TV system provides 107 pixels per second with 8-12 bit data.

*  Signal Processing - Radar, seismic, sonar and many such sensor systems provide a
continuous fast stream of data of limited precision,

* Data Base Searching and Sorting requires the processing of massive amounts of data,
much of which is of limited precision, eg. alpha-numeric.

*  Simulation and modeling often requires high precision numeric data but there are also
many compute intensive tasks that process data of limited precision sometimes even
Boolean. Some examples are; fault simulation of complex chips, cellular automata
techniques, neural network simulation, etc.

4. MATPING PROBLEMS ONTO SIMD SYSTEMS

4.1 Data Storage

The basic requirement to obtain high efficiency from a massively paralle] SIMD system
is t0 keep the average utilization of the processors high. Two extremes are very large
problems, often referred to as "oversize problems” or the processing of a massive
number of very simple problems in parallel, often referred to as "outer loop
parallelism”. As an example, for matrix inversion the former would be a matrix where
the number of elements is much larger than the number of processors and where the
single matrix is handled by the whole array. The later would be the simultaneous
inversion of a number of small matrices where the number greatly exceeds the number
of processors. In this case each processor is used to tackle 3 complete matrix inversion
and a N processor system completes N inversions at a time.
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The design of correct algorithms demands consideration of the mapping of the total
task to the SIMD system. Processing is not the sole requirement. Data must be sorted
and moved in an optimum way. For real time applications latency may provide

additional constraints,

The bad news is that there is no automatic way of converting serial code, The good
news is that once the initial barriers are overcome the extensions provided to languages
to make them suitable for Farallel machines greatly ease the programming task. A
Fortran-plus code is typically about one third the l&nﬁ;nh of an equivalent Fortran code.
AMT provides tools and libraries that together with the Fortran-plus compiler greatly
aid the production of code. As an example most image processing tasks are a number

of calls to routines provided in the image processing library.

The first requirement when tackling an application is to analyze the parallelism in the
problem. When possible outer loop parallelism should be used since this reduces the
requirement for data movement - if all computation is done in one processor all data
for the calculation is provided in the data store for that processor. Often data provided
from some practical system will be blocked up until enough is available to fill the
computer system so that all processors are kept busy. Systems with a larger number of
processors therefore require larger blocks and hence have a larger latency. This can

sometimes provide a constraint on the size of system used.

If the problem is oversized, (ie. with more data points then the number of processors)
thought must be given to the data mapping. Two general methods are uﬁ':d' "sheet
migpmg" and "crinkle mapping". Sheet mapping takes a local area of N points, where
N<1is the number of processors and stores these as a sheet with one data point per
processor and then stores successive sheets down the memory. Crinkle mapping folds
the oversized problem so that it matches the array size. As an example a crinkle
mapping of a 512 x 1024 size problem on to a 32 x 32 array will store local areas of
512/32 x 1024/32 (ie. 16 x 32§}in the memory of each processor thus compressing the
total set of data into the array. Each processor then deals with that local set of data -
le. 16 x 32 = 512 data poinis in the examtgle. Crinkle mapping has the same
advantages as outer loop parallelism in that it requires less data movement. AMT’s
compilers can automatically map oversize problems onto the physical array size and
hence relieve the user of the task. The same source code will run on any array size and

only a recompilation is needed.

Different mappings for the data are often required for different stages of a
computation. Hence data has to be moved in store from one regular structure to a
different regular structure. An example could be the transpose of a matrix or a perfect
shuffle on a data set. These transformations can be complex to program but a solution
is provided by the system software, AMT has some very elegant software called
"parallel data transforms” (PDT) that handles these tasks automatically and very

efficiently.
4.2 Arithmetic Precision
Since SIMD systems in practice are built from simple processors which execute limited

precision arithmetic the systems run faster when lower precision is used. A 1024
processor DAP system working at 10 MHZ will execute 10,000 million Boolean

Instructions per second.
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Users can get code working using floating point arithmetic and can then experiment
with lower precision to provide optimum performance. .

The system software can be "clever” and use varizble precision arithmetic for
successive iterations or even tapered arithmetic increasing the precision one bit a time
to match the increased requirements as the calculation progresses. Such attention to
detail is not required by the average programmer but they can benefit by improved
performance because the system software employs such procedures.

In some cases algorithms can be selected that use Boolean data to get improved
performance. An example is the comparison of two images stored as a Boolean sets
reduced from images of greater precision. A second example is track following when
elements to be fitted to a track are stored as a Boolean map.

4.3 Algorithm Selection

In many problems the algorithms normally used have been selected to optimize
Eerfﬂrmance on a serial machine. Often a more direct and far simpler solution has

cen rejected to gain small advanees in performance. Often these "obvious”
procedures are better for parallel machines, There is no short cut to the selection of
suitable algorithms and no replacement for thought and clear thinking.

As an example finding the largest number from 4096 on a serial machine is completed
by comparing successive values and selecting the largest. An obvious option for a
parallel machine is to compare 2048 pairs, and then 1024 pairs etc. But for the DAP
no arithmetic is used at all. The most significant bit plane is selected and in two cycles
the DAP can decide if all elements are zero. If it is, then the next significant bit plane
15 studied until some elements are non-zero. Each of the processors with non-zero
values is turned on and the others off. The process is continued thus finding the largest
number. This %rncedure is extremely fast. 1use it as an illustration that lateral thought
often provides handsome rewards on massively parallel SIMD systems. It also
illustrates the use of the activity control available on the DAP. This is an important
design aspect in that is allows the system to be used efficiently on conditional code.,

Space does not ?&rmit an in-dagth treatment of algorithm selection. Even were the
space available [ would not wish to undertake it because it is an area where substantial

research is required,

5. HARDWARE DESIGN FEATURES IN A SIMD SYSTEM

The architectural design of a SIMD srstem is 4 balance between system simplicity to keep
the cost down so that massively parallel systems are affordable, and increased performance
by adding additional features. " As usual it is the balance of the system that is important,

AMT has provided hardware to provide performance on operations frequently required.
Software to undertake more complex tasks infrequently required is provided instead of
expensive hardware,

An cxarpple js data movement where AMT provides nearest neighbor, row and column
connectivity in hardware and PDT software for less frequently used longer range
transformations.
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The average user should not be over impressed with hardware manufacturers claims for the
advantages of their specific features. The only relevant parameters to the user are:

The performance on his task.
The ease of programming,
* The price-performance provided.

Benchmarking for parallel machines is an important research topic that needs serious and
urgent attention.
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AM
SUMMARY OF DAP PERFORMANCE |

DAP 5106 610C

Speed 10 MHZ | 10 MHZ

Processors
1 bit
B bit

| Peak Performance
1 bit MIPS
8 bit MIPS

32 bit MFLOPS

[/O M Bytes/s

Frocessor use

Relative Power

Price Performance

$/MFLOP
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Parallel Application Program Resecarch at ICOT

Nebuyuki Iechivoshi
The Seventh Research Laboratory, ICOT

This extended abstract overviews parallel application program research and development at
ICOT sinee the prototype parallel inference machine Multi-'ST became operational in late |932,

1 Multi-PSI

The Multi-P'S1 is & prototype parallel inference machine (PIM), which becanwe operational in late
1988, It is & distributed memory multiprocessor with an 8 x 8 mesh network {eut-through routing).
The concurrent logie language KL1 15 implemented in microcode, and all programs including the
operating svstem PIMOS is written in KL1. Several new implementation technigues were iosted
on the machive, and will be incorporated in the pilot PIM machines, "Uhe Multi-I"S] now serves
as a workbench for research and development of medium- to large- scale paralicl prograns,

2 Early Benchmark Programs

The first prograims to rum on the Mulli-PS] were ones te salve simple problems. The developiment
began o middle 1988, and some of them continued to be improved over a year or more. Among
those programs were Pentomine and Bestpath programs.

Packing Piece Puzzle {Pentomino)
A rectanguiar bos snd o collection of pieces with various shapes are given. The goal is to find
all possible ways to pack the pieces into the box. The puzale is also kuown as the Pentomine
puszle, when the picers are all made up of § squares. The progrsin does a top-down OR-
parallel all solution searcl.

Shortest Path Problem
Liiven a graply, where cach edge has an associated nonnegative cost. and a start node in Lhe
araphi, the problem is to find a shortest path to every nade in the graph from the start node
{single-sonres shortest path problem), The program performs a disteiluted graph algorithu.
We used a 200 x 200 grisk graph with randomly generated edge costs.

We developed o mmlti-level load balancing scheme (al! writlen in KL1) in the Pentoming faree-
gram, and attained a S0-fold speedup using 64 processors. The load balancing mechanism was
extracted [rom the program, and was released as a first utility in the KL algorithm lilrary.

In the Restpath progesin, several graphi-to-processar mapping schemes were tested, and it was
shown that the performance could change dramatically simply by changing the mapping schonws.

Other than the Pentonune and Destpath, PAX, a syntax analyser for English seutences, which
is an implementation of o charl passing algorithm in KL1, and a Taumego solver Lhat does parallol
alpha-bela searchi in solving a Tsumego problem (counterpart of checkmate problem in the game
of Gao) were developed.

3 Recent Application-Oriented Programs

Maore recently, more programs have been written, which are more application-oricnted.  Those
programs meluds the fallewing.
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« VLSI-CAD PMrograms
An LSI chip router and a logic simulator have been written, and are under improvement.

o (iepetic Information Processing Programs
Two different algorithms for multiple sequence alignment are being written. Development of
more knowledge intensive progeams are also planned.

+ Legal Reasoning Program
A prototype legal reasoning program that generates argwments, based on precedents, for
both the plaintifl and the defendant in o low suil was developed. It employs a case-based
reasoning mechanismn.

+ Go-playing Program
A sequential Go-playing program (GO(G) has heen developed sinee 1985, and is now being
translated in KL1. The parallel version will have an enforced search task for determining the
best move and incorporate new Go strategies to make the svstem stronger.

The purpose of developing those programs is not so much Lo test clear-cut parallel algorithms
as Lo evaluate the utility of KL1 in developing paralls] prograns to solve non-toy problems. The
details of the programs will be presented in the workshop sessions and the demaonstration session

4 Performance Analysis and Monitoring

The target machines of paralle! program research at TCOT are highly parallel computers with 1,000
or more processors. This means we must not tailer the programs to the 64-processar Multi-P5I (o,
for that matter, even to a S12-processor PIM) Raw performance figures on the Multi-P51 cauld
e musleading in designing and tuning paralle]l algorithms and mapping schemes. "Uhe algorithm
designers have to not only measure perlormance but analyze and anderstand it,

We stacled a sealability analysts of the multi-leve) load balancing scheme devised for the Pen-
tonuno progrant, and some interesting results have been obtained. 'This research area should be
much more strengthened. Research i parallel algorithms and data structures is also pursned.

Performaners monitoring capabilities help a great deal in getting the idea of the runtime charac-
tenistics of programs. Until recently, the only performance measurement/monitoring toods on the
Multi-P5S] were the timer and the performance meter which shows hew busy the indivisual proces-
sors have bee for Uhe past two seconds, The latter helped very mueh in pin-pointing problems in
load balance {e.g., findig the bottleneck in dynamic load balancing schemes) and make changes.
The Mulii-PSI system has recently added a task-wise profiler (which records what predicates have
heen executed how many times on which processors) and a processor-wise profiler (which records
the idling periods, the number of messages sont and recetved, ete.). Visual tools to display Lhe
monitoring results postmortem are under development .

5 Conclusions

I have overviewed parallel applications research at 10OT in the past couple of vears. The First
programs to run on the prototype parallel wference machine Multi=1’S] were simple progiams to
solve simple well-defined problems. More recently, programs are heing developed which are more
application-oriented. Along with wrting and testing programs, research in performance analvsis is
conducted. Sophisticated performanes meazuring/manitoring 1ools to help understand the runtine
behavior of programs are becoming available. We hope 1o lay a solid foundation of the principles
and practice of programs on a highly parallel computers in the rest of the FGCS project.
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MGTP: A Hyper-matching Model-Generation
Theorem Prover with Ramified Stacks

Ryuzo HASEGAWA, Tadashi KAWAMURA, Masayuki FUJITA
Fifth Laboratory, ICOT
Hiroshi FUJITA
Mitsubishi Electric Corporation
Mivuki KOSHIMURA
JBA Co., Ltd.

October 1, 1990

The research on theorem proving in the FGCS project aims to develop a parallel
automated reasoning system applicable to various fields such as natural language process-
ing, intelligent database designing, and automated programming on the Parallel Inference
Machine (PIM}).

In this paper, we will present a parallel theorem prover for first-order logic implemented
in KL1, and the KL1 implementation techniques which are useful for other related areas,
such as truth maintenance systems and intelligent database systems.

The MGTP prover, which has already being developed, adopts a model generation
method, as used in SATCHMO presented by Manthey and Bry. SATCHMO tries to
find ground models for the given set of clauses that satisfies a condilion called range-
restrictedness. The condition imposed on the clause set allows us to use only matching
rather than unification during the proving process.

This property is also favorable in implementing a prover in KL1 since matching is easily
realized with head unification, and hence allows us to implement a model-generation based
prover in KL1 very easily yet effectively.

To improve the efficiency of the MGTP prover, we developed an algorithm with ram-
ified stacks for removing redundancy in matching literals in a clause against elements of
a model candidate.

Experimental results show that the enhanced MGTP prover can achieve orders of
magnitude speedup compared to the naive version without using the ramified stacks in
the pseudo parallel environment on the PSI-II machine. Moreover it is expected to at-
tain further speedup by giving priority to negative clauses and by employing a pruning
mechanism like relevancy checking. Several experiments are being carried out in order to
verify the effectiveness of MGTP in a parallel environment on the MULTI-PSI system.

With MGTP, we can solve a large class of problems very efficiently. To deal with
more difficult problemns hard to solve with this type of prover, such as the Lukasiewicz’
problem, MGTP is extended by incorporating unification with occurs check, weighting
heuristics, and other deletion strategies while still keeping a model generation paradigm.
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.-medule mgtp. :-public dof1.

dolA):—truel
mgtp_problem;nodul{ﬂ),
mgtp_problnm:nciﬂ},
5atisi;_cluusa={¢,H.H,A,d),

3atisiypclau5:={",_,_,F.ﬂn:at}:—trueltruﬂ. alternatively.
=ntisry_alausautl,H,H,l,E}:-J{H,J1:=]+1]
satisty,nntuff,[].[truaIH].H.ﬁiaB}.
and_sat(hl,A2,4,B),
satisig_clausns{ll,H,H,ii,ﬂ}.
ﬂatisfy,clnusasfﬂ,ﬂ._,h,_):“truu]ﬂ=snt.

and_sat(sat,=at,A,_}:—tIuﬁ]n=sat_
and_Eat{unsat,_.h.H):—trua|A=unsat,B=un5at4
and_sat{_,unsat,h.ﬂ):—trua|A=unsaﬂ,B=unaat.

:Ltisfg_antg{d__,_,_,_,unsat]:—true[true. altarnatively.

!&tiﬂ!f_anfﬂfﬂ,ﬁ,[F|H2],H.ﬁ,E}!‘tfﬂEl
ngtp_prablcm:ﬂ(J.F,S,R}, -
5ati3fy_anta1{J,R,FJ5,H2,H,A,H}.

Eatisfy_antu{_._.[},_.A,HJ:-truu|n=snt.

satisiy_antsi{l,iail,P,S,HZ,H,l,B}:“trua[
satisiy_hnte{J,S,HE,H.E,B}4
satistg_aﬁtal(J.cont,F,S,Hﬁ,H.A,B}:—trpe{
satis!j_anta{J,[PIS].H,H.hi*ﬁ}.
ud_:a.t(.ﬁ.i.hﬂ,h,ﬂ-),
:ttis:y"anta{J,s,H?,H,Az,E}.
:ntisiy_nntaltl.ialsa.F,S.HJ.H,A.BJ:'truu|B=#.h=unsat-
sqtisiy_antal{J.F,P,S,HE,H,L.E}:—likth)|
5atisiy_cn5q{F.F,H.A1,B},
and_.a&t(!.i,h?,h,ﬂ).
satisty_ante{l,S,H?.H,hz,ﬁj.

Satisij_cnsq(_._,h,_,unzltj:*truﬂ|t:ﬂu. altermatively.
xatisi?_c::q{[ﬁﬁ|Ds],F_H,I,Bj;—trua!Eatisfy_cnsqlfﬂl.ﬂs.F,H,H,A,E}q
satisty_cnaq([],F,H,h,_J:—truel

ngtp_problem:n(N),

ﬁxtehd_modal{F,H,F,A,_}.

zatis:y_cn:qliﬂ,us,f,[DIH?],H,A,u}:-trua[1=sat.
:atisiy_cnsql(n,ns,r.ij,H.A,B):-Lrual:atisfr_cnaq{D:.F,H,A.B}. othervisza,
satistf_cnsqifﬂ.ns,F,[_IHE].H.A.EJ:—trua1satiary_cnﬁql{n.Ds,F,HE,H,i.B].

axtend_mednl{_,_,_,_.snt}:—:rue]true. alternatively.
axtand_pndal([DIDs],H,H,h,ﬁj:—trna1
5atis:y_¢1auscs(0,ﬂ,[ﬂIH].Ai,_?,
and_unsat(A%,A2,A,B),
extend_medel(Ds H,N,AZ,B).
ex:and_nudul{[],_,_.ﬁ,_]:—truulh=un=nt.

and"unsat{unaat,unaat.n._J:-tru4il=unsat,
and_unsat{xat,_,h,ﬂj:-truuljﬁsat.ﬂzsat.
nnd_unsﬁtf_,sat,h_ﬂj:-truuih=sat.E!5&t.

A MGTP interpreter in KL
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Avolding Redunadancy

——

Redundancy in conjuctive-matching

~_ _/
Model -
o
s . — Consg
Mo M
stage n (M +A) = (M+A)
stage n+1 “M*M+A*M+M*=A+A+A

redundant
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Parallel Programming in LSI CAD Systems

Kazuo Taki
e-mail address: taki@icot.or.)p
Institute for New Generation Computer Technology

1-4-28 Mita, Minato-ku, Tokye L0, Japan

1. Focus of the talk

This talk reports the recent R & D) status of parallel LST CAD programs in 1COT.
They are a router [1] and a logic simulator (2. The talk will include two major
aspects. One is the IU & D status reports of practical application programs on our
parallel machines, on the Multi-PSI and the PIM. The programs are written in our
concurrent logic language, KL1. The other is to feature KL1 programming such as
making a model of a problem with concurrent objects, its distributed implemen-
tation, separation of problem solving algorithm and load mapping onto physical
processors, etc. They are shown along with examples of the developed software.
Preliminary performance measurements will be also included.

You can find a description of the software, including problem descriptions, al-
gorithms, program struclures, and load mapping schemes, in the résumé of the
Multi-PSI demonstrations [1][2). Please look at it with this abstract.

2. Two LSI CAD programs

Two LS1 CAD programs have been developed, a router and a logic simulator. These
problems are well known as the most time consuming applications in LSI CAD field.
That is, speed up and applicability to practical large problems are very important.
Using these prohlems, the real performance and applicability of our machines, and
easiness of writing in KL1 language are under examination.

The routing program is based on a line search method [3]. The search problem
includes dynamic characteristics in nature, which fits the KL programming. New
formulation of routing problems was taken for higher concurrency (described in
next section). Both good absolute speed and speed up ratio are expected. The
second version of the program has just been working, and will be shown in the

demonstration. A real routing problem will be used for it.
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The logic simulation program is based on the event simulation and the virtual
time mechanism. It simulates the behavior of logic circuits described in the logic-
gate level, taking delay time of each gate into account. The virtual time mechanism
realizes the local time management in each processor although the logic circuit con-
tains loop structures. An event history is recorded in each gate. When a tune
inconsistency occurs, the event history is rolled back and the simulation is replayed.
Logic simulation programs in KL1 langnage are not casy to get good ahsolute per-
formance. Because the KLI langnage function is sometimes too high-level to write
simple computation of a logic gale behavior, that 1s, basic implementation cost of
the language tends to reduce the absolute performance. Virtual time mechanism is
a novel trial in logic simulators, which evaluation will be an interest. Good speed
up ratio is also expected. The second version of the program has just been working.

It will be shown in the demonstration. Published henchmark problems will be used

for it.

3. Feature of KL1 programming with examples

One of the most general programming styles in KL is to describe concurrent objects
that communicate each other through streams. Formulation of the routing problem
is lcaded naively from the programming style of KL1 based on concurrent objects.

Formulation of a routing problem

The routing problem is to connect lerminal pairs using two wiring layers without
path conflict. A line search method, which uses a virtual grid, was assumed as
the basic rouling method for efficiency and general applicability. In the line search
method, lines must be drawn along with the grid lines. The routing problem was
modeled as follows. Any lincs, already drawn lines, empty lines or grid lines, are
modeled as independent objects. Line objects, crossing each other, have communica-
tion streams corresponding to cross points. The line search to fined a good path for
a terminal pair is executed by these line objects with exchanging search messages.
The formulation can have much concurrency becanse each line objects can work in-
dependently according to reccived messages, Since the objects correspond to lines,
the formulation can keep efficicncy of the line search method. Two different Lypes
of concurrency is expected. One is found in the line search algorithm to connect a
terminal pair. The other is in concurrent routing of different terminal pairs.

Process-oriented implementation of a router

These formulation can be implemented directly in KL1 with small runtime cost.
Line objects are implemented as independent processes connecting each other with

—240 -



communication streams. Status of each line, occupied (drawu line), empty. or under
searching, is kept in a corresponding line process. Processes execuie thie routing with
exchanging messages. Line drawing and rip-up correspond to dvnamic split and joint
of these line processes with changing the process status. Programmers can separate
the writings of these problem solving algorithm from the load distribution code.
Debug of the problem solving code is usually done before attaching load distribution
code in KL1 programming. That is, the logical correctness ol the problem solving

algorithm is tested independently from load mapping.

T'rocess allocation in a router

After that, annotations for process allocation to physical processors are attached.
The annotation is called pragma. Comuunication and synchronization across the
processor boundary are antomatically maintained by NLE language system. Pro-
grammers only have to concentrate on the process allocation. Communication lo-
cality and load balance are taken into account in Lhis step.

Communication cost across the processor boundary is approximately twenty
times higher than a inter-process communication within a processor. So, a ratio
of the inter-processor communication cost and average computational amount in
processes corresponding to each message is very mportant to estimate the inter-
processor communication overhead. TFor the better load balance, line processes
should he distributed among processors at random. Ilowever, a random distribu-
tion arises much inter-processor communication. When a expected communication
overhead is not low enough, locally comumunicating processes should be grouped and
mapped onto a same processor in order to reduce the inter-processor communication
overhead. When Lhe load balance or communication overhead is not good enough,
pragmas are changed to improve them without changing main body of the program.

These are the features of KL1 programming,.

References

1 “Parallel LSI-CAD demonstration program (1) - LSI router”, in a résumé of
Guide to the Japanese Demonstrations, in JOINT ICOT/DTI-SERC WORK-
SHOP, Oct.15-17, 1990

2 “Logic-level simulator of L8T circuits: A parallel application program in LSI
CAD", in a résumé of Guide to the Japanese Demonstrations, i JOINT
1ICOT/DTESERC WORKSHOP, Oct 1517, 1590

3 Kitazawa,H. and Ueda,K., “A Look-ahead Line Search Algorithm With High
Wireahility for Custom VLS] Design”, proc. of ISCAS 85, ppl035
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New formalism of the line search

e Formalize every lines as objects

e These line objects communicate each
other to search paths.

— based on look-ahead line search algorithm

Concurrency

e Concurrent computation in
“looking-ahead”

= calculation of expectation points

e Concurrent routing of different nets

When conflicts, first reaching net prior.
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Concurrent computation in “looking-ahead”
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Implementation

Objects = processes

Communication path = message stream

— very naive

Grouping and Mapping

¢ A master line process and processes on
it are grouped.

— for communication locality

e Groups are mapped on processors at ran-

dom.

— for load balancing
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Development
1990 March -Design and coding
May - VO
October - V0.7  (by 1person)

7 K KL source lines

Target circuit

e A sequential circuit , published by ISCAS
s13207.bench

e Number of gates in the circuit — 13,000
gates

# 31 inputs

# 121 outputs

# 669 D-type flipflops
# 5378 inverters

#

2573 gates (1114 ANDs + 849 NANDs
+ 512 ORs + 98 NORs)

e Input sequences — randomly generated ex-
ept clock lines
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Conclusion

1. Two parallel LSI CAD programs have
been developed, as practical large ap-

plication programs.

2. Parallel LS| router
e Object-oriented formalism

—suitable to implement in KL1
e Concurrent line search algorithm
e Good absolute speed

3. Parallel logic simulator
o Virtual time mechanism
e Problem decomposing implementa-
tion
o Good speed up

4. KL1 and our parallel processing systems

are fairly efficient and applicable for these

problems.
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Ub-dAPAN workshop

Parallel Programming in Genome Analysis System

Katswmni Nitta. Masato Ishikawa. Masaki Hoshida.
Makoto Hirosawa and Tomoyuki Toya

Iustitute for New Geuneration Computer Technology

1 Introduction

Molecular biclogy is advancing rapidly. and its progress have affected sociely significantly. As the amount of
DN A /protein sequence data continnes to grow, paralle]l computers and knowledge processing techniques to analvze
them are becoming increasingly important. As ICOT has developed both parallel inference machines and knowledge
processing techniques, we have suitable research environment to develop a genome analysis system. This system
consistz of several parallel programs for genome analysis, In this paper. overview of our parallel programs which
align multiple sequences and extract motifs are introduced,

2 A Biological Introduetion to DNA, RNA and Protein

2.1 DNA, ENA and Protein

The bodys of living things consists of cells. In each cell. a DVA molecule exists. A DNA is a sequence ol 4
kinds of nucleic acids (A.C.C and T), and some parts of DNA have genetic infonnation. In the case of human
beings, the number of nucleic acids of a DN A is about 4.000.000.000 and it is expected that 50,000 genes exist in
a DN A, The information of gene is transcripted into srBN A which is a sequence of 4 kinds of nucleic acids (A.C.G
and 7). The information of mANA is translated into a protein by a ribosome. A profein is a sequence of 20 Kincds
of amino acids (Leu. Val Ala, Met. .} (Fig.1). Translation occurs in every 3 nucleie acids of mRNA according
to the coding table. For example, ATG is translated to Met. GCT is translated to Ala. ete.. This coding table is
comman o all living things, A sequenecr of aming acids is folded and makes complex stroetures sucl as secondary

structure, super secondary structure, tertiary structure, ete.. The lunction of a protein is closely related 1o its

struciure,
GRNE
DNA — I
inun — nDElF Treasripliss
mRNA b f
TR EHTEOH
\ \! ] / / Spliciag
ATG TAG
Translstion ATG — M (Methioniga)
l/f GCT —+ A(Alsalas)
1
1 Amius Sequence

Felding

|

Protein

Fig.l] DNA, RXA and Protein
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2.2 Databanks of DXA and Proteins

Sequence data of DN A protein appeared in joumnals are gt ints databases. For cxamiple. GenBank containg
DX A saquence data. PIR contains protein seguences and PDE contains theee dinpensional stevcture of proteins. o
GenBauk and PIR. not only sequence data but additional infurination is acconunodated. For example. the uame
of features and specification of the residues comprising them are included 12 feature table.

To ke vee of these databases, several programs have been developed by biologises They are classified into twe
eategorins - database searching and sequence analysis. Datahase searching prograns are used to select sequences
for comparison with the test sequence. Once, sequences are selected from a database. they are compared and more
information is extracted by analvzing thent. For example. proteins contained i PIR ave classified into groups from
view point of hiological evolution. These groups are called super Samilies. Functions and structures of proteins
which belong ta the saine superfamily show close similarity. Therefare. if we extract specific pattern (melif} ta s
super family. we can use it to predict [eatures of uuknown proteins.

7.3  Hesearch Activities of ICOT

The 3rd research lahoratory and the Tth rescarch lahoratory are developing programs related to genetic infor-
maliou processing.

+ A unified database -
The 3¢d laboratory has developed a database management system named Kappo. which employs the nested
relational model, and is now develaping a kuowledge representation language named Quirate. which is a
deductive and ohject oriented lanzuage and is good at representing complex knowledges. such as the ones
of molecular biology. As for the genetic information processing. GenBank was stored in happa in 1939 to
research what kinds of databases ave really necded by the melecular binlugists. Now the research focused 1o
build an intezrated database, which have data of GenBank. PIR. and other databases of molecular biology, As
the first step. GenPank and PIR are stored together in Kappa. to develop a suitable tools for building useful
secondary databases. As another step. a protein [unction database is writlen in Quixote. to complement the

integrated molecular biologica! database.
» Parallel programs for analyzing protein sequence :
The Tth laboratory has developed basic application software for parallel inference machines, As for the genetic

information processing. a WL program which classifv protein sequences into super familics was developed
last vear. Ohie next tarzet is 1o develop following genane analysis tool= with a bislogical knowledge hase.

We use molifs as a clue for analysis,

1. Searching homeology.
2. Extracting medifs by comparing sequences,

3. Predicting the structure and functions of proteins.

3  Multiple Sequence Alignment and Motil Extraction

'i‘ﬂ nligﬂ SRS is e nf |h... pst T ||1.-|n|'u|!:|1':~ Tan Hllili}'rl‘ SO T, ]l 1= "H"I LT !ilul 1"”!‘!.‘1!"!:}-'1‘-;

botween sequences, to fined motifs of a sl of proteiis and (o search siinilar =eepienees Frorn didalase,
An alignment is realized Ly Fning the sequences with currespunding characters dineetly above one another,

To ke currespunding elaacters L ap, we e insert dashes(aded) e e sequences. For exanphe. il two

SOQUCNCrs

§1: ACTCTTACTA
82: ACCATATA

are given, we ean alime e as Tollowes,
o

517: ACTGTTACTA
527 ACC-ATA-TA

Frouu given sequences, we ean create nwore than one alignmen s, Therefore, o evaluate the quality of an alignment.

we need to define an alignment score.
A difference score dif is one of typical scores for an aligmmnent.
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dif = mealpha + nsbeta

In this fermula, 1 s the munber of unmateles [sabetitution= in the aliznoent ad wis the waileer ol indel- Al
is a penalty for an ummateh, and beta oo penalty of an todel G|?‘.;.ma| alignaent is cutstructed iy r-.1i||:||:|':;r.i||5
the difference score,

To align two sequences. Needleman and Wunsh developed & dynamic prograteing algorithi { DF-matehing (1L

The basic idea of thew algorithm is as follows. Let input sequences be 51 [=al.al.am) and 52 {=hlbL2 g
For all i such that < < a0 £ 3 £ o0 distance wwore can b bl by the folliawiog ool
scare(l,0) = i1=beta
scora(0,.j) = jebata
far 1,) such that 0<4idm, 0<j<n
1f ai=h) then
scora(i,ji = seorel:-1,3-1)
else
scoreli,}) = min { score(i-1,j)} + beta,
scorel1,7-1}  + beta,
scorefi-1,j-1) + alpha }
Score(ij) corresponds  to the difference score of aptimal  alignent of sequences 51=al.al...ai) and

52 =bl.b2...bj). Complete nlignment of 51 and 52 can L comstracted by tracing path Teomn (0.0) e (oo,
For example, if S =ADHE) and 52{=AHIL] are givea. the path which ounswize scorefdod) s (0.0 = i1, 1) —
(2,1) = [3.2) = (3.3) = (4.4) (Fig.2).

Fig.2 DF matching

Froam this path, we can eonstruel the following aligniment.

ADH-E
A-HIE

Aligning zeveral sequences §s oee diffienll than aligning just twe segquences, 10 Nectlleman sl Wansh's

algorithm i= extended to align nosegnerces, cxeention thne grows expaoauentinlly witlow,

We are developing KLL progeams which aligo a2 igde sevpenees aned exteaet nniils,

3.1  Alignment by three dimensional DP matching

Firest oue is bascd on Nevdlemun aoed Wislcs algovitlons We estendded thes aleoimtbon o align the seepaenns
as follows.

Let input sequences be 51 (=al.a2..am) and 57 {=hlh2  bo) and 53 (=clcloeph We can aligi these
segiences by coustructing a three dimensional rectangular prisin [Fig d) aeed b Jinding o el from 020,00 10

{im.n.p) which minimize the scoring function seamw .

score2(:,),k) = score(i,j) + score() k) + score(k,i)
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{m. e c)

F.g} Thieess dianensional |:""-Lllilli.'|lllllgI

In our prograny, each node m the prisur is represeuted as a kLI process. When a process(ig.k] recerves seore
data from adjacent processes sucl as process(i-1jk). provess(ij-LkL process kU process(i-1-Lk). process{i-
Lk-10. process(ig- 1% Uy and peocess{i-1j-1.k-1]. then this proves. can calealate its seore, Therelove. e data
dependencies form warefrants diagonally across the prism from (0.0.0) ro fimn.n.pl and this program contatns 2 lol of
parallelism. However. if we align just three sequences once, each process hecomes idle most time hecause & process
mest wail a o tne unti! inopeceives all score danta Trom adjacenl provesses and bovanse a process become needless
after it scuds ils scare 1o neighbors. To make cach process work effectively. we construct the prism {netwark)
before sequences are given. After the network is constructed. if we input a set of triplets of protein xequences
[{ 51,82, §3). (4. 53, 56). .| our program aligns (31.52.53) at frst. and then aligns (545556 ).etc.. Conseguently,

each process continues to calculate its seore until all triplets are aligued.

3.2 Alignment by Simulated Aunealing

Simulated annealing is a techinicue Lo =et optimum solutions for combinatorial problems, This woeedure slarts
4 | 24 | |
with initial solution candidate X0 and initial temperature T0, and tries to find the solution X which minimizes an

energy function E{X) as follows (Fig.d).
Let current solution candidate be Xn. At first, this procedure generates another candidate Nn'. and compares

E{Nn) to E{Xu'). 10 E{¥u'} is less than E{ Xu). then Xo™ becones a new candidate. [FE{Xu") isn't less than E(Xn).
Xn remains as a candidate. To prevent E{Nn} falls inte local wininmmn. vecasionally, Xa® hecomes a candidate
instead of Xn even il E(Xn’) is greater than E{Nn). The prababiliy that the seehstinntion occurs i< controlied
by temperature Tn, Usually, as n becomes larger. Tu s scheduled to become smaller and the probahility lor

suhatitution heromes lower,

begin
Xotz Inirial selution ;
[Talamtt,_ss 1= Temperature (Cooling schedule) ;
for A= @ lo - do
begin
X' :m Some randem neighbaring solution of Xa:
4E := E(X') - E(X.);
il AE <@ then
Kusi 12 X'
else
il exp(=AETa) 2 random(0,1] then
Xast =X
tlse
Xost = Xa
end;
Ourput Xw |
end;

Fig.d Simulated Annealing

Professor lkanehisa of Kyvoto University developed an algorithm to apply this technique to a multiple alignment.
The basic idea is a5 follows. Let input sequences be 51 {(=abalaml 52 (=bLL2 bob Sk (=cleto.epl At
first. we construct initial alignment by adding indels to end of each sequence,
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51 - al,aZ%.,a3,..........,&8am,~,=,=
52 : b1,b2,b3,.......Boa,=,=,=, =~

Sk ¢ oel,ed,ed, o BT

To modify the alignment. we can insert an indel to any place in the sequence and delete another indel. 17 the
difference score hecomes smaller by thiz operation, the gew alignment bevomes a cawdiclate for solution. B
repeating this operation. we can obtatn the optinal aligniment

One of difficult problem to apply simulated annealing to actual world 35 making schedoling of rempera.
ture ([ To. Ty Tl B the seheduling i wot suitalde. we cannot obtain goorl sotution because it falis dowa 1o
local mintmum. Therelore, we must devide cooling sebeduling carefeliv, To make sclieduling problens essy, Kimuora
ol ICOT developed a parallel simulated asnnealing progean [2) I = algorithoe eacll processor maintains one
solution and performs the annealing process concurrently under a constant temperature. The selutions abtained
by the processors are exchanged oceasionallv. To each processar. ditferent temperature s allocated. Thoeselore,
data exchange covresponds to the change of temperataee. Cansequentlv we ean avoid the task ol deciding the
cooling schedule.

We developed a RLD progran which apply Iimwra’s algositlan to align maltiple sequences,

3.3 Motif extraction by comparing pairwise sequences

This program iz hased on the nlg-.‘.‘u‘ilinn developed b H, Soanth aed T, Saath [1! When protein SEUCIICTS AL
given. this algorithm extracts the conserves] patlern o input seguences. As it takes moch thne to compan: all
seguetoes ol onoe it ealenlates difermee seores Tor all paies of sconences. Fue esamphe, (5 0 sequenees are given,
we (= 12 pairs ave aligned and difference seoees pre calenbivred 1o pervallel. Afvee ditferenee seores are caloulared.
a parr whose seore is the lowest is selected. Two sequences of the pair are nerged finte one sequence using an aming

acid class hierarchy. For example, if two sequenees ace selected awd aligoned as follows
31 : ADDEK
52 : A-DOF

then they are nwerged into the Tollowing sequence.
S0 @ AgDdX

where g means a gap, 4 s the amino acid class to which IV and E belong, aud X weans a wild card] character.
50 i the generalized pattern of S0 and 520 This process i= repeated notil all ingee seepueees ave wnilied Tty e
sequence. Lhe final seguence contains a soolil slormation of inpol sequences.

4 Conclusion

We introduced three KLL programs which analvee the DN protein seipences. The pugposes of devduping
Hhese pragrams ave to investigate Uhe efficiency af paralle] prosrames awl to exteact chiracteristie pat teens,

To improve the quality of alignments ar matils, we have 1o use Lialpgieal koowledge. Though we lave o
adepted knowledge bazed approach Tor aligiooen anel il extraction. we are investigating knowledge which
biologists s o align soguences, Tloe extewcted information By tlese progeams can e vl 1 devedap the

hiological knowledge base, Qur next plan 3= o mprove these progeazns by asiog e Rooswfeege Lase,
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Constraint Logic Programming and Its Parallel Implementation :
Guarded Definite Clauses with Constraints
Preliminary Report

David Hawley and Akira Aiba
Institute for New Generation Computer Technology (1C07T)
4-28, Mita l-chame, Minato-ku, Tekyo 108, Japan

Mvovember 5, 1990

One major trend in the effort to extend logic
programming languzges is to include special
handling for ron-herbrand domains and certain
predicates over these domains which are termed
consiraints,  The component comprising Lhe
added functionality that is required to process
constraints is called a constrainl solver.' Incor-
porating non-herbrand domains increases the
expressive power of logic programming, by al-
lowing the natural expression of knowledge that
is either difficult or impossible to represent in
vanilla logic programming.

An important scheme which establishes
the semantic foundations for constraint logic
languages, is CLP(X), proposed by Jal
far and Lassez [JaL87]. Instances of this
scheme include CLP(®R), which handles linear
(in)equations over real numbers, and a num-
ber of other languages [DiH88, Wal89, BeP59].
A slightly different scheme iz represented in
the CAL family of languages at ICOT, which
variously handle rational polynomials [SaA80],
boolean equations [SaS8%], and equations on fi-
nite/cofinite sets [Sat90],

Recent work in parallel logic programming
research has included formulations based on
constraints. To do this, the concepts of uni-
fication and matching are respectively general-

'Actual systems may use freeze techniques in con-
Junction with constraint solving. This is done either to
restrict the applicalion of the comparatively heavy con-
straint solver, or to shield solvers that ose illt'tlll‘lllIE'LE'
methods.

ized to constraint satisfability and entailment
[Mah87]. This idea is picked up in [Sark9),
which proposes the Concurrent Coustraint (cc)
family of languages, which wodels concurrent
comnpulation as the interaction of multiple co-
operative agents through the asserting and
querying of a shared repository of information
sean as comstrainis. Concretely, this scheme
can be realized as a guarded (conditional) re-
duction system, where the guards contaiu the
queries and assertions. Control is achieved by
requiring that the gqueries in a guard are true
fentailed ), and that the assertions are consis-
tent (zatisfiable), We introduce Guarded Defi-
pite Clavses with Constraints (GDCC), an ex-
perimental instance of the cc scheme, which
supports an unstructured user-specified set of
sorts and constraint symbols in a committed-
choice [ramework, and is intended to be used
as a research tool for investigating issue of con-
straint solving in concurrent programming lan-
guages, such as concurrent constraint solvers,
problem decomposition, use of maltiple solvers
and hybrid techniques, management of semi-
decidable solution melhods, debugging tech-
nigues, ete. GDCC is implemented in the KL
committed-choice logic language, on the Mul-
til'si parallel logic machine.

In the CAL group, we are interested in
symbolic algebra based techniques for solving
constraints, specifically methods built around
a canonical simplifier called a Grobner Base,
which is calculated using an algorithm due
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to Buchberger [Buc®3]. These methods were
shown to be compatible with the CLP(X)
scheme for sequential constraint logic program-
ming {SaA89), and have the advantage of being
complete with respect to deciding satisfiability
and almost complete for entailment. Specif-
ically, Grobner Base solvers can handle non-
linear polynomials in contrast to solvers hased
on Gaussian elimination such as the one used
in CLP(#). The Buchberger Algorithm is NP-
hard, but it exhibits a high degree of appar-
ent parallelism. On the other hand, its per-
formance is extremely sensitive to the order
in which constraints are encountered, and Lo
the scheduling of its subcomputations. We dis-
cuss the use in GDCC of a Buchberger Algo-
rithm /Gribner Base constraint solver [or ra-
tional polynomials, and our attempts to paral-
lelize it.
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Mapping Applications onto Various Paraliel
Architectures using Functional Language

and Program Transformation

Professor John Darlington
Department of Computing
Imperial College, London

Abstract

We are addressing the general problem of how applications can be mapped systematically onto
a variety of parallel architectures in 8 manner that reconciles the need for efficient execution
with the maintenance of desirable software characteristics such as comprehensibility,

modifiability and portability.

The approach we are adapting is to use functional programming to serve as a peneral model of
parallel computation and identify the characteristics of particular parallel machines with
particular restricted subsets of the language and to devilop program transformation techniques
to convert general programs into the required forms.

The appropriate program forms are expressed as skeletons, or general purpose higher order
functions, which serve as algorithm building blocks, abstracting away many of the
troublesome features of parallel machines.

Sequential implementations of the skeletons establish their declarative semantics and optimised
parallel implementations are provided on suitable machines. Expression in a skeleton,
however, is often not sufficient to achieve optimal performance and other, pragmatic,
information is often required. We are investigating methods whereby such information can be
expressed abstractly, as & requirement the system should attempt to satisfy, rather than
explicitly, as a prescriptive way of meeting the requirement, Thus the compiler/loader/run time
system 15 left with as much freedom as possible to satisfy these requirements with benefits to
comprehensibility, adaptability and portability.

We are currently investigating dynamic MIMD machines, static MIMD machines and SIMD
and systolic machines. Programs are expressed in the funmctional language Hope+,
transformations are implemented on the Hope + Transformation Programming Environment and
the various parallel implementations are accomplished via the Hope+ to C Compiler.
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Second Joint ICOT/DTI-SERC Workshop

Title: Future Direction of Parallel Symbolic Processing

The aim of the panel: To identify the future direction of parallel
symbolic processing {rom the aspects of
architecture, programming languages, and

application areas.
architecture: Do we need special architecture such as dateflow?

programming languages: Fither convenlional languages or high
level languages?

application areas: Do any significant application areas exist
which need parallel symbolic processing?

final question: Do you think that parallel symbolic processing will
bring an innovative tool for human being and/
or human society?
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Guide to the
Japan & UK Demonstrations

Second Joint ICOT/DTI-SERC Workshop
on

Decomposition of Parallel Applications

and
Benchmarking and Evaluation of Parallel Systems

Wednesday, October 17, 1990
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10.

A List of Japanese Demonstrations

. Pentomino—7Dacking Piece Puzzle Solver

Bestpath—Shortest Path Problem Solver

Experimental svstem of parallel version of computer Go-
playing program : GOG

. Paralle]l LSI-CAD demonstration program {1) : LSI router

. Logic-level simulator of LSI circuits : A parallel applica-

tion program in LSI CAD

Experimental System of Parallel Legal Reasoning using
Precedents

. Genome Analysis Program (1} : Multiple Sequence Alig-

ment by 3-Dimensional DP-matching

Genome Analysis Program (2) : Multiple Sequence Alig-
ment by Parallel Simulated Annealing

Constraint Logic Programming Experimental System :
CAL

Molecular Biological Database in Kappa
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Title

Pentomino — Packing Plece Puzzle Solver

Purpose

load balancing scheme for OR-parallel search programs is studied.

Dynamic
Multi-level load balancing scheme is proposed, and evaluated by implementing
all-solution exhaustive search Packing Piece Puzzle (Pentomino) solver program.

(hitling

&

Features

e, consisting of a rectangular box and a collection

Packing Piece Puzzle is a puzzl
of pieces with various shapes. The problem is to find all possible ways to pack

the pieces into the box. This puzzle is known as the Pentomino puzzle, when
the pieces are all made up of & squares. This is a typical OR-parallel search
program. A multi-level dynamic load balancing scheme is developed to highly

utilize the processors.

Program structure:
An OR-parallel exhaustive search.

Load distribution:
Tasks are generated by a master processing elements (PE), and are dis-

tributed to idle PEs, in order to balance work loads. To overcome the task
supply bottleneck at the master PE, multi-level load balancing is intro-

duced.

Systen
Configu-

ration

Packing Piece Puzzle with 5 pieces —
Search Tree and Load Distribution o

FE1 PE-FE13 FEI4 PE1S
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D e t a i 1 5 (1/3)

1 Overview

In the demonstration, packing piece puzzle with 10 pieces (Fig.1) is solved with increasing
number of processing elements (PEs), and speedup figures are shown.
The demonstration is carried out as follows.

« Program is executed on 16 processors with simple load balandng scheme.

« Load balancing can be observed real-time in the performance meter window.
e Program is executed on 64 processors with simple load balancing scheme.

« Task supply bottleneck can be observed in the performance meter window.

+ Program is executed on 64 processors with multi-level load balancing scheme.

o Near-linear speedup is obtained.

3 8

oo -
2|—|5’—|T 10

Figure 1: Packing Piece Puzzle

2 Description of the program

To solve this puzzle, the program starts with the empty box, and finds all possible place-
ments of a piece to cover the square at the top left corner. Then, for each of these placement,
it finds all possible placements of a piece (out of the remaining pieces) to cover the uncov-
ered square which is the topmost leftmost, and so on until the box is completely filled. Each
partly filled box defines an OR-node, where the possible placements of a piece to cover the

uncovered topmost leftmost square define child nodes.
The program does a top-down exhaustive search of this OR-tree. Here, deepening the

tree depth corresponds to place one piece in the box. The number of OR-nodes increases
as the search level deepens, but since some OR-nodes are pruned when there are no more
possible placements, number of OR-nodes decreases below a certain tree depth.

3 Load balancing scheme

Load balancing is done on master PE by partitioning a program into mutually independent
subtasks (Subtask Generation), and by distributing subtasks to idle PEs so as to balance
work loads (Subtask Allocation). To detect idle PEs, on-demand distribution method is

—316—




D e t a i 1 s (23

utilized. When a PE becomes idle, it sends 2 message to the master PE, requesting a new
subtask. Subtask generation is done until the search reaches the certain depth in the tree.
as the number of processors increases, the rate of subtask execution eventually

However,
supply. In other words, subtask generation becomes

becomes larger than the rate of subtask

a bottleneck.
To overcome this bottleneck, we have introduced multi-level load balandng scheme.

Each subtask generator is in charge of a cerfain fixed number of processors, which form
processor groups (PG). V processors are grouped into M processor groups, therefore, each
PG is composed with 4z PEs and a certain PEin a PG is called group master PE.

In Fig.2, two-level load balancing scheme is shown. At the first level distribution, super-
subtasks are distributed to idle PEs to balance the loads of PGs. At the second level,
subtasks are distributed to idle PEs to balance the loads of PEs which belong to a PG.

This scheme is scalable to any pumber of processors because of this multi-level structure.

Super-Subtask

ﬁihl Generator
Aﬂfﬂﬂ [I]E] [ﬂ]]] II[[E‘; Super-Subtasks

ﬁ?!-ﬂ?_\‘ Distribution

]| 1] st e
PG PG PG Pow Distribution

| 1

O O O Subtasks
O OO

Distribution

I | \d@ u Second Level
Distribution

PE, PE. FPEg_, FEg

L PGy }

Figure 2: Structure of Multi-Level Load Balancing
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D e t a i 1 5 (3/3)

4 Speedup Measurement

Execution times are measured for one-level load balanang and two-level load balancing.
Speedup (Sw) is defined as the ratio of execution time on 1 PE (T}) to N PEs (Tw), and
calculated by %‘;, and it is described in Figure 3.

Spesdup of one-level load balancing becomes saturated because of the subtask generation
bottleneck. However, it is improved by two-level load balancing, and near-linear speedups
are obtained: 7.7 with 8 PEs, 15 with 16 PEs, 28.4 with 32 PEs, 50 with 64 PEs.

i
&4
—pa Twe-lovel load balanding
e
e
d
uﬂ
P
o Dime-level load halascing
16
8-
1 " L) L L] -:
1 -] 16 32 (7]

MNumber of Processors

Figure 3: Speedups

5 (Conclusion and Future Works

This scheme is efficient not only for OR-parallel search problems, but also applicable to
general trees search problems including alpha-beta pruning problems, which does not involve

frequent inter-processor communication.
This multi-level dynamic load balancing scheme is now availavle as a utility program to

come with the operating system PIMOS.

—318—




Title

Bestpath — Shortest Path Problem Solver

Purpose

The problem of mapping intercommunicating processes on loosely-coupled
multiprocessors is studied and evaluated by implementing 2 shortest path

problem solver.

Cutline

&

Features

Problem : The single-source shortest path problem is to find the minimum
cost paths between a given starting vertex and all other vertices of a
graph in which each edge has a non-negative cost. Large-scale grid

with tens of thousands of vertices are used in the demonstra-

graphs
test data.

tion. Edge costs are given by random numbers as the
Algorithm : Processes corresponding to each vertex exchange messages
with each other. Each message contains path and cost from the start-
ing vertex. A priority is attached to each message so that a message
with lower cost is sent earlier than one with higher cost. Each vertex
remembers the shortest path notified so far by the messages and its

cost,

Load balancing : Three different static mapping strategies are tried to
get high processor utilization with low interprocessor communication.

System
Configu-

ration

‘;—-— Shortest path

Starting vertex
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Outline

 The single-source shortest path problem is to find the minimum cost paths between

a given starting vertex and all other vertices of 2 graph in which each edge has a
non-negative cost. In the demonstration, the grid graph consists of forty thousand
vertices. Edge costs are given by random numbers.

Io the demonstrated program, processes are generated for each vertex in a graph
and computation is performed by exchanging messages between processes. This
algorithm requires Jess computation than the algorithm in which processes are forked
for each candidate path. Priority control efficiently prunes the search branches, so
the algorithm is as computationally efficient as Dijkstra’s algorithm.

Algorithm

A message contains the path from the starting vertex to the receiver vertex and its
cost. The computation is initiated by sending a message with an empty path and
zero cost to the starting vertex. All the vertices remember the minimum cost to reach
the vertex notified by the messages received so far. Initially, the cost remembered
by each vertex is infinite (Figure 1).

When a message arrives at a vertex and the cost notified by the message is smaller
than the minimum cost remembered in the vertex, the new cost is remembered and .
messages with better paths and costs are sent further to the adjacent vertices (Figure
2). If the message has a larger cost value than the known minimum, it is simply
discarded.

Since a message is represented by a process, sending a message means crealing
a message process, while receiving a message means executing a message process.
Each message process has a priority decided by the cost: 2 message with a lower

cost is received earlier than one with a higher cost.
When there are no messages left in the graph, each vertex has the shortest path

from the starting vertex and its cost.

Load Balancing

The heaviest part of the processing is communication, which is initiated at the
starting vertex and propagates gradually to the whole graph like wave propagation.
So, the processor utilization is expected to be higher as the grid is divided into

smaller blocks.
Conversely, when the grid is divided into blocks for mapping, interprocessor

communication arises at the boundaries of the blocks. So the more the grid is
divided into smaller blocks, the more interprocessor communication occurs.
The program tries to attain a good compromise between communication local-

ization and processor utilization.




1 Each vertex has
l——' (w0, -

i 1
L T
4 5 Verlex v remembers
Starting (1234,w) 1
vertex f.__._
ol 10 ¥
(%] @]

w
Initial message(0,{]) &=
. ) %eﬂage(lﬂl. u)
N at pricrity P
D u

Figure 1: Initial state
Starting vertex
i

Vertex v remembers

(1121,u) 7 Message(1128, v)
with priority Py
w L 1']
0 @ o’

Priority: Message(1131, v)
(higher)P = P, 2 Pi(lower) with priority Py

#

. B

Starting vertex

u

Figure 2: Message communication

Mapping Strategies
The following three mapping strategies are tried. In each mapping, p = g° processors
are employed.
Two-Dimensional Simple Mapping _
Divide the grid into ¢ x ¢ blocks and map each block onto the corresponding
pIOCessor.

Two-Dimensional Multiple Mapping
Divide the grid into k super-blocks, each of which is again divided into p blocks

just as in the two-dimensional simple mapping. Each processor is responsible
for k blocks, one from each super-block.

One-Dimensional Simple Mapping
Divide the grid simply as p narrow rectangular strips and map them onto the

Processors.




12 13 14 J

The shaded block is mapped onto processer 0.

Figure 3: Decomposition of a grid for two-dimensional simple mapping

12113[14)15

1] 2] 3] The shaded blocks are mapped onte processor 0,

Figure 4: Decomposition of a grid for two-dimensional multiple mapping

----- o |15

The shaded block is mapped onte processar 0.

Figure 5: Decomposition of a grid for one-dimensional simple mapping
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Performance Results for a 40,000-vertex grid

Speedup Two-dimensional simple

304 grmeeenane One-dimensional simple
¢= — — Two-dimensional multiple

n T T ¥ 1 T + 1 L

14 8 16 25 36 49 f4
Number of processors

Figure 6: The speedup for various mappings and numbers of processors

Processor utilization ratio(¥%)
1004

ab

D'
One-dimensional simple

Processor utilization ratie(%) Processor utilization ratio(%)
1004 100

S04

Two-dimensional simple Two-dimensional multiple

= Ratio of operations for communication
4 Ratio of other operations except eommunication

Figure 7: The processor utilization ratio for various mappings with 16 processors
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Title Experimental system of parallel version of computer
Go playing system “GOG
Go has been a difficult game for the computer to play. We are trying
Purpose to build a strong Go program using the computer power of the parallel
inference machines.
[Outline]
¢ The intermediate results of parallel Go playing system *"GOG"

on paralle] inference machine.

Outline  This research is being jointly developed with ETL.
& [Feature]
Features
1. The tasks of small granularity tend to smooth out the
load imbalance caused unevea tasks of large granularity,
2. The frontend sequential GOG system dispatches string search
works to the Multi-PSI which works as a backend machine.
Multi-PSI
generation
of tasks

FEP T3
Systen GDG position
Configu- \ .

B Recognition
ration
Move Decision ||
dead falive
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Developing a computer Go playing system

We have been developing a sequential computer Go playing system called "GOG"
on the sequential inference machine since 1985. The current system is stronger than
a human Go beginner, but considerably weaker than a average-level amateur.

To make the present system stronger, GOG has to incorporate much more pro-
cessing. But, if the system simply took in all those tasks, the execution time would
be too long. In the parallel GOG system, we would like to incorporate more tasks

and still keep the execution time relatively short.
A parallel version is now being designed to run on the parallel inference machines.

Part of the system have already been parallelized. It is a intermediate result of
computer Go system "GOG™ of parallel inference machine.

The capture search

The outline of the process in which GOG determines its next moves is as follows.

Recognition of board configuration
—+ Geperation of candidates moves
— Decision of next move

In the recognition of board configuration, GOG determines which strings (con-
nected stones) are in danger of being captured. And, for each such strings, it does a
search to decide whether the string will be captured or not. This recognition is very
important in this phase, because next move depends on the state of stones “dead or
alive”,

This system recognizes dangerous stones with DAME of 4 or less. Such a state
(string with few DAMEs) occurred frequently and many dangerous stones are ap-
peared at the same time. The capture search time accounts for roughly 40% of
processing time of the board recognition phase. As the first step of parallelization,
we wrote the capture search part in the concurrent logic language KLI.

i#d B¥

|
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For efficient parallel execution

(1) We adopt 2 dynamic load balancing scheme to make the most of processors.
There 15 a master processor to distribute search tasks to other processors. An idling
processor requests work to the master processor, and receives a search task.

(2) All processors have a copy of the board, and updates it every time a move is
made. This reduces interprocessor communication, since the master processzor needs
only to specify which string is the target of the search.

(3) After all dangerous cluster search tasks have been dispatched, a particu-
lar kind of plausible move generation tasks are dispatched. Those are "KESHI"
candidate moves that may restrict the enemy’s potential territories. Since KESHI
candidate generation tasks are of smaller granularity than capture search tasks, they
tend to smooth out the load imbalance due to search task size variance, thus making

the processor utilization higher.

Front End Processor (FEP) Multi-PSI

E3 | PE4 - - -

position

Reeognition
of points
Search 1 5‘”“ P Search 1
Search 1
S-u:rh 1

Recognition dead falive .
of strings u Search T - )
Recognitions ‘ )
of groups
l Search 2
Generation of Search 2 |
didat
Ean! ales KESHI
] Candidate 1 1{ I ;{rqnt
Evaluation Candidate 2 KESHI ( KEEI]

Decizion of
pext move

Figure2. How the FEP and Multi-PS] processors
cooperate to decide the.next move

—326—



D e t a i l 5 {3/'3}

How to decide the next move

We have incorporated the parallel board recogaition program into the sequential
GOG system.

1. The frontend sequential @GOG system notifies the enemy moves to the Multi-
PSI master processor. Then, the master processor dispaiches the capture search
tasks and then KESHI candidate generation tasks to the other processors. The
results are sent to the master processor and then to the frontend processor.

2. After the frontend sequential GOG system get the candidate moves from the
Multi-PSI, it evaluates them with the candidates generated by itself. Then it decides

the next move.

This experimental parallel GOG performs more processing than the
sequential GOG system, but the processing time is kept roughly the same.

Demonstration

1. Recognition of the board configuration in parallel
2. Play with Multi-PSI
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Title

Parallel LSI-CAD demonstration program (1)
LSI router

Purpose

A VL5I layout problem consists of several different problems that require massive
computational power. Routing is one of those problems. Our aim is to study
concurrent algorithms and load-balancing methodologies through design and
development of parallel routing programs.

[Abstract] This program executes routing between modules on an LSI chip, after
the placement of each module has been fixed. It determines the copnection paths
between terminals of each module.

[Concurrent algorithm)] The Basic algorithm is a sequential line search, the
look-ahead line search algorithm. It is expanded for parallel execution. Major

OQutline
5 parallelism is extracted from concurrent routing between nets,
(Implementation] As this program is based on a kind of line search algorithm,
Features processes are assigned to each line segment on each grid line as concurrent
execution primitives. Intermediate results of routing are kept as inner statuses
of each line process. Routing is executed by communication between these line
processes. The master line processes stand for grid lines, and manage line
processes on a corresponding grid, and relay those communication messages. Line
drawing and rip-up correspond to dynamic split and joint of these line processes.
E master_.line process
]
rf“ .-'_{L// 5( ¥
i’ij’/" ﬁj&—”
7%%/%
LillazAzx
A
- line process
Systen
Configu- \J
same line orthogonsl line
raticn
mns ler—hﬂE Process master.lme pru Cess

message from message to
crossing line crossing line

message from adjacent line
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[Routing problemn)
Routing is one of the VLSI layout problems which determines connection paths

between terminals of modules on _a.ﬁ LSI chip. Routing is executed after placement
of modules his been determined in an LSI design of gate arrays, standard cells,

or building blocks. There are several well known algorithms for the problem

such as maze routing, line search and channel routing. We assume two routing
layers, one for vertical and the other for horizontal paths. We also assume that
each connection must be routed on a virtual grid on a chip surface. The block
and through hole inhibition conditions are also dealt with.

[Basic algorithm] | '

This program is based on 2 kind of line search algorithm, look-ahead line search.
This algorithm calculates positions that are expected to lead to 2 good solution

before routing each line segment. Figure 1 shows this process. Start point S
and a target T are given. If a line drawn downward from S turns at A, then the
reachable point that is closest to point T is point 2. Similarly, if the line

turns at point C,D then corresponding points are ¢ and d for each. These points
(8¢, d ) are called expectation points for S. Note that as the through hole

is inhibited at point B, so point b cannot be an expectation point for 5. Of all
these expectation points, point ¢ is the closest one to point T, so point S and

point C will be connected in this search step. Similar processes are followed
and thus point S and point T will be connected. In addition to the above

processes, this algorithm includes two more functions. One is to get out of
local optimal point in expectation points calculation. The other is backtrack
for escaping from a dead-end by removing the last-connected line and returning
to the point visited last. Thus this algorithm guarantees the wireability

between two terminals, if connection paths exist.

D d bW
[ Fw
H s[ El F| 6l..
B X
A J : £as iy -, 2% pass through inhibition
B -..f b f\ - - LI ]
it o 2 ey £ through hole inhibition
q g ) clye
— rar
hf X e X * X
FiLy LL
4 x *KJY X K
b 4 p 4 W
# ;.{ 7
wir e ] Al -w
Fai P . i .
Fig.1
dagd }{ J’>< T L E

--329—




D e t B i 1 s (3'/3]

[Concurrent algorithm)]
This program uses a parallelized version of the line search-algorithm shown
above. The programis 'dﬁigﬁ&d to extract-a parallelism of computation mainly
from the concurrent search of multiple nets._On KL1 programing, _thé‘minjmum
execution unit is called process. We usually adopt an execution model in which
the computation is executed by exchange of messages between these processes.
This program'also adopts this execution model. As our algorithm is based on the
line search algorithm, so processes correspond to each’lines on grid. Each line
process maintains the corresponding line's status-and at the same time the
execution-entity of search. As figure 2 shows, each process corresponds to each
grid line and line segment on it. In this program, search and routing proceeds
~ by the exchange of messages between these line processes. The routing process of
one net is almost the same as that of the basic algonthm, but the cnﬁputatinn
of the expectation point, mentioned before, is parallelized. The computation of
the best expectation point is executed in this‘program as follows. Request
messages for.calculation of expectation point are distributed from the line
process now being searched to the line processes that cross it.- Thus computation
of expectation point is executed mncu:rtntiy on each line process that received
a calculation request message. Later, the result of each calculation will be
returned from these line processes to the searching line process, then this line
process aggregates these results and determines which is the best expectation
point. When the best expectation point isfound, the searching line is connected
(fixed) to the crossing line that includes the best expectation point.
(Figure 3(2)-(d))

-
B master_lina process
1 FZ7A77A7A | Y
: s
I AT
2%,%%
i VA Y
S
¥ || #—| line process
Fig.2
- Lt
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Note again that the concurrency of computation is extracted mainly from routing
of multiple nets, in other words, from parallel search for multiple nets. In

this program, routing is scheduled to route nets in increasing order of their

size, shortest net first and longest net last.

[demostration]
The parallel routing program, written in KL1 on the Multi-PSI, executes routing

of LSI chips of a practical size. Execution results will be shown on a display

in real time.

[Kitazawa,H. and Ueda)K., "A LOOK-AHEAD LINE SEARCH ALGORITHM WITH
HIGH WIREABILITY FOR CUSTOM VLSI DESIGN?, proe. of ISCAS 85, pp1035)
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Titl . . . . .
’ Logic-level simulator of LS] circuits : A parallel application program in LSI CAD
« To construct a logic-level simulator in a concurrent logic language KL1 which
can simulate practical-size logic circuits on the Multi-PSL
Purpose
« To evaluate the virtual time mechanism, which is a parallel control mechanism
for discrete event simulations.
The system simulates the behavior of logic circuits described at the logic-gate level, taking
delay time of each gate into account, The virtual time mechanism is used in order to realize local
time management in cach processor. When a time reversal occurs, the rollback of event bistory is
performed to malntain the correciness af the aimulation,
1. Event-driven simulation
¢ Tosimulate the gate behavior oaly when its input signal changes (only when an event
Outline oceurs)
& 2, Parallel contre] mechanism — virfual time mechaniam
+ Local synchronization by passing mesasges between gate processes
Features Exch message has the information of new signal values and its changing time
+ Rollback will happen when a messsge arrives in incorrect order. (Rollback means
rewinding the history of a gale proccs.)
+ Seheduling of mesvage processing in one procesor #o a3 Lo decrease the [requency of
roilback
3. Laad balaneing = static load balancing by preprocessing
« To decrease the frequency of rollback
o To decrease the inter-processor communieations
static | lancing | i
> (dividing the circutt statically) —» (the divided circuit data)
System | parallel execution of simulation
Coofigu— (_
the divided circuit data) —y
ration (simutation engin_e) > (output signal saquances_)

(input signal sequences ) >4
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OUTLINE

Logic-level simulation of LSI crcuits is one of the most significant stages in the
LSI design process. The purpose of logic-level simulation is to verify the correctness

of the logic circuit design from the viewpoints of its logical specification and signal
propagation timings. Since simulations needs a long run time , high speed simulator

is eagerly awaited.

We.constructed a logic-level simulation system on the Multi-PSI which can deal
with gate delays. The virtual time mechanism was adopted as parallel control mech-
anism, and we have just started evaluation of the efficiency of parallel processing.

APPLICATION

The system can simulate both combinatorial circuits and sequential circuits of
practical size such as those consisting of over 10,000 gates. Circuits should be
described at the gate level. Different delay time with a multiple of a unit value can
be assign to each gate. The simulator handles three signal values, Hi Lo and X (not

specified).

SIMULATION METHOD

We adopted an event simulation method, that is, the gate behavior is simulated
only when its input signal changes. Each gate is implemented as a process. Events
are propagated as messages with a signal value and time. When a message arrives
at an input of a gate process, it calculates an output value. When the ouiput value
changes, that is, when an event occurs, a new message is generated and propagated

to following gates.

PARALLEL CONTROL MECHANISM

We adopted the virtual time mechanism as a parallel control mechanism. When
a gate process receives messages in correct time order, it calculates events recording
its event history. However, when a message arrives in incorrect order, ( a message
arrives which has an earlier time tagthan that of the last message) the gate process
must rewind its history ( this procedure is called “rollback”) and simulate again
from the time which the time-reversal message kept.

Opposite to our method, there is a well-known parallel simulation mechanism,
called distributed simulation. In that mechanism, each gate does not start event
caleulation until messages arrive at all its inputs. This mechanism assures the
correctness of time order of messages, but it does have the possibility of deadlock.
Supplementary messages are used to avoid deadlock, which makes costs very high.

The remarkable merit of the virtual time mechanism is that there is no possibility

of deadlock.
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1. Local control mechanism
(2) When a message arrives in correct order
« Computes the new output signal value using previous state of the
gate and the new input signal value
+ Sends a new message to following gates if the output signal value
changes
(b) When a message arrives in incorrect order
¢ Rewinds the history and restores the gate state for the time just
before the message should have arrived, and resumes simulation from
that time
» Cancels the invalid messages already sent

2. Global control mechanism

(a) Memory management: Sometimes computes global virtual time(GVT).
GVT is updated equal to the earliest time kept between gates. GVT is
used to release the event history. History records, corresponding to the
time earlier than GVT, can be released.

(b) Termination detection: Simulation is regarded as finished when GVT
exceeds the simulation finish time.
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o e ek i

3. Scheduling

In one processor, we should schedule messages to arrive at their destinations in
correct order (to keep rollback frequency low). We made a scheduler process
in each processor to sort messages in the right sequence.

PDIN'I_‘S TO CONSIDER IN LOAD BALANCING
1. To make simulation proceed in each processor at the same pace

2. To make communication frequency between processors as low as possible

DEMONSTRATION

We simulate the sequential circuit which consists of about 13,000 gates. Input
signal sequences are generated randomly except clock lines.

As the result of the simulation, besides the output signal sequences, we get
several data for the performance evaluation. We can evaluate the elapsed time, and
can compare the total number of messages with the number of rolled back messages.

—335—




Title

Experimental System of Parallel Legal Reasoning using Precedents

Objectives

The objectives are to develop a parallel inference engine and to investigate the

computational model of legal reasoning.

Qutline &

Feature

o (Case-based reasoning is reasoning from precedents, adapting old solutions

to solve new problems. We evidenced that legal reasoning can be modeled

as case-based reasoning.

« Qur system deals with precedents about death due to overwork. Legal

decisions and arguments made by plaintiffs, defendants and judges in law
courts are extracted from old cases, and represented in the form of case
rule. When set of facts of a new case are input to the system, it creates
all possible inference irees the roots of which are légal consequences. Our
system is used to construct explanations to help the plaintiff or defendant

make their asseriion firm.

« Condition part of each case rule is checked if it is similar to the new facts.

The matching process can be independently performed for each ease rule.
We dispatch case rules to multiple processing elements (PEs) of Multi-PSI
and the matching process are performed actually in parallel. We much

improved the efficiency of the legal reasoning.

Structure

(Fm:ndmls about death due (o nvam@

extract
Inference Syslem
'
Case Rules
¥
input Inference Explanation output .
03’""!5} ’ Engine *1 Construction »] explanations
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Contents of Demonstration (1/3)

[ Legal Reasoning Problem ]

is solved by reasoning using syllogism based on legal rules.

We might think that legal problem
cared in legal rules are often

But this approach did not work well, because legal predicates app
ambiguous. In fact, 2 legal rule does not make it clear how to apply the law to a new case. In

a lawsuit, both plaintiff and defendant asserts their interpretations using suitable facts.

When making interpretations, law experts use a kind of case-based reasoning. They refer
precedents concerning old cases similar to the new one to help themselves make explanations.
Then legal reasoning is a good example of case-based reasoning.

Qur demonstration system deals with precedents about death due to overwork. When
{acts of a new case are input to the system, it retrieves cases similar to the new case from a

case base, and outputs all possible inference trees to explain each consequence.

[ Representation of Cases |

Each fact being involved in a new case is expressed in the form of 3-tuples, {object, relation,
tic network representing the relevant facts of

value} . A set of the 3-tuples construct a seman
the case.
Prec
plaintiffs, defendants and judges in law. courts. They
nitial facts. The reasoning processes can be regarded as a set of rules. We
rule 2 “case rule”. The condition part of a case rule represents a situation of an old case,
its action part represents a result of inference. -
A case rule is apparently similar to production rule, but is different because it is not
a generalized rule. It represents just relations between concrete situations of the case. Asa
is particularly useful for solving problems in which
About 270 case rules are previously

edents contain reasoning process, which are legal decisions and arguments made by
reason some consequences based on the

call this type of

and

case rule is expressed in concrete level, it

knowledge is difficult to be represented as general rule.
extracted from 25 precedents and stored in the case base.

[ The Process of Generating Explanation ]

When a hew accident happens, we represent is as a semantic network. Facts of the new case arc
input into the system. The inference engine retrieves case rules each of which condition part
matches to the new facts, and executes their condition parts. By matching-execution cycle, the

reasoning proceeds with forward chaining. The explanations are constructed as chains of the

inference.
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Contents of Demonstration (2/3)

The matching process is based on similazity, and it has two characteristies. (1) If

importaat facts of the condition part matches to the input facts, the rule can be fired even if
other condition does not match. (2) Even if condition part does not match input facts, if they

match at the abstract level, they are regarded to be matched. This is 2 kind of generalization

of a case rule using JS_A link of 2 semantic network.

[ Inference Engine and Parallel Processing |

In the experimental system, as past precedents are stored in the form of 'case rule’, the reasoning
process is performed by a matching-execution cyele like an inference engine of a production
system. The condition part of each case rule is converted to a process network of KL1 in

advance.
When the facts of the new case are given to all of these process nelworks of matching,

each process network checks whether the set of facts are similar fo the condition part of the case
rule by using similarity-based matching. If the sum of the similarity weights of all conditions
in the condition part is greater than the threshold of the case rule, then this facts is regarded
as matching the case rule. Then the action part of the case rule is transferred to the process
network of execution, and the results of the matched case rules are given to all of the process

networks of matching. Thus forward chaining of the reasoning is generated.
As mentioned zbove, the cost of the similarity-based matching is very high, because

a case rule generally has many conditions and the similarity-based matching is heavy enough.

Also the matching process for each case rule can be performed independently. If there are a
large number of case rules stored, we dispatch case rules to multiple PEs and the process of
fmatching condition parts are performed actually in parallel. Then we can improve the speed

of the legal reasoning.
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Contents of Demonstration (3/3)

[nitial facts PED

--------------------------------- -

History management process
: E Exolanati Process network of
O_' -Expranation . matching of case rules

- : e &

{ i P

Case rule : ¢ |Matching| (Matching| @ : Malching

' C) execution i jlofrulet | Jofrule2 | ! {lofrule3
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Parallel Inference Engine
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Title Genome Analysis Program (1):
Multiple Sequence Alignment by 3-Dimensional DP-matching

« Parallel programming on a large-scale problem n KL1.

HL -
Pese « The first step to genome analysis.

[Outline]

The system solves three-sequence alignment problems by 3-
dimensional DP-matching. - The DP-matching is executed by a
of KL1 processes. The network works as a parallel

outline | prismnetwork
ipeline.
& pip
Features
[Feature]
« Efficient DP-matching by parallel pipeline processing.
o Quality improvement in three-sequence alignments.
=
l_l_ = f.f-"’ f‘f’ f"/" ’H,—-’
. = == P
[ _ -
[ -
Systes 3 sequences ,:> P ]
E.'{:n.figu- . [ I H'f‘
r
rati 1 |1
on E I_| - f
: _ L~
Aligned <:| P
3 sequences

3D DP matcher made of
KIL1 process-network
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1 What is multiple sequence alignment?

Biologists often align DINA and protein sequences in order to determine liow similar they
are. DN A is a chain of four kinds of nucleic acids and 2 protein is a chain of twenty kinds of
amino acids, which ave translated from a chain of nucleic acids. Strong similarities between
sequences may result from a common evolutionary relationship, and these sequences may

have almest same function.
Figure 1 shows a typical multiple sequence alignment. Twelve fractions of enzyme

proteins are aligned. Each letter stands for an amino acid: D is aspartic acid, R is
arginine, H is histidine, and P is proline.” A good alignment has same or similar amino
acids in each column. To make an aliznment good, each sequence is shifted or gaps (dash

characters) are inserted into the sequence.

~——DRHP-|PHHOEILCRLGRC-HYFTTIDLAKGFHOIEMDPESVYSETAFS
——-—Dﬁ'I'H-LPHHﬂ'EI.L'FLIH_GK-H.IFSISFDEKSGFHQ‘HLLDQESRPLT.&FT" ------
——-I':IIHFT#‘FHFTHLLSELFFSHQH‘TT\"L_DI.FZD'J.FFELRLHFTSQPLF,&FEW—RD?IM
—==L=FGPYQRCLPLLSALPOOWRLI=1IDIXDCFFSIPLYPRORPRAFAFTIPSLHHH
e P GAYQQGAPYLSALPRGWPLM-YLDLXDCFFSIPLAEQOREAFAFTLPSYHND
---DLSSSSFEFPDL-SSLPTTI.JLHI.QTIGLHD;'\._TIFQfPlPHQFQPTFAFT?PQQENT
===TLTSPSPGPPOL=TSLPTALPHLOQTIDLTOAFFQIPLPRKQYQPTFAFTIPQPCHY
~==P|PALSPGPPDL=TAIPTHPPHIICLDLKDAFFQIPYEDRFRSYLSFTLPSPGEL
===D=FWEYQLGIPHFAGLEREK SYT-YLOYCODAYFSYPLOEDOFREYTAFTIPSIHNE
YHWPE F=AYPHLOQTLAHLLSTOLOQWL=SLOYSAAFYHIP [SPAAYPHLLYG====—===
¥ WPRF—-AYPRLOSLINLLSSHLSWL-SLOYSAAFYHIPLHPAAMPHLLYG
MAFPRY-WSPHLSTLRRILPYGHMFRI-SLDOLSQAFYHLPLHNPASSSRLAYS

Figure 1 Multiple sequence alignment

2 Dynamic programming on sequence matching

Dyunamic programming (DP) is a basic method to find an optimal alignment, The method
is regarded as the best path search in the N-dimensional network. In the method, for
example, if two sequences, ADHE and AHIE arc given, we form a 2-dimensional network
that has 25 nodes connected by arrows. A cost is assigned to each arrow. We scarch a
path from the top left node to the bottom right node, minimizing the total cost of arrows.
In this case, the set of arrows that connect white civcle nodes is the best path. This best
path corresponds to the optimal alignment, ADH-E and A-HIE (Figure 2.1).




I e

Costs on arrows should reflect similarity between compared characters. In the case
of protein sequence alignment, Dayhoff's odds matrix (Figure 2.2) is the most popular
way of obtaining the costs. The matrix was oblained by statistical analysis of mutation
probability of amino acids.

Though DP-matching is an optimal method for alignment, it takes a lot of calculation
time. DP-matching with more than three dimensions is too time-wasteful to be used for
practizal alignment. So DP-matching has been used for partial matching, when several
sequences need to be aligned. For instance, we can produce all pairwise aligznments of
given sequences with 2-dimensional DF, then merge the alignments one by one.

AHTE

Figure 2.1 DP-matching method
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3 Parallel pipeline processing of 3-dimensional DFP

If 3-dimensional DP can be executed rapidly, it is useful for partial matching because it
tolerates noise better than 2-dimensional DP does. e have implemented 3-dimensional
DP on the parallel machine, Multi-PSI, and improved the speed of three-sequence match-
ing.

Qur system constructs a 3.dimensional prism network with KXL1 processes (Figure

3). The prism network is divided into 64 subprisms of equal volume and is mapped to

64 process elements (PEs). The KL1 is suitable for constructing such mesh-like process

networks and the network can be used as data-flow pipeline easily.
If many different combinations of three-sequence alignments are available, we expect to

merge whole sequences adequalely for rultiple alignment. This system provides optimal

three-sequence alignments by parallel pipeline processing.

4 Demonstration

The demonstration system solves three-sequence alignment problems continuously by par-
allel pipeline processing. After several initial alignment data are fed to PEO, their optimal

alignments come out from PE63 and are displayed at short intervals. During processing,
the performance meter window shows that several wavefronts pack and propagate from

PED to PE63 clearly.

o % =
1 [
ADHRES. 'ERERL] # a
ABTES .., rerens g - H_,,.-""
AHIDG . .o cnuvesn Er o~ L]
P * =1
o ;- . L #.’i_,.-f'"
1-1- .".\ |
i -~
-'; . -
'l; -{ .'1:' I-'l. l|.'-l .”.r‘ -~
N 3 |~

Figure 3 3-dimensional DP-matching
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Title Genome Analysis Program (2)

—

Multiple Sequence Alignment by Parallel Simulated Annealing

« Application of a parallel simulated annealing to a practical

Purpose problem.
¢ The first step to genome analysis.
[Outline]
The system solves a multiple sequence alignment problem by
scheduleless parallel simulated annealing. Each PE has a con-
outline | Stant temperature and exchanges solutions with neighbor PEs
& in some probabilistic way.
Features .
[Feature]
e Simulated annealing without designing a cooling schedule.
¢ Generating various alignments in different local minima.
I Initial Sequences '
T == t on PE1
s ;
- oo T _ 2 I onpe
Configu- i:‘ ________ :1;___“‘ $ ¢ PE3
TJ‘ i :[i . i on
ration T+ 1 T T "‘i“: { on PE4
==X { on PES

Ts

l Aligned Sequences l
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1 Simulated annealing algorithm

In many impertant practical problems, a solution is an arrangement of a set of discrete
objects according to a given set of constraints. Such problems are typically known as
combinatorial problems. The set of all solutions is referred to as the solution space and
an energy function is defined for all solutions. To solve a combinatorial problem is to find
a minimum-energy spot in the solution space.

A general sirategy to search in the space is the method of ‘iterative improvement'.
The method requires a set of moves that can be used to modify a solution. One starts
with an initial solution and examines its moves until a neighboring solution with a lower
energy is discovered. The neighbor becomes the new solution and the process is continued
to examine the neighbors of the new solution. This iteration terminates when it arrives
at 2 spot that has locally minimum energy.

Simulated annealing algorithm is an extension of the method of iterative improvement
based on an analogy between a combinatorial problem and the problem of determining
the ground state of a physical system. To bring a fluid to a highly ordered state like a
single crystal, a process called ‘annealing’ can be emploved. We first melt the system by
heating it to a high temperature, then cool it slowly, spending a long time at temperatures
in the vicinity of the freezing point. Kirkpatrick et al suggested that better results to
combinaterial problems can be obtained by simulating the annealing process of physical

systems (Figure 1).

begin
Xo = Initial solution |
(Ta)mo N1 3= Temperature
for n:=0 toN-Ido

begi . _ ‘
t}%"T:: Some random neighboring solution of Xn:

AE = E(X's) - E(Xa);
if AE <0 then
Xarr =X

else
if exp(-AE/Ta) 2 random(0,1) then

Xasti=X'n

else
Kasl 1= xn

(Cooling schedule);

end;
Output Xn,

end; Figure 1 Simulated annealing algorithm

2 Multiple alignment as a combinatorial problem

There may be some ways to formulate multiple sequence alignment as a combinatorial
problem. Kanehisa, a professor at Kyoto universily, developed an ingenious formulation in

order to solve multiple alignment problems by simulated annealing algorithm. We adopt

his formulation.
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Ianehisa's idea is as follows. First, we make an initial alignment by adding 2 number
of gaps to both head and tail of each sequence (Figure 2.1). To modify the elignment,
we focus on one sequence in the alignment 'and select a gap and an amino acid randomly
in that sequence. Moving the gap to the other side of the selected amino acid gives the
modified alignment (Figure 2.2).

The energy of an alignment is calculated by summing up each correlation value of pairs
of characters located in the same column. The correlation value comes [rom Dayhoff's
odds matrix. If the energy of the modified aliznment is lower than that of the previous
one, the modified alignment is always regarded as a new alignment. If not, whether the
modified one is regarded as a new alignment or not depends on the probability derived by
temperature. The temperature is decided according to a cooling schedule. This annealing
operation often brings good alignment (Figure 2.3).

"-744-——HAPATFQRCHHDILRPLLHKHCLHFSTSLD
D LKQAPSIFQRHMDEAFRVFRKFCCVE SNNE-—~~~~-

Momemnoee SPTLFEMQLAHILQPIRQAFPQCTILQASF-==---~
Iigure 2.1 An initial alignment

"=~ HANSPTICQLYV-QEA-LEPTR-KQFTSLIVIH-=----~
Hom e TCEPT;CQL??GQ-V-LEPLHLHH'PSLCHLHﬁ*H*“ﬂ-“
Memmmem SPTLF-EMQLAHI-LQPIRQA~FPQCTILQASP=~~=*

Figure 2.3 A good alignment

3 Scheduleless parallel simulated annealing

Designing a cooling schedule is troublesome because the optimal cooling schedule depends
on the type and the scale of combinatorial problems. Without careflul lemperature reduc-
tion, a solution is trapped in a local minimum which has relatively high energy. Kimura,
a member of ICOT, developed the method of parallel simulated annealing that makes it

possible to avoid designing the cooling schedule.
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In Kimura’'s method, each process element (PE) maintains one solution and performs
the anne.a.ling operation concurrently under a constant temperature that difiers from PE
to PE. The solutions obtained by the PEs are occasionally exchanged between PEs that
hold neighbor temperatures (Figure 3). This exchange of solutions is controlled in some
probabilistic way. Kimura proposed a scheme of the probabilistic exchange, and justified
it from the viewpoint of the probability theory. He applied his method to a graph-
partitioning problem, one of the representative combinatorial problem. That proved his

method to be efficient.

T (t erature
(temp ) a cooling schedule for the

|
711 qu K sequential simulated annealing
[EE L

i Ks
T3+ ;
P Ke

Te1 T Ks
T[54 '

) — { (time )
U parallelize

Tr === 3 - { on PE1

L L L ionpe

Ts 7 """i"" '"ﬁ % — 1 on PES3

T4 T T $“ ~ { on PE4

Te —===>— t on PE5

1 : a probabilistic exchange of solutions

Figure 3 Scheduleless parallel simulated annealing

4 Demonstration

The demonstration system solves multiple sequence alignment probles by the parallel
simulated annealing method. The multiple alignment problem is formulated as a combi-
natorial problem by Kanchisa's idea, and the simulaled anncaling operalion is processed

by Kimura's method.
Generally, it takes hundreds of hours for optimization by simulated auncaling. The

demonstration is a brief version of multiple alignment. It shows you gradual improvement

of the alignment of some small protein sequences.
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Constraint Logic Programming
Title

Experimental System CAL

(1)Programs easier to write and read
Furpose (2)Highly abstract programming
(3)Research on efficient problem solving techniques

CAL : Contrainte Avec Logique

Contrainte — Constraint Programuning
Cutline +
& Logigue — Logic Programming
Features
¢ Very High-Level Declarative Programming Language
* Powerful Problem Expression and Solving Ability
* Can be parallelized similarly to Prolog — KL1
@ : *| Pre-processor
T programs/
queries/
commands
Internal Forms
System
Configu- Answers T
ration Jnference Engine
Constraints Cannonical Forms
Constraint Solvers
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+ Pony and Man Problem

e This problem consists of :
Number of Ponies,

Number of Men,
Total Number of Heads,
Total Number of Legs,

e Two Relationships among them:
Number of Ponies+ Number of Men = Total Number of Heads

4% Number of Ponies+ 2X Number of Men = Total Number of Legs

pm(Ponies,Men,Heads,Legs) :-
alg:Ponies + Men = Heads,
alg:4*Ponies 4+ 2¥Men = Legs.

Now we can ask various questions:

1. Ponies =2 Heads = 5
=

Men =3 Legs = 14

2. Heads=6 Ponies = 3
=

Legs= 18 Men = 3
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If you use Prolog.....

pm(Ponies, Men, Heads, Legs) :— int(Ponies), int(Men), !,
Heads is Ponies + Men,
Legs is 4*Ponies + 2*Men,

pm(Ponies, Men, Heads, Legs) : — int(Ponies), int(Heads), !,
Men is Heads — Ponies,
Legs is 3*Ponies + Heads.

pm(Ponies, Men, Heads, Legs) : — int(Ponies), int(Legs), |,
Men is Legs/2 — 2*Ponies,
Heads is Legs/2 — FPonies.

pm(Ponies, Men, Heads, Legs) : — int(Men), int(Heads), |,
Ponies is Heads —Men,
Legs is 4*Heads — 2*Men,

pm(Ponies, Men; Heads, Legs) : — int(Men), int(Legs), !,
Ponies is Legs/d — Men/2,
Heads is Legs/4 + Men/Z.

pm(Ponies, Men, Heads, Legs) : — int(Heads), int(Legs), |,
FPonies is Heads/3 —Legs/6,
Men is 2*Heads + Legs/6.

pm(Ponies, Men, Heads, Legs) : — int(Ponies), |,
Men = Heads — Ponies,
Legs = 2*Ponies + 2*Heads.

pm(Ponies, Men, Heads, Legs) :— int(Men), |,
Ponies = Heads — Men,
Legs = 4*Heads — 2%Men.

pm(Ponies, Men, Heads, Legs) : — int(Heads), |,
Ponies = Heads — Men,
Legs = 4*Heads — 2*Men.
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% Heron's Formula

surface(Height, Base, Area) :-
alg:Base*Height = 2¥Area.

pythagoras(A, B, Hypotenuse) :-
A~24-B72 = Hypotenuse™2.

triangle(A, B, C, S) -
alg:C = CA-CB,
pythagoras(CA, H, A),
pythagoras(CB, H, B),
surface(H, C, S).

surface: pythagoras:

Hypotenuse
A
triangle: -
Base E

A H B

1
CA CB

C
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Handling Robot Kinematics
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ex. Vector Sketch of a Robot
(3 Joints and 6 freedoms)

l

/ANRI= (0,0,2z1)

Vﬁ= (0,0,23)

A

/H
G = (5.0.0)

0 (0,0.0)
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AMF BERTHATRAN

?_

obotd:

robot ([[cos3, sin3,0,0,23,0,0,1],

[cos2,sin2,x2,0,0,1,0,0],
[cosl, sinl, 0,0,21,0,0,1]],
5,0,0,1,0,0,0,1,0,

DX, PY. PZ, aX, ay, az, ¢X, ¢Y, ¢z).

sin5"2 = l-cosb"2 .
sind”2 = 1-cosd"2 .
sinl”™2 = I-cosl”2 .

PX
PY
Pz
ax
ay
az
X
cy

cZ’

i

yes

coslfcos2%z3-5%cosl¥sinZ*cos3+sinl¥x2+5%sinl*sin3
cosl*x2+5%cosl*¥sin3-sinl%cos2%z3+5%sinl*sin2*cos3
zl+5%cosZ2%cos3+sin2#z3 .
~1#%cosl#sinZ%cos3+sini*sind .
cosl#sind+sinl*¥sin2%cosd .

cosl*cosd .
—~1%cosl*sin2%sind3-sinl#*cosd .

-—l%cosl¥cosd+sinl*sin2#sind .

cos2*¥sind .
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Yes
7- robot3d:
robot ([[cos3, sin8,0,0,23,0,0, 1],
[cos2, sin2,x2,0,0,1,0,0],
[cosl, sinl, 0,0,21,0,0, 1]],
5,0,0,1,0,0,0,1,0,
40, -30, 20, 1/83,2/3,-2/3,-2/3,2/3,1/3)

sin1"2 = 1/5 .
cos2 = -5/3%sinl .
.sin2 = 2/3 .

cosl = —2#%sinl .
'zl =6 .

cosd = 2%sinl .
sind = ~l%sinl .
z3 = 26 .

x2 = 105%sinl .

Yes
?2—
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+ Count 1's : Boolean Constraints

circuit(X1, X2, X3, X4, X5, Y1, ¥2, ¥3) -
bool:ll = X1&X2, boolll2 = X1vX2, boolll3d = X3&X4,

bool:14 = X3vX4, bool:l5 = ~I1, booll6 = ~I2,
bool:17 = ~I3, boolI8 = ~I14, bool:19 = I1VI3,
bool:110 = 11&I13, bool:lll = I6vI8, boolll2 = I6&I8,

bool:113 = ~X5, bool:114 =-15&I12, boollls = I7&I14,

bool:Il6 = ~I14, bool:Il17 = ~I15, booll18 = I15VI16, .
bool:119 = 114VI17, booli120 = I114VI15, booll21 = I16VI17,
bool:122 = 194148128 X5, boolI23 = I11&I174&:158:113,
bool:l24 = X5&18&19, bool:l25 = 113&120&121,

bool:126 = 122VI10, booll27 = I26VIZ23VIZ,
bool:¥1l = 126; boolY2 = ~I127, booli¥Y3 = I24VI25.

X1 >
L~ ,
xz 5 n
l Y2
X3 -
EENEN] . h—\
x5 .
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# Conclusion

¢ In Constraint Logic Programming, problems are described simply and
straight forwardly

® The system will find a method to solve problems given their deseriptions

* (Constraint Logic Programming increases programmer productivity
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Title . . . -
Molecular Biological Database in IKappa
We are providing a new-concept DBMS, together with several tools, for
the effective use of molecular biological data. We are planning to integrate
Purpose molecular biological databases on our database management system. First
we stored GenBank and PIR; now we are researching the best way to use
them together.
Demonstration Outline:
(1) Nested relational schemas for molecular biological database
- of GenBank
- of PIR
(2) Finctions and performance of the user interface of Kappa
Outline - Display Data
& — Data Retrieval
Features | (3) Examples of tools, their simplicity and perlormances
(Functions of the program interface of Kappa)
— Feature Expression
- Similarity Judgment
Metadata User Interface Program Interface
Manipulator for Nested Relations to ESP
) Display Feature
Expression
5 PIR r——
ysten Data Simularity
Configu- Retrieval - Judgment
ration ’ l [ | l I
KNappa
Nested Relations
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1 Preliminary

1.1 Kappa

Kappa (Knowledge APPlication-oriented Advanced database management system)
is one of the ICOT KBMS projects, and aims to provide DBMS for Knowledge
Information Processing Systems (KIPS). Kappa is the DBMS on PSL-II/SIMPOS,
while Kappa-P, which we are now developing, is the parallel version of Kappa, on

PIM/PIMOS.
Kappa is 2 DBMS with the following features:

(1) Nested relational model is employed.
(2) Large amounts of data are effectively accessed.

(3) An user interface tuned for nested relational model is provided.
(4) ESP program interface and extended relational algebra ave provided.

(5) Program interface can be customized for each'application.

1.2 Nested Relational Model

The definition of the nested relational model (which is employed by Kappa) is intu-
itively as follows:

NRCE; x...xE,
Eiuz=D] oNR
Compared to the relational model:
RCDyx...xDy
where D; is a domain, R is a relation and NR is a nested relation.

Relational:

Group

Tour Schedule |I Name I Member |
(Date [To | Group [ Setting.G [ Sugino

90.6.4 | ANL | Setting.G || Lecture G | Ichiyoshi

90.6.25 | ANL | Lecture.G || Lecture.G | londo
Lecture.G | Susaki

MNested Relational:

Tour Schedule

Date To ﬁmup
ame Member

90.6.4 | ANL [ Setting_G [ Sugino
90.6.25 | ANL | Lecture_G | Ichiyoshi
I{ondo
Susaki
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1.3 Molecular Biology

DNA sequence: It can be considered as a string, whose length can be more than
several hundred thousand. It consists of 4 characters, namely A,T,G,C.

amino acid sequence: Protein may also be considered as a string. It consists of
20 characters, which represent amino acids.

protein coding region: It is part of a DNA sequence. It is translated into
amino acid sequences by a certain rule.

exon and intron: Protein coding regions of some organisms include sequetices
which are not translated into amino acid sequences. We call them introns,
while exons are the translated parts.

genome: The ‘full set’ of DNA sequences of an organism. Notice that each
buman possesses two genomes in his chromosomes. -

resiriction enzyme: We use it to cut a DNA sequence to a modest length, to
read DNA. The position it cuts is called restriction site.

1.4 Molecular Biological Databases

1.4.1 GenBank

There are two major databases of DNA sequences: ‘GenBank!'and EMBL?. They
and DDBJ® have agreements on dividing tasks of data collection and exchanging
data collected. The distribution forms of the data are flat files, in MT, FD, CD-
ROM, or through networks. Some portion of distribution will remain in the flat
file for the time being, while it will soon be something hierarchical, and exchanged
between DBMS. GenBank began to manage. their data on 2 relational database jut

1939.

142 PIR

PIR? is the representative database of protein sequence. It contains a DNA sequence
database in a similar format. It also uses flat file distribution. It is distributed with

access methods on VAX/VMS, called NAQ and PSQ.

1.4.3 Other Databases
Protein Structure PDB® is the database of atomic coordinates of amino acids,
namely 3-dimensional structures of proteins.

Maps of DNA We have maps of restriction sites, which are used as physical maps,
and of relational distances between genes, which are used as genetic maps.

!Genetic Sequence Data Bank, IntelliGenetics Inc, and Los Alamos National Laboratory, US
*Nucleatide Sequence Data Library, European Molecular Biclogy Laboratory, EC

ADMNA Dala Base of Jajan
*Protein Lifornution Rasource, National Biomedical Researeh Faundation, US

4Protan Data Bank
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2 Specifications

2.1 Schema of GenBank in Kappa
The schema based on the nested relational model for GenBank is shown in Fig.
in detail.
gene : main table which has locus name, definition, accession, keywords,
identifiers to the other tables, and so on.
reference : table which has authors, titles, journals in which the paper

was published, and so on.

feature : consists of a region of the sequence and its feature.

seqdata : sequence data represented in string form.

2.2 Schema of PIR in' Kappa
pir.gen : “main table which includes names, placements, sources and se-

quence data.
table which has authors, titles, journals and so on.

. pir.ref :
consists of a region of the sequence and its feature.

pirfea :
Schema for PIR is shown in Fig. 2.

2.3 Stored Data
GenBank | Release 60.0 (89.6.15) "
26323 entries, 32 M bases

PIR Release 21.0 (89.6.30)
6158 entries, 1.7 M residues

—~ 32—
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3 Demonstration
3.1 Display Tables : Kappa User Interface
3.2 Retrieve Data

Example: make a gene table which consists of entries (records) whose reference Dr.
Woese wrote,

'?Trcf_jd(ﬂ' authors='Woesa*' (refereu Ee) ) M gene

8.3 Feature Expression
3.4  Similarity Judgment

Flowchart is shown in Fig. 2.

Translation We.select a DNA sequence in the feature table to translate into an
amino acid sequence. The sequence is translated according to the table shown
in Fig. 4.

DP matching - We compare the ‘translated’ sequence with another {seiccted and
translated) sequence. The sequences are compared according to the table se-
lected by the user shown in Fig. 5, for example.

—d63—
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— locus (line) name (+) Ej_:d' (+)
length features (*)
strand key_names (+)
molecule_type region (*)
shape from_mark
divizsion from
date year to_mark
— definition month to _
— accession (*) (4) day cstrand flag
— key_words (*) (+) description (+)
—— segment segment Mo,
L total_No. ' — refoid (+)
abbrevialion — rel.comment

—— source T
organism —E orgformal — base_range ‘-E relfrom

— refblock "}—E ref_No. orglevel {+) ref to

L— feafureid (+) & refid (+) — authors (*) (+)

— comment L title (+)
— journal (+)

— bass_count a
- — standard —E std_degree
£ std level
t
n
— gequence T origin segdala.id (+)
hlu:k_("}—[ queue |: data (*)
data.id (+)
Fig. 1 Schema of GenBank in Kappa
—— id.code id.code
— Lype_seq Erea.l'.ure {*)
— title  ————ec_number position (*)
—— altername (*) idfune
— date name.lunc
— placement — superfam ext
fam
— source (*) id.code
— accession (*) id.rel
— lost (*} — sub_comment

— comumnent [*) —— authors (*)

— genetic — name — journal j-name
position ele. E j-year

— keywords () j-page
L sequence — title
L— comuent {*)

Fig. 2 Schema of PIR in Kappa (ezcerpt)
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(GenBank DNA)
a.tggttgaclgggcmtggacgtacactq

|

r/’ Translation Phase

(Another Amino Acid)

atg = start(in)
: mvwpldhg

gar.+=:-d _ l
Ela = v J

( DP matching Phase

Lng,!.a.a,lg;a = end. )

mv-wpld-hq
! TRITTY

mvdwamdv-q

, mvedwamdvg —_—
(Amino Acid) . )

Fig. 3 Stmilarity Judgment between DNA's

Fig. 5 Mutation Table (Feng)
Fiz. 4 Tmnslation Table

Mutability € 5 ¢t p a g n d e
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Abstract

The Functional Programming Section in the Department of Computing at Imperial College has been
conducting tesearch aimed at making practical the theoretical benefits inherent in pure functional
programming, i.e. more expressive programming languages, software development based on formal
program derivation and parallel execution. This work has led to, amongst other things, Janguage design
and implementation, the development of some of the carliest program transformation systems and the
construction of ALICE a el graph redoction machine..  ° )

Recently some of this work has been carried forward within the Flagship project. Flagship is 2

collaborative project, funded under the United Kingdom's Alvey Programme and running from 1986 unul
early 1989, The partners involved are ICL (International Computers Limited), Imperial College and
Manchester University. Flagship's overall goal is to develop an integrated application development and

execution technology based on declarative programming languages (both functional and logic).

Imperial College's contribution involves Janguage design and i:uujzle.mmatiun and the constmucdon
of a program development technology and associated tools based on the idea of correcmess-preserving
program transformations. This has led to the development of a range of transformation technologies for
functonal programming languages and the implementation of a pro ing environment that supports
these technologies. Details of the transformation technologies themselves have been published clsewhere
and so they are only summarised here. In this paper we will concentrate on the integration of these
technologics into the programming environment.

First we deseribe our functonal language, Hope*, and inroduce an extension to the language that
allows the use of logical variables. We then briefly describe each of the wransformation technologies that

have been developed. Mext we show how these are integrated into an environment that supporis
tansformational programming. We give some examples of transformational developments conducted in the
environment and show the preliminary results of experiments conducted in developing program forms

suitable for efficient execution on ALICE and the FIassh.i parallel machine. We conclude with a review of
the current state of our activities, a discussion of the implications of our work and an outline of our plans

for the funire.

Keywords: Functional programming eavironment, program transformation, partial evaluation, paralle] execution.
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1 Introduction

The Funcdonal Programming Section in the Deparmment of Computing at Imperial College has been
conducting research aimed at making practical the theoretical bencfits inherent in pure functonal
programming, i.e, maore expressive programming languages, sofiware development based on formal
program derivation and parallel execution. This work has led to, amongst other things, language design
and implemenzation, the development of some of the earliest program transformation systems [BD77] and

the constructon of ALICE [CDFET][DaREL), a parallz]l graph reduction machine,
Recently some of this work has been carried forward within the Flagship project. Flagship i5 a

collaborative project, funded under the United Kingdom's Alvey Programme and running from 1986 until
early 1989, The parmers involved are ICL (Intemnational Computers Limited), Immpedal College and
Manchester University. Flagship's overall goal is to develop an integrated application development and
delivery mchnch@y based on the adoption of declarative programming languages (both functional and

logic). Towards this goal Flagship is developing:

a hardware emulator for 2 parallel graph reduction machine [WaW88][Tow87).

a series of compilers for a range of declarative and symbolic programming languages onto the
paralle]l machine via the intermediate graph rewrite language DACTL. [GE587).

a system architecture and sysiem software capable of suppeordng 2 range of relevant applications and
interacting with other existing systems [Bro87). :

extensions of functional langnages and efficient sequental implementarions,

a program development technelogy and associated tools based on the idea of correctness-preserving

program transformations.

The last two tasks are the prime responsibility of Imperial College and have led to, amongst other things,
the development of a range of transformation technologies for functional programming languages and the
construction of a programming environment that supports these technologies. In this paper we would like

1o introduce these technologies and the environment.
The starting point for our current work was the language Hope developed at Edinburgh University

[BMSE0). We have developed a compiler for Hope, the FP/M compiler, that on sequential machines gives
performance comparable with conventional imperative languages. Within Flagship ouf first step was to
extend Hope, in a conservative manner, to a language Hope* that was used as the implementation language

within Flagship. Hope* differs from Hope in having:

- real numbers and vectors lazy daw construciors

«  recursive let and where best-fit pattern matching (FHW87)[Whigg)
* continuations [StW74](Per88] for all input/output including language interworking

From this basis we have developed the language and transformaton technologies and implemented them 1o
provide an integrated programming envirenment that directly supports transfermational programming. In
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sections 2-4 below we introduce the language and transformation technologies. Secton 5 discusses the
aims of the environment and how these are realised. Secdon 6 briefly introduces the graphical interface
provided by the environment. Section 7 describes how the environment is constucted. Secton 8 gives an
example transformational development carried out in the environment aimed at developing 2 program form
suitable for cfﬁc{:ni_:xuuh’m on both the ALICE and Flagship parallel machines. Preliminary resolts of
experiments carmed out on ALICE arc presented. Finally section 9 reviews the current state of our activides
and discusses the implications of our work and plans for the futurs.

2 Hopet With Unification

Absolute Set Abstractdons were inooduced into Hope* to increase the expressive power of the language
[DFPRE). In any functional lanpuage, function definitons exhibit directionality, i.c. under normal
execution mechaniems they accept input values in the domain of the functon and return ourput values in the
range of the funcdon. We relax this, however, when a funcdon applicadon appears in an Absolute Set
Ahstracton (ASA), and have implemented an algorithm based on narrowing to execute this language
w.astruct (evaluaton of all other constructs is by redvction). Thus, we provide a2 mechanism for writing
executable high level specifications, and incorporate the full power of logic programming into Hopet,
An example of an ASA is the following function which retums the set of sublists of its arpument.

dec sublists : list & == set (listcx);

—-sublists | <= {vwilhu , v, w0V wal);

Here v, v and w are logical variables bound by the enclosing braces. Informally, the expression denotes the
ser of values obtained by evaluating the expression to the left of the with for each distinet uple {u, v, w)
which satisfies the constraint to the right of the |. A full, formal semantics is given in [Guo88][DaGEE].

The algorithm for evalvating ASAs is based on lazy narrowing and executes a complete, fair search.
We repeatedly select an equation from the body of the ASA, atiempt (o unify the equation and apply
substitutions if successful. If unification is not possible then namrowing is performed undl unification can :
proceed. Under lazy narrowing, this means that an expression is only narrowed undl it has a constructor at
the outermost level, allowing failure of unification to be established early. [Guo88)[DaG88) show thar this
n. .owing strategy is both cormect and optimal for the solution of these equations.

Narrowing inroduces all the potential inefficiencies of any non-deterministic programming
language. Rather than demand that the programmer understand the intricacies of the implementation, and
structure his program accordingly to cope with this (as is the case with Prolog), we provide a complete
implementation of ASAs and wherever possible use ransformation to convert ASAs into efficient
cquivalent deterministic programs which execute by reduction.

The fact that ASAs provide full support for logical variables means that symbolic execudon,
exccution with non-ground values, is subsumed. Execution can be extended to provide a full
transformation capability, equivalent to the classic unfold/fold system [BuD77], by the incorporation of a
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few exma rules, e.g. the application of laws and folding. Transformaton thus becomes a superser of
execution and the same mechanism, lary narrowing, can be wsed for its support. This simplification alsg
brings with it extra power, for example the fact that nammowing (not patiem matching) is used for unfolding
and felding means that the correct instandadons of the unfolded (folded) sub-expressions are often
generated avtommatically.

We have also developed a mechanism that allows the execudon of Hopet programs to be
controlled. A set of execution control primitives together 1._;.-i1_h combining forms are provided as the Hope+
data type scripl, These are applied using the meta-programming facilifies outlined in section 5. As
transformation is now a superset of execution, the transformaten conwol primitives are similarly a superset
of the execntion control primitives. Thus a uniform program development methodolegy is supported
whefeby efficient execution strategies for a program can be explored by developing appropriate seripis and
applying them 1o specific executions of the program. Once an efficient execution strategy has been found a
transformation scripl can often be developed by a systematic medification of the exeention scripl,
Applying the transformation script to the source program verifies and implements the transformarion,
returning a ransformed program which will execute in the prescribed manner without further explicit

conmol.
A fuller description of the unification of execution and transformation enabled by ASAs and the use

of seripts can be found in [DPE7],

3 Algebraie Transformations
3.1 Asxiomatic Approach, FP Form

The unfoldffeld transformation methodology is very general in that most known opdmisations can be
expressed as a sequence of its primitive steps, but its scope for automation is limited since the step
sequences tend to be lengthy; this has lead to the semi-automadc procedure using scripts, However,
consideration of the object domain of a function need not be crucial to the analysis of the function itself,
which is the real objective of our optimisation, and may well obscure it. The algebraic approach to
transformation derives theorems which state generic identities between functions by establishing the
carresponding equalities between function applications to objects in the underlying semlantic domain, A
transformation then becomes just an instance of an applicatic;: of a theorem in a term-rewriting system.

This approach has three main advantages:

Reasoning at the ‘funcdon-level’, we have no need to be concerned with the auxiliary domain of
objects and the functional expressions acquire a simpler strueture - we use the EP style of [Bac78).
. Powerful transformations can be derived relatively casily because of the simpler syntax of the

functonal expressions,
The grain-site of the transformations is increased since the theorems equate whole funcdon

definitions rather than repeatedly making appropriate variable substitutions.
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Based upon a sound semantic analysis, the theorems arc adopted as the syntactic axioms of a term-
rewritng system which applies them to function definitions with the appropriate form.

There are several mansformation schemes based on the FP algebraic approach. One scheme
addresses the transformation of a class of linear functions into imperative language loops, or equivalent tail
recursive forms [Ha.}-_CEE]. There are also schemnes that transform centain classes of non-linear functions into
linear form, one of these vsing memoisation with dynamic organisation of the memo-table storage, as
described in section 3.2. Using an extended algebra which includes axioms for many-valued functions, itis
possible to synthesise mechanically inverses for a significant class of recursive functions and we discuss
this in secdon 3.3,

These algebraic transformations have been developed with the support of the UK. Science and
Engineering Res¢arch Council and carried out in close collaboration with the Flagship project.

3.2 Memoisation

Memoisation is a route to the efficient implementation of non-linear functions. A memo-function, originally
inwoduced by Michie [Mic68), is like an ordinary function except that it remembers all the arguments it has
been applied to, together with the corresponding results computed from them. If 2 memo-functon is ever
re-applied 1o an argument it does not recompute the result, but just re-uses the result computed earlier. Thus

moisation can be used to replace a potentially expensive compuration by a simple table lookup. The

classic example is the Fibonacol functon;

dec fib : num -» num @
—~fon<=inweithenielselib (n1)+1fib{na);

Since each call to fib generates two recursive calls, the cost of computing fib{n) is exponential in n,
Hurwcrj-f:r. memoised fib will execute in linear time, since for each value n, fib{n} is computed only once.
The difficulty radidonally associated with memo-functions is the issue of controlling the size of the
memo-table. It is difficult to know when an entry for a particular argument can safely be deleted from the
table and thus the able may grow continuously, interfering with garbage collection and also increasing the
cost of the table lockup operation. We have developed a variant of memoisation where memo-tables
manage their own storage by deleting (or reusing) enwies when it is known that such entries will never be !
referenced again, The function definiton is statically analysed and a rable-manager function is generated.
Faor a funceion f of type o -> [}, the table-manager labl is of type o -» list &; given an element x in the
jain of I, the exprassion labf(x) specifies which entries can safely be deleted from the table when an
entry for x is added to the table. Furthermore, the size of the memo-table is guaranteed not to cxeeed &
compile-time constant. For our flb example above, the table-manager functon is Ax.[ x-2 ] and the

transformed functon fib" is:



dec {it' : num & table { num & nom )} .= nem F lable { num & nem }

e fib' {n, 1ab0 ) w= il M=
then ( 1, 1abo )
else let found res == Joockup ([ n, lab® ) o [ res | labl )
otherwisa 8l { r1 , labl ) == fib' { n-1 , 130 } in
lgl ( 12, tab2 ) == fib’ { n-2 , 1ab1 ) in
lel res == r1 + r2 in
[res,inserl {n, res 1ab2  Ax[x2])};

This improvement in space usage is achieved by increasing the cost of the insert operadon by a small
amount, since inserl now has to execute the table-manager each time an enmry is added 1o the table.
However, table-managers are guaranteed 10 be non-recursive and furthermore, no extra appararus is needed
to exccute them since they can be expressed in the functional language itself,

The entire memoisation operation is auiomaic, The definidon of the memoisable class of functions,
the proofs of correctmess, the synthesis of table-manager functions, details of variable-free analysis and

further examples are given in [Kho87).
3.3  Function Inversion

Despite their advantages, functonal programming languages lack the ability to use reladons in several
modes, as in logic languages. This ability has been incorporated into Hopet by the means of Absolute Ser
Abstractions, but supporting unificatdon within a language is less cfficient than the reduction system vsed
for implementing pure functional languages. The implementation of relations would be facilitated by
Jfuncron inversion, a5 a funcon together with its inverse consdutes a reladon. Inverses can be synthesised
from ASAs by a series of unfold/fold steps. The analysis outlined here provides a way of auromarically

generating the inverses of many first-order funcdons,
The analysis requires some extensions to the normal FP language; in particular, we extend the

language to include logical variables and funcdon-level unification which are needed to express the inverses
of some of the FP constructs, Rules are defined to invert each of the FP consoucts along with a number of
standard Hope® functions and the user is required to specify the inverses for any functions which are not
buili-in to the system, The resulting expressions are simplified vsing a term-rewritng system along with 2
set of axioms designed to perform transformation-time function-level enification, thus removing logical
variables from the expression which are inroduced by the inversion process,

Full details of the modified FP language #long with the rules vsed for inversiof and the term-
rewriting system used can be found in [Kh389). A more theoretical basis for the inversion process and

axioms reladng to function-level unification can be found in [HaKE88].
An imporant use of functon inversion is in the optimisation of data type representadons, Given an

abstract daw type o, its concrete representation & and a function abs of type o' -» o that formalises the
representation reladonship, a funcdon T working on the concrete data type can be synthesised from the

definidon of an f which works on the abstract data type by
f=absofoabs

This relatonship is shown in Figure 3.1,
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Figure 3.1: Commutative Square for Data Type Mappings

This idea, described in [BD77)[Hak89], enables the programmer to work with problem-specific absmact
types without worrying about efficiency as functions implemented on the (primed) concrete types can be

generated avtomatcally, An example of this use of inversion is given in section 8.4,

4 Temporal Synchronisation of Functional Programs

One of the intrinsic advantages of declarative languages is that they free the programmer from the need to
specify any explicit ordering on the evaluation of his program; a program is simply a mapping from input
values to output values. This in tum leads to such benefits as the formal manipulation of programs and
parallel evaluation. However, for some classes of applications the behavioural component of a program is
as important to its correctmess as the value returned by its execution. For such applications the programmer
needs some way of exerting control over the behaviour of his program, i.c. of (at least pardally) controlling
the order in which reductions occur during its execution, Typical cxamples of such applications are where
the pr;:g;mm has to communicate with the "real world”, e.g. to control plant machinery, or in transaction
processing systems where common resources have to be scheduled between multiple users.

Qur approach to the problem of specifying temporal behaviours for declarative programs is to use @
remporal logic meta-language, SIAN, to describe the required relative eccurrences of critical events ina
program’s execution. SIAN is a standard discrete-time temporal logic [MaP81] augmented with the ability
to define predicates in Hope* over the numbers of events occurring during a program’s execution. A
“itical event is defined 1o be the use of an identified rewrite rule in the program to reduce a redex in the
piogram graph, Contral is thus expressed at the level of 2 single function rewrite. The programmer
constructs a SIAN expression describing the requirements on the relative occurrences of the setof critical
events; an exccution behaviour for a program is comrect relative to a SIAN expression if the expression is
true at every point in the execudon, Le. at every rewTite,

This specification is implemented using program transformarnion techniques, combining the original
declarative program and the associated SIAN expression into a single (almost) declaratve program which
has the same meaning as the original program (i.c. it retums the same value, or more generally in the
presence of non-determinism, a non-empty subset of the original set of possible values} but whose



behaviour is guaraniced to observe the requirements stated in the ternparal logic part of the spesificarion,
The first stage of this ransformadon is o reduce the SIAN expression 10 its rormal form represeniadon,
using a complete and confluent set of mansformadon rules. The normal form for a SIAN expression
comyprises a list of implications, the consequence of each being a conjuncton of events indicating which
events must por occur in the current reduerion eyele. The impomance of the normal form (and what
distinguishes it from a general STAN expression) is thar it is defined in such a way that for each implicadon
the condition is testable from what has happened in the invmediare past and the consequence is enforceable
simply by preventing cenain events occurring in the pres ent, The latter can be achicved via the normal
rewrite-rule s2lection mechanism. Thus at each step of the execution an event which would cause any of the
implications to become false can be djsal]:J-Wtd:This mezans that a normal form expression can be
expressed as a finite-state machine (FSM), the state of which contains all the informadon necessary 1o
preserve the tuth of the associated SIAN expression and the transidons of which represent the occurrences
of the permitted critical events. The FSM can be represented as a data sucture and incorporated into the
original program being controlled. A rewrite rule for the FSM is derived for cach crideal event and the
equation for each evenr is ransformed to include a panern on the s1ate of the FSM and to vpdate the FSM
whenever it is used in 2 rewrite,

As a simple example of this technique, consider the following Hope* function which merges two
lists of objects non-deterministically, i.e. it does not specify which list should be given precedence when
both are non-empty (this is in fact a slight generalisation of the normal Hope* pattern-matching scheme),

dec merge list o # list @@ -> list & ;

— merge {(nil , x) ==x;

-~ merge { ¥, nil ) <=x;
ML: — merge {x 2y ,2) smxumerge(y,z};
MA: - merge (v, x> 2) cwxumerge(y,z)

merge { listi | fist2 ) ;

The event names ML and MR are associated with the two critical equatons and can be used in a SIAN
expression 1o refer to uses of those equations, This function could be constrained in many different ways
according to the behaviour required by the partcular applicadon. Suppoese the requirement is that frems are
merged from the two lists alternately, This can be expressed in SLAN with the expression:

ML —=TMR MR =TML,

The first implication states that if an item is merged from the first list in the present cycle, i.c. foday, an
irem must be merged from the second list in the next cycle, i.e. tomorrow (denoted by the modal operator
T). The second implication states the converse. The normal form corresponding to this expression is

Y ML — not ML , Y MR — not MR ;

where the Y operator denotes the previous cycle, Le. yesrerday, and is the inverse of T. This expression is
represenicd as a finite-state maching and incorporated into the original funcdon, giving as the final result:
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dala slale == ST { truval # truval } ;
dec marge : state # lisl o # lista - lisl a ;
- merga { _ , nil , x )

- merge { _ , 2, nil }

ML: - merge { ST (false , _},xy,z) <=x
MR: "";?FDEfST{_.faIsEJ.'.l".I-‘!I]""11~'“"E’§'E"-'E.T”alse'wﬂ"r';

merge ( ST ( false , false ) , listi , liSt2 ) ;

<= X 0

== X
smerge { ST {frue , false ) ¥y, 2]
}

Each elerment of 'the state ‘records’ the current value of the condition of one of the implications in the
normal form expression. The top-level call to merge will ailow either equation to be used inidally butitis
casy 1o see that after the first rewrize ML and MR will be used alternately undl one of them fails to march.
The final transformed program is non-functional in the sense that for the critical events to
communicate their occurrences to each other, the data stucture representing the state of the FSM is shared
between them and updated in-place using destructive assignment. However, the whole transformation
process from “program+3SIAN expression” to the final program is totally automatde, so the programmer

need not be concemned with the implementation details.
Full details of this approach and associated issues can be found in [DaWET][Whiss],

3 The User's View of the Environment; Meta-programming

The developments outlined above provide a potentially powerful battery of technigues to support functional
programming and ransformational developments. The task in designing the environment was to present
this capability to the user in the most vnified and simple way possible. The design criteria for the

environment included:

The environment should, as much as possible, follow the functional 'style’. That is simplicity
should be favoured over complexity and powerful constructs should be built by the uniform
zpplication of & small number of simpler constructs. More technically a swong typing discipline
should be enforced.

. "Normal” programming and transformational program development should be supported unifermly.
Transformatons should be checked avtomatically for correcimess. It should be impossible for 2 user
to construct and have implemented an incorreet transformation.

Transformational developments should be represented by a concrete, analysable and storeable object.
Transformations should be directed by and comprehensible to the user. We are not aiming for an
entrely "automatic” programming system but one where the user is in strategic control and the
system provides high level support for checking and implementing his plans.

Completeness should be preferred to cleverness. We should aim, initally, for a system capable of
supporting a wide range of interesting transformational developments, even at the cost of some effort
from the user, rather than a system that is able to automadeally accomplish a more limited range of

ransformadons.
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The environment should be extensible. An ordinary vser should be able 10 define more powerful
transformarion capabilinies and other environment enhancements with safery guarantesd atall imes.

The technique we used to meet these design goals was to incorporaie the ransformanon capability into the
Hope* with Unification (HwU) interpreter via mera-programming. In this way, normal (HwU)
programming and transformational programming are the same, they invelve defining and applying
functions in the normal manner, it is just that the functions operate on objects of different types.

Thus the type program is available as a system-provided data type; an object of type program is 2
user program module, that is a set of functions and type definitions together with import and expont
declarations. Access to objects of type program is controlled to ensure safety. A set of mera-funciions are
provided that take an object of type program and retumn an object of type program, These correspond 10 the

basic transformation operations.
The basic meta-functions currently provided are apply_script, trace_search, build_tree, memoise,

invert and synchronise. Their rypes are cverloaded to permit flexible use.

denote a function identifier of type cc->

denaote an expression of type num
denote an expression whose type is relative 1o the type of the comresponding 1 in the

following expressions

Iet f
E denote the name of a new functon (a list of characters)
m denote the name of an existing module
P denote an object of type program
5 denote a script
t denote a SIAN temporal logic expression
11
[

Then the following arc all the valid forms of expressions of type program.

- madules can be named

apply_script (s,p) ) »
the seript 5 is applied 1o (some function definitions from) the program p

trace_search (s,p)
the seript s is applied to the program p and the wansformadon i3 mraced

build_rree (=, p)
the script s is applied to the program p and a data structure representation of the ransformartion

is rerumed

memoise ({,p)
the function f is memoised. If the system cannot detect that the function is memoisable the

program is returned unaltered

memoise ( f using managerc, p)
- s above but with the table manager provided explicitly

memoise { { using referencen , p )
as abowve but with the table reference count provided explicitly
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invert (f giving g, p)
anew funcdon g is created which is the inverse of §

invert { f given [ f) inverts toey, .., [yinvens_toe, ] giving g, p)
as above but using the informadon that inverses exist for functions used in the definidon of |

synchronise [ t, p;:l
the synchronisation constrainis specified by t are incorporated into the appropriate function

definitons in the program p

All of the above funcrions alse simplify the module retumed. Any existing equations that are completely
subsumed by new cquations produced by the transformations are discarded. All of the above meta-
funcdons act as first class HwlJ functions so they can be composed in any type-correct manner and used in
the bodies of other functdon definitions. Thus a ransformation plan can be constructed simply as a HwlJ
function definition. Applying the funcdon to the appropriate program object implements the rransformadon,
producing the ransformed program object. Safety is guaranteed by the fact that the basic meta-functions are
the only ones able to construct objects of type program and they are correct by construction and comecmess
{1.e. meaning preservation) is preserved by function composition. Transformation is thus uniform with
execution, it is just the types that are different. Our environment thus uses an amalgam of ideas from LISP
and Prolog environments [Gre84){CFL88] and the ML/LCF Theorem Proving System [GMW77].
The function definitions produced by the application of a meta-function are similarly first class
citizens and can be used as normal for execution. Before this can happen the newly produced modules must
be added to the environment's set of visible modules. To this end the user is provided with an environment

updatng infix operator = of the following form

mi=p
In this case m must be a new name, not the name of any module currently visible. The way we like to think

of = is as if it had the declaraton
dec := : module_name # program # enviranment -> environment ;

where environmenl is a mapping from names to objects including environments and programs. If we
enforced this and also ensured that all other 'system’ functions, e.g. editors or program executors, had [n
be passed the environment explicitly we could claim that our whole environment was functional, However
we concede that this would be tedious and accept for the moment a single updateable environment and use

he normal 'medule’ and "uses’ commands of Hope* to load definitions.
We have funther enhanced the extensibility of the environment for the user programmer by

providing him with access functions to the Hope* data structure representing the absmact structure of
functon definitions. These allow the forms of function definitions to be analysed and more general
transformation functions to be defined, comespending to MLVLCF tactdcals. These functons have ype

program -» { program -= program )

Itis by the definidon of such functions that we envisage the general Yintelligence’ of the environment being
increased. Generally such functions will employ a searching strategy, guided by heuristics and
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ransformational knowledge, 10 attempt o produce a specific wansformation applicable to the given
program, from 2 peneric class of oansformadons. Note thar safecy is sdll guarantced by the fact thar such

functions only seck 10 affect the given program by using existing meta-functions and return a compositon

of these meta- functons,
With the apparatus outlined above we fecl we have met most of our design criteria. The user can

define and implement 2 ransformation simply by writing a functional program which is, of course, a
storezble and re-useable object. Transformations of significant complexity can and have besn defined vsing
this apparatus. Some examples are given in section & and an initial set of tacticals have been wrinen.

é The Graphical Interface to the Environment

The graphics interface gives a visual n:pr:.s:utatinn to the objects in the wnderlying module system of
Hope*. It was implemmented in Hope* using the Hope* interface to the X Windows System [DGNBE). The
Hray toolkdt [HP86) was used to provided the higher-level graphics faciliges.

On starting the environment the user is presented with two windows. The first is a terminal
emulator (titled “xterm’ slave). The second Is a window represendng the "open” modules and is tidled
‘environment’. Figure 6.1 shows a view of a typical session, specifically associated with the
transformational development example described in section 8.

The terminal window provides the keyboard/screen-based interacdon with the environment. All of
the prompts and mn:‘ssagcs from the environment are displayed in this window. Replies 1o the prompts,

new scripts and Hope* functions are all typed in here,
In the module window titled 'environment’ each "open” module is represented by an icon. To lock

at the contents of one of these modules the mouse is clicked on its icon, Clicking the mouse on a module's

icon causes a new module window 1o appear, titled with the name of the module, that contains an icon for

cach funcdon or rype defined in the meodule. All module windows, except the ‘environment’ window, can
be removed from the screen by clicking on the “close box"™ beside its title.

The definition of a function or type can be viewed by clicking the mouse on its icon, This will cause

" 2 browser window 1o appear containing the code for the function (or type). The browser program can be

chosen by the user before entering the environment.
There is no limit to the number of icons that may be in 2 module window so there are scrollbars w

move the window over the icons, Similarly there are no limits to the number of modules or browsers that
may be open at any one time. These windows are ordinary windows under the X Windows System and
can be moved around by the window manager of the user's choice,
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7 Systemn Architecture

The transformation environment described in this paper was written in the language Hopet and compiled to
run on a2 SUN3 machine using a compiler which was also developed at Imperial College [Pe587]. The
undeslying system on top of which the transformation sysicm is built was originally developed as a
compiler for the language Hope™. The system consists of a number of individual building blocks such asa
parser, type-checker, interpreter, ransformation tactics, eic. which are linked together by a piece of "glue*
which handles the interaction berween the various parts. The separate modules communicate informaton
about the program via a symbol table. Due to the modular nature of the existing compiler and the various
other 1ools, it was possible to integrate the system with relative ease. Figure 7.1 shows an overview of the

software architecture of the system.

7.1 Continuations

Continvations provide & way of performing I/O and other system related operations within a functicnal
language without having to resort to functions which have side-effects [StW74][PerE]. The system

provides a data type confinuation which is used to give “instructions” 1o the underlying operating system.

=

oy
e

Figure 7.1: Software Architecture of the System

Each continuation includes a function which is to be called once the operating system task has been

performed. For example, 10 read a line of text from the keyboard:
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Gelling { lambda ( input , status } == Processinpul inpul )

Within the environment, continuations are used for inputfoutput to the terminal and individual files; westng
whether files exist and arc readable; detecting whether errors have occurred whilst performing 1/O
operatons (this is particularly important in the case of saving programs, as failure 1o wriic a file might
otherwise result illx the user losing his program); handling signals so that the user may type Conuol-C o
interrupt the interpreter; and interlanguage working 1o link up with the graphics package. All of these
operations can bc'pcrfanncd without having to worry about the system deadlocking (as can be the case
with strearns), or operations being performed in the wrong order (2s can be the case with side-effect TO),
A full description of the continuations supported by Hopet can be found in [Per87].

8 A Simple Example of Parallelism Exploitation on a Flagship-style Machine

8.1 Example 1: Transformation and Optimisation

Many applications naturally involve the fist data soucture, However, the list is not a good data strochure
ar paralle] evaluation; its elements are most naturally accessed sequentially from the head. An alternative

data structure is parlist, a tree whose dps contain lisls:

data pariisl @ == fip { lisl @ } ++ node [ parlist o # parlist @ } ;
The relatonship between parlisis and lists can be formalised by defining a function abs:

dec abs : parlist @ - Jist & ;

— aghs {lipl) <= | ;
- gbhs {node (11,12 ) ) <=agbs{l < abs 2

where <> is the built-in Hope* function which appends two liss together,
A sequential list can then be represented as a parist by breaking it up and distributing it across the

tips of the parlist. If the number of tips can be made equal to the number of processors available, the “Tn
of the parfist data squcture will allow parallel processes o be executed on individual processors, requiring
aceess only to the segment of the list stored locally. Such a style of execution ideally suirs a machine of the

lagship style which is a muld-processor, shared memory machine with closely coupled local store
segments [WaWE6][Tows7].

However, it would be awkward for programmers (o have to directly code applicadons using the
parlist structure, arising as it doss purely from the machine’s physical characteristcs rather than any
applicadon consideradons. Instead, we can use transformation wechniques to allow the programuper to use
the appropriate, applicaton-priented, dara souctures and then systemadcally convert such programs (o

versions that operate on the efficient, machine-oriented, strucrures,
For example, consider the function count, that counts the number of elements in a list:



dec count @ list @ -= Awm ;

-—- count nil <= 0
— pounl { x 1) <=1+ countl;

The definiion of an analogous functien on parlisis, countpar say, is induced by the parlist representaton
of lists, abs, described earlier:

dec countpar : parlist & -> num;
—- counfpar pl <= count { abs pl } :

Executing this definition directly would of course produce no benefit as it would convert the parlist to a
sequential list before carrying out any operations on it. However we can use simple transformations 1o

produce a direct definition of countpar operating solely on parlisis:

countpar { fip 1) = count { abs {tipl)) instantialion
= count | unfold abs
countpar (nade (11 ,12 ) ) = counl (abs { node (11,12 ) }) ingtantiation
= counl ( abs 11 <= abs 12} unfold abs
= couni ( abs 11 ) + count [ abs 2}
vsing lemma:
count (1T < 12 ) = counl 11 + counl 12
= counlpar 11 + countpar 12 fold counipar
Thus our definiton of counipar becomes:
—- countpar { tip 1) <= count | ;

— countpar ( node { 11 , 12 } } << coundpar 11 + counipar 12 ;

We can improve things even further by converting the call to count in the base case of countpar into a call
to a tail recursive version of count. On ALICE. these tail recursive calls can be compiled to imperative loops
that run sequentially on one processor in fixed space.

Thus we have converted our program into a coarse-grained collecdon of sequential processes
ideally suited to the target machine, The program can potentially make optimal use of the machine's
resources, by executing each recursive invocation of counl on a single processor aj'nd minimising
communication, ¢.g. by execuring the + on the same processor as one of the recursive calls to count, To
cnsure that this potential is realised, we can use meaning-preserving annotations to indicate the optimal
positoning for the processes. The route wsed to produce the transformed version of count is ilustrated in
Figure 6.1.

The benefits gained by incorporating the above transformations and optimisations into the count
programn have been evalvated experimentally using ALICE [CDFE7)[DaR&1). Three cases were studied; the
sequential count program, couniseq, the ransformed parallel count program, eounipar] and the optimised

transformed parallel counting program, while_counlpar,
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8.2 The ALICE Machine

The ALICE machine logically consists of three types of units. These arc processors {or packet rewrite
agents), stores (or packet pool segments) and a switching netwerk. ALICE was specifically designed to be
a flexible l:xperir:r}__cnm! vehicle which can be configured in differcat ways for different exccution modes, [t
can be parameterised at program invocation time to operate in one of several load-sharing modes. The ones
used for the count example were uncoupled-random for the countseq program and close-coupled for the
countpar and while_countpar programs. The uncoupled-random load-sharing mode involves running the
program across all the agents and stores, with the agents locking for werk and storing any new packets
generated randomly across the stores. In close-coupled load-sharing mode each agent has a store logically
associated with it, its local store, the number of agents and stores being equal. The agents then look for
work and store any new packets in their local store only, unless explicidy directed to do otherwise by
annotations appearing in the optimised mansformed program.

The Flagship machine is itself designed around the noden of close-coupled processor-store pairs
upon which programs annotated with the required load-sharing strategy can be run. Thus analysing the
three versions of the count example on ALICE provides a way of predictng the potential benefits of the
transformation and optimisation route adopted for the count program on the Flagship mechine.

8.3 Experimental Deiails and Results

The cwrent Imperial College ALICE machine has 16 agent boards and 26 store boards, thus in close-
coupled mode the maximum number of agent-store pairs which the machine can be configured with is 156.
Thus the countseq program was analysed with all agents and stores running whilst the countpar and
while_countpar programs had 16 agents and 16 stores operating. The length of the list used as the
argument to the count programs was 400, Therefore, the length of the list at each tp of the parlist for the
countpar and while_countpar programs was 25,

The execution Grmes for the three count programs when applied to a list with 400 elements are given
in Table 8.1. These show an increase in efficiency of approximately 9 fold in moving from the countseq
program to the countpar program and an increase of 13 fold from the counlpar to the while_countpar
programs, This produces a marked overall increase in efficiency of approximately 110 fold comparing the

countseq program o the while_counipar program.

Execution Time(ATUs*)

Program

countseq 1789
Countpar 214
while_countpar 16

* ATU = ALICE Time Unit = 20ms
Table 8.1: Execution Times for the Three Versions of the count Program
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Also of interest is the percentage of local agent-to-siore zccesses with time for the countseq and counipar
programs (the countpar and while_countpar being approximately the same). These statistics have been
obtained and also show a significant improvement due 1o the mansfommadon. The percentage of local
arpesses for the countseq program 1ends 1o lie in the 5-10% range whereas that for the countpar program
tends 1o lie in the B0-90% range; lower figures are only found where work is being exported 1o build and
collapse the parlist respectively. This marked increase in local accesses can be of great significance to
machines configured in close-coupled mode, such as the Flagship machine, where the cost of accessing

locel wemory is Hkely 1o be much less than that of aceessing remote siore.
These results clearly show the potendal benefits of using program transformation techniques to

optimise fanctional programs which are to be run on a Flagzhip-style paralle]l machine, These benefits are
shown in terms of an increase in both efficiency and the number of local siore accesses for the trensformed

and optimised versions of the coun! program cormopared 1o the original sequendal version,
8.4 Example 2: Inversion of Data Types

Suppose we were 1o consider another function on lisls, map:

dec map : (o -> b ) #list e -» fist B ;

—~-map {{,nil } <=ni;
—-map {f,xul) e=fxmap(f,1);

Rendering this funcdon into parlists involves the inverse of the representation function abs, rep:
dec mappar : [ @ -= B ) # padisl oo -> parlist B
- mappar ({, pl ) <= rep (map ({, abs pl) ) ;

As previously, we could use unfold/fold transformarions to generate a new version of mappar solely in
terms of parlists. This example, however, can be transformed auromarically using the inversion techniques
of section 3.3 to generate the definifion of rep. The first step is o invert the functon <= in the definition of

ahs, penerating the functon sphit:
dec split @ st o -> g8t (st & listl e ) ;

- gplit nil <= {{mil,nl)};:
== 5phl { x 1) = {({mil ,xzl}}U{(xzu, v)]|(u,v)insplitt);

The same technique is then vsed to generate rep itself;

deg rap : fisl ¢ -> sel { parlist ¢ ) ;
~—repl<a{tipl}U{node (pu,pv)ipuinrepu,pvinrepv . {u,v)insplitl};

Note that repis in fact set-valued; this comesponds to the fact that there are several concrete representations
of any particular valuc in the abstract domain. It is in part the appropriate choice rna.a'r. between possible
representations which gives the concrete representation a performance advantage over its absoact
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counterpart. We represent this in the definiton of mappar by adding 2 functon any, which selects a single

clement from a set:

--- mappar {{, pl ) <= any (rep {map (f,abspl})):

g Conclusions

We have pn:.s::ntcd the technologies und:r]}-'mg the transformadonal development of programs being
pursusd by -c:ur group. These include a functional language that edmits ogical variables, fold/unfold
transformations, algebraic transformations and a temporal logic system for controlling a program's
behaviour, We showed how these are combined to provide a uniform environment that supports program
execution, partial evaluation and transformation by the concept of meta-programming. Meta-funcdons
Operalc On programs 1o produce new programs and control the evaluvadon swategy of the Hopet with
Unification interpreter itself, Finally we demonstrated how such an environment can be used to derive an
efficient program for & paralle! machine from an application orented but sequentdal specification,

The above system has been implernented {in Hope*) and is in day- to-day wse by our group. It has
also been shipped to our Flagship parmers for evaluation by their application writers, In addidon, a number
of joint projects with large commercial users who wish to quandfy the leverags the technology will give 1o
the development of "real world” applications are being established.

The group is continuing to do research at all levels: language design’ (syntax and semantics) and
implementadon; wansformaton technology; meta-programming; and parallel computer architecmure. Much
emphasis is being placed on gaining experience in using the transformadonal development process on large
applif‘:alians. Aside from highlighting any defciencies in the technology, it is hoped that this will reveal a
library of high-level strategies (heuristics) that will be widely applicable and can be captured by the

composition of me-funchons,
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Report on the Demonstrations

at the Second Joint ICOT/DTI-SERC Workshop
Tsutﬁl;llu Yoshioka

Ahstract

This repart summarizes the demonstration session held oo the last day
{October 17, 1890} of the Second Joint ICOT/DTISERC Workshnp.

1 Participants
Approx. 30 people atlended.

2 Demonstrations

Though the demonstration session took rather long, the audicnce watched it
closely and there were active discussions.
The summary of the demonstrations is as follows:

2.1 ICOT side demonstrations

ICOT showed six parallel programs on the parallel inference machine prototype,
Multi-PSI, and two sequential programs on the PSL-II sequential inference ma-
chine. For details, please refer to 'Guide to the Japauese Demonstrations’.

* Pentomine — Packing Picce Puzzle Solver

This program solves a Packing Piece Puzzle, consisting of a rectangular
box and a collection of pieces with various shapes. This is one of the
parallel benchmarking programs running on Multi-PSI.

= Diestpath — Shortest Path Problem Solver

This program finds the shortest paths from a given starting verlex to
all other verlices in a graph. This is one of the parallel benchmarking
programs running on Multi-PSI,
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+ Go-playing program : GOG
I'his program is & parallel version of the Go-playing program having been
developed on PSI-IL

¢ L3I CAD (Routing)
This program cxecutes routing between modules on a LSI chip on Multi-
PG5l after the placement of each modules has been fixed. [t determines
the connection paths between terminals of each module.

+ L5I CAD {Legie Simulation)
This program simulates the behavior of logic circuite deseribed at the logic-
gate level on Multi-PSI, taking delay time of each gate into account, and
evaluates the virtual time mechanism, one of paraliel control mechanisms
for discrete event simulations,

Legal Reasoning program

This program deals with legal decisions by reasoning from precedents,
adapting old solutions to solve new problems. We evidenced that legal
reasoning can be modeled as case-based reasoning.

« Genome Analysis Programs
These programs solves multiple sequence alignment problems in genome
analysis, by 3-dimensienal D P-matching and by scheduleless parallel sim-
ulated annealing.
& Constraint logic programming language, CAL
This program is & constraint logic programming language system with
examples sboul contrelling rebots and logic circuits, running on PSI-11.
* Molecular Biological Database in Kappa

This program is a database system with molecular biclogical data, adapted
to a database management system, Kappa.

2.2 UK side demonstration

Prof. Dadington (Imperial College}, "Functional Programming Environment”

Prof. Darlington brought the demonstration programs in a carlridge mag-
netic tape (CMT), and installed them on a Sun-3 at ICOT.

He showed a programming environment of the functional language Hoped.

Hope+ is an extension of the functional language Hope, designed at Edin-
burgh University, by adding real and vector as data type, a lazy data construc-
tor, optimal pattern matching, ete.
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The user interface 13 built on the X-window, and provides various facilities,
including editing of functional definition files, compilation, program transfor-
mation, ete.

In the demonstration, a few instances of program transformation were shown.

Though program transformation itsell is recognized Lo be useful, it is still
very difficult to transform programs fully automatically.

On the oiher hand, manual transformation is very cumbersoime and prone
Lo errars.

One of the features of this system is that the wser directs the system as
to whatl transforination is to he done and the system carries out the actual
transformation.

In the first example, a function front’, which returns the header list of an
input list was given. It was defined in a generate-and-test manner in a language
with unification as in logic programming. Prof. Darlington had the system
transform the function into a recursive definition in Hope+.

With the former definition, it took about 10 seconds to return a list of 3
atoms from a list of 5 atoms. The transformed version returned the result in a
fiash.

Mext, he showed a transformation of a "grep’ program as one of bigger size
examples.

One of the advantages of functional languages (or, declaralive languages in
general, including logic programming languages) is that the evaluation order of
fanctions need not he overspecified. This makes those languages amenable to
program transformation and parallel execution.

On the other hond, in application programs interacting with external woeld,
the relative order of evaluations of some specific important events must satisly
same constraints.

In the programming environment of Hoped-, the user can give a logical def-
mition of a function in Hope+4 and constraints on timing in a temporal logic
neta language called SLAN, and the system can transform them inte a program
which is ailmost declarative but is capable of describing the arder of events.

In the final example, Prof. Darlington showed how the system generated
a program to do flow control (such as handling of Control-5/Control-Q) by
transformation.
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