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ABSTRACT

This paper discusses an experimental system for reusable software engineering,

Software productivity can be greatly improved if a "software recycling” system is
developed which, given a regquirement specification, extracts required program
parts, and combines them into a new program.

As a first step toward this goal, an expert system is developed which contains
knowledge of skilled program designers as well as standard program parts.

In this paper a behavior model of a designer is first presented who wants to reuse
existing software. Based on the model functions are defined which are necessary
to support the designer. Behavioral models are studied in detail. This functional
analysis leads to the use of a blackboard-type inference engine as the problem
solver of the system, since the inference engine must have complex problem
solving facilities.

This paper also discusses the use of a knowledge programming language/system,
called Mandala, to implement the experimental system.

Finally we also consider the syntax of preduction rule for the inference engine in

arcordance with the syntax of Mandala.



1 Introduction

Recently, reusable software engineering technology has attracted public attention
as a very reliable tool capable of enhancing software productivity. This is because
the reuse of existing software will bring about many favorable effects, such as
streamlining development procedures and test work, simplifying maintenance,etc.
Reusable software engineering will be a key technology for software development
in the future.

Future reusable software engineering systems are expected to be able to :

1) use only parts of existing programs in accordance with the specifications of new
software.

2) synthesize these parts.

3) modify these parts.

Research on these activities is proceeding in ICOT, We should be able to apply this
research to the development of the first.

However, this paper concentrates on fundamental steps necessary to realize the
seconds.

As a first step, we must recognize the following givens :

1) Standard program parts have already been stored in a data base system.

2) Suitable parts must be selected from the system for a new program.
3) These parts must be put together to form a new program.

Generally, a skilled program designer must utilize this process. Therefore, we seek
to develop an expert system with the knowledge of such a designer in order to
implement these functions.

We first present a behavior model of a man who wants to reuse existing software.
We then study certain functions necessary to implement an experimental system

which will allow him to do this. Next, we develop detailed models for this system



by functional analysis.

In module design, we developed some programs to realize the functions.

Finally, we discuss problems, particularly how to generate the blackboard-type
inference engine coded in Prolog, how to merge the Mandala and blackbeard-type

inference engine, and how to represent the format of a production rule.

2 Cognitive Study of Software Reuse and Necessary Functions

2.1 Cognitive model

We shall construct a madel in which a skilled designer wishes to produce a new
program specification reusing existing program parts. Suppose that the domain of
the new program is business use.

(1) A program designer designs a 'rough’ specification of a new program.

(2) He marks groups of parts applicable to the new specification.

(3} He selects one part from each group.

(4) He modifies these parts.

In this model, there are two decision processes in the design program, one in which
program parts are selected and modified, and another in which a program logic is
configured. |

This model shows a procedure of program design after the system was already
designed. Therefore, the information input to and output from, the functions of,
and the file names used by the system are fixed. In designing a 'rough'
specification, program functions must be fixed, while keeping in mind the relation
between input and cutput information.

Next, the designer confirms the logical flow of the program functions,
simultanecusly marking the program part in accordance with the required
specification. Alternative program part combinations are generated in the process,

and a few are selected by trial and error.
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Third, the designer studies the logic of the program parts and determine which
parts meet his "expectations". In this process, the logic of the new program is fixed
and the new specification completed. A model illustrating these processes is shown
in Fig.l.

2.2 Functians necessary for the system.

The concept of a system reusing program parts will be discussed in this section
based an the model described above,

The model is divided into two submodels:

1} determining the part to be reused,

2) modifying this part.

(1) determining the program part to be reused

An expert system must have at least a mechanism for reasoning and the relevant
knowledge in order to be able to select a program part.

The first output from this inference engine is a logic chart involving a whole
specification for the new program. This cutput shows that the system reasons what
kind of program is to be solved.

The second output from the engine is the reusable program parts. When 'Ehe expert
system comes to understand the program, it reasons how the problem is to be
solved. It then, outputs the reusable program parts.

(2) modifying the program part

Modification of pregram parts selected by a systemn with the knowledge of an
experienced program designer will be considered.

In the reconstruction of any pregram part, man illustrates the problem, finds the
difference from the standard part, writes down the new information, and finds
related information. He then modifies the part.

With some information, text or sentences may be maore useful than illustrations to



display the relationship between information represented by sentences and
illustrations.

To implement this system, the following two functions are necessary.

{1} Simultaneous display of illustration, text and sentence for part specification.

(2) Logical connection of information between picture and sentence.

These concepts are shown in Fig.2.

3 Operational Madel of First Implementation

We shall present an example of a file collation program produced by selecting the
proper parts from many standard program parts, modifying them, and combining
them into one program.

(1) Questions from the system{initial questions)

Fig. 3 shows a frame of first communication between man and system. As the
answer of 'autline of process' was 'file collation', the question 'names of file' is
reasoned.

The system will construct a logic chart through these questions and answers.

(2) Logic chart output

As for the arrangement of a logic chart, the system reasons the functional model
that performs the collation of files.

Therefore, the system must have the knowledge necessary for combining any parts.
Fig. 4 shows the logical flow of the collation program.

It is impossible to determine the program part with regard to the matching process
of any records for file collation when the conditions of matching process are not
fixed.
(3} Question for program part selection

In this example, it is necessary to input the numbers of the key word for matching
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and of 'control break' for writing an errar list.

After receiving this information, the system determines the best program part.

In this reasoning process, the system uses the knowledge it has for selecting
program parts.

[f we input information to the effect that there are two pieces of data in one
transaction file record in accordance with a matching key word and none for
writing the error list, we get the illustration shown in Fig.5.

(4) Support for program part modification

We consider the operational model of the program part editor as an example of the
pragram part 'read a transaction file'

The standard specification of the part is shewn in Fig.6 and 7. We shall add any
OUtput item to the part. In this case, the program designer writes some items, such
as mame of article, volume, unit price, sum’, in the display with text type. The
system will display this data in the logic chart box.

This completes a new specification for a program part, and the experimental

system will have accomplished its goal.

To implement this cperational model by computer, the system must have modules
of inference engine, knowledge and editor for modifying program parts.

We use the Mandala as an engine. However, we intend to develop a production
system which processes certain knowhow.

The editor for program part medification will be constructed with logic chart
editor, program part specificatien editor, and man machine interface.

These modules are illustrated hierarchically in Fig.3.

4 Problems in First Implementation

The following problems have arisen in the design and implementation of the



system:

1) How to implement a blackboard-type inference engine coded in relational
language such as Prolog.

2) How to design a blackboard-type engine consistent with the specification of
Mandala.

3) How to implement the syntax of knowledge represented by production rules.

We shall discuss each problem.

(1) Implementation of the blackboard-type engine code in relational language.

The blackboard-type inference model features

1) easy systemization of problem solving knowledge,

2) the ability to reason a complex problem by hypothesis on the blackboard.

We use the blackboard-type inference engine for complex problem solving.

A blackboard-type inference engine is constructed with forward chaining, backward
chaining, and reasoning using classified knowledge in accordance with the
hypothesis on the blackboard.

Backward reasoning is considered mechanically to contain {orward reasoning, so we
operated rule-interpreter in a blackboard-type engine using backward chaining.

The rule .interpreter and rule are shown in Fig.2.

(2) Designing the blackboard-type inference engine consistent with Mandala.

For implementation, we wanted to describe the blackboard-type inference engine,
which is a rule-oriented system, in the manner of the object-oriented system
Mandala. We considered the configuration shown in Fig.10.

Our proposed system is composed of Problem Solver, Program Parts Base, and
Explanation Handler. Problem Solver consists of three components : a unit world,
which includes methods for production rule interpreter ; a group of unit worlds for

production rule (knowledge sources), which is connected to the interpreter with



is_a link in Mandala; and a group of problem solver instances.

Program Parts Base is a kind of program part data base for a reusable software
svstem. Program parts are described and stored in the hierarchy of the system
with is_a link in Mandala. Explanation Handler explains the inference process
through the journal after inference or anytime the user wants to know.

Qur system is initiated when the manager of Problem Solver receives a message
about a problem and a request for problem solving. At this time, an instance of
problem solver (Problem Solver 1), decided by the user before inference, is created,
and interprets production rules in the unit world. According to the reasoning, some
required problem solver instances of knowledge sources are created and begin
reasoning concurrently. On inference, Problem Solver sends a message for refer or
update when the interpreter refers, updates, or creates instances of program parts.
Program Parts Base, which receives the message, searches the corresponding
program part object, changes the state, and replies to Problem Solver.

The instance, created in Problem Solver unit world (for example,Problem Solver 1),
sets some commonly shared variables when it proceeds to reason.

Thus, several problem solver instances can reason concurrently.

The area of these commonly shared variables is called blackboard, a kind of short
term memory, and on the blackboard some hypotheses are constructed in the
reasoning process. The blackboard is a commonly shared area, so it must be able to
merge update requirements from problem solver instances. The effective merging
technique on the blackboard will lead to an extremely powerful blackboard-type
inference engine when the PIM (Parallel Inference Machine) is developed in ICOT in
the near future.

(3) Syntax of rule
We shall describe a preduction rule syntax in Mandala. We shall also consider the

representation of a knowledge source and rules consistent with the unit world of
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Mandala.

Replace the name cf a knowledge source with that of 2 unit world according to the
representation of the unit world in Mandala. The knowledge should describe the
following.
{knowledge source) = class ((knowledge source name))
Lrulesi..
{knowledge source name) :u={jdentifier}
{rules = (knowledge source named({is_a relation}, truel
<5<n0w ledge source namey ({ruldy, true)
(knowledge source name) (trigger([{level name,...])true)
{knowledge source name) (consequence([(level namé,...]),true)
{is_a relation) 2= {object namé is_a {bject name>
dbject name) :=identifier)
{level nama> =(identifier)
Rules are composed of knowledge source characteristics, production rules, user
predicate definitions, etc. The characteristics of knowledge source for example,
could be hierarchical relation of knowledge sources, levels, or objects on a
blackboard referring to a left hand side of a rule
The unit worlds of “nowledge sources and rule interpreter are connected with the
link of Yis_a' link in Mandala.
The levels on a blackboard are described as follows,
Cknowledge source named(trigger ([{level name) gous] )y truel.
The levels and objects on a blackboard referring to the right hand side of rules are
described as follows.
Cknowledge source)(consequence( [(level namédy...])ytrue).
The production rule has the following syntax.

¢knowledge source name> ({rule),true)



This rule has a functor of four arguments. These are the name, the left-hand side,
and right-hand side of the rule and the data to execute the next knowledge source.
Using these, we get a rule description method consistent with the unit world of
Mandala.
druley == rule({rule name) , <Lhsy ,{Rhs}, {oantrol informationy)
(rule namey 1= {identlfier}
{Lhsy :={Lhs phrase) ...
{Lhs phraséy ::= {object)

| <user predicat=>
{Rhs) ::= {Rhs phrase? ...
(Rhs phrased = add_obj ({object))

add_attr ({object})

rep_attr ({object))

|
|
| set_goal ({object?)
| add_frame ({frame name) J[Glot) s )
| remove_frame ({frame name))
| add_slot ({frame name) , 5lot))
E chg_slot (frame named, slot))

| | remove slot (<frame name, {slot))
{object) u= ({object name), attributed)
{attribute) ::= {attribute name) (attribute valued)
{object name) ::= {identifier)
attribute name) ii= identifier)
attribute value) = (identifier)
5 Conclusion

We discussed the problems invelved in implementing a system able to reuse existing

programs coded in a relational language.
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We described a cognitive model of a skilled program designer producing a new
program by reusing existing software. We also described the functions of the the
Systerm.

In addition, we examined program part reuse based on the model and constructed
modules in detail. In the last part, we examined a rule interpreter in the
blackboard-type inference engine to implement the system. We also discussed
specifications of the inference engine consistent with the unit world of Mandala.
Finally, we described a syntax of rules.

We are going to develop a system able to reuse existing software under the

specifications menticned above.
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